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Abstract

This thesis delves into the topic of cybersecurity, with an emphasis on the security of
web servers. It covers the technologies that are employed to protect web servers from a
variety of common security threats. Furthermore, this work explores the detection of these
weaknesses using various penetration testing methodologies along with OWASTP Top 10.
A framework for automatic testing of web servers is developed in the practical part of
the thesis. This framework integrates features from several tools and provides support for
user-defined modules. Lastly, its functionality is verified in a simulated environment.

Abstrakt

Tato praca sa zaoberd témou kybernetickej bezpecnosti s dérazom na bezpecénost we-
bovych serverov. Zahfna technoldgie, ktoré sa pouzivaji na ochranu webovych serverov
pred ¢astymi bezpe¢nostnymi hrozbami. Dalej sa praca venuje sposobu odhalovania tychto
bezpecnostnych hrozieb pomocou réznych metodik penetra¢ného testovania a zoznamu
OWASP TOP 10. V praktickej ¢asti je vyvyjany framework pre automatizované testovanie
webovych serverov. Integruje funkcionalitu vybranych nastrojov a poskytuje podporu pre
uzivatelom definované moduly. V zavere prace je funkénost nastroja overend v simulovanom
prostredi.
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Chapter 1

Introduction

Just as communication is vital for humans, the most significant advantage of computers
resides in their ability to communicate with each other. They allow us to store and retrieve
information at any time. In the early days of the Internet, it served merely as a repository
for static documents that were publicly available. There was no division between those who
should have access to certain information and those who should not. Therefore, there was
little concern for cyber-attacks, as attackers could not inflict significant damage. However,
this landscape has gradually changed. The Internet now hosts confidential documents
accessible only to chosen users, while dynamic applications have emerged as well. With
this technological advancement, new opportunities for security threats continue to surface.

The importance of securing web servers increases with the volume of confidential infor-
mation they handle. It’s no longer just banks, security agencies, or other large organizations
that rely on data security. Even regular internet users trust web servers with their personal
schedules, details about their health status, or even the management of their assets.

To mitigate the risk of attacks on web servers, it’s necessary to eliminate security vul-
nerabilities that allow attackers to compromise the system. To address these security flaws,
they must first be located. Various penetration testing tools serve this purpose, ranging
from the most straightforward command-line tools to complex frameworks covering a wide
range of functionality in penetration testing. Despite their extensive functionality, these
frameworks come with disadvantages, such as high cost, steep learning curve, and low pa-
rameterizability. This thesis aims to design and implement a tool for automated penetration
testing of web servers, which will offer extensibility, a high degree of parameterization, and
be free to use.

In the beginning, Chapter 2 describes the functioning of web servers, ways of securing
them, and the most common security threats they face. Chapter 3 further delves into pen-
etration testing, its methodologies, and the OWASP TOP 10 list. Existing solutions are
covered in Chapter 4. Chapter 5 outlines the design of the developed tool, including func-
tional and non-functional requirements, while Chapter 6 details the process of transforming
the design into implementation. Finally, Chapter 7 describes the process of verifying the
tool’s functionality in a simulated environment.



Chapter 2

Networking and web servers
security

Nowadays, the Internet provides space for many interests, such as product sales, banking,
personal communication, data storage or business management. People trust the Internet
with sensitive data, such as credit cards, home addresses, personal appointments or health
status. This places high demands on the security of data and communications on the
Internet.

Web servers served only as repositories for static information when the Internet was
starting. There was no access control system, and people could access that information
without authorization because there was no reason to. The web browser served only as a
tool for accessing documents. Attackers would not get access to sensitive data, as all the
information on the servers was public. One of the few things an attacker could do is modify
these documents to spread false information.

In contrast, nowadays, static documents are replaced by web applications that generate
content dynamically and where users with different privileges are often logged in. Thus,
much of the data is confidential. Security threats have become one of the leading topics
in the Internet world, as not only banks or government institutions rely on a high level
of security but also ordinary users who believe their data will remain safe and won’t be
misused by third parties. [52]

2.1 Internet protocol stack

Just as human language is an important part of our existence, computer programs’ ability
to communicate with each other is a decisive factor of their power. Regardless of the
application type, the data transportation methods don’t vary too much. Nowadays, it’s a
sure thing for almost all users, but it doesn’t imply that the means of data exchange are
untouchable. [21]

Before diving into the topic of web servers and web applications security mechanisms
and their security threats, the communication mechanism of computers will be explained.
Protocols used in the process of transmitting data between computers, along with software
and hardware network devices, are divided into several layers, each of which is responsible
for specific tasks related to data transmission. With this division of the communication
process, network architectures become scalable and easier to comprehend and maintain.
[22] The following section briefly describes the layers.



Application layer

The application layer, positioned at the topmost layer of the Internet Protocol Stack, serves
as the interface between users’ applications and the underlying network infrastructure. It is
responsible for handling the requirements and functionalities of various applications. Data
transmitted at the application layer is encapsulated within messages, which include the
actual information being exchanged along with any necessary application layer headers
or metadata. Examples of protocols operating at the application layer include HTTP!,
DNS?, SMTP? or TELNET". The application layer ensures efficient network communication
through these protocols, enabling users to interact with various internet-based services. [31]

Transport layer

The messages of the application layer are transmitted by the transport layer using either
TCP or UDP protocol. On the one hand, TCP (Transmission Control Protocol) is con-
nection orientated protocol which focuses on the reliable delivery of application-layer data.
TCP provides, among other mechanisms, error correction and congestion control. It guar-
antees that all data sent is received by the other endpoint, making it a suitable option for
applications requiring error-free message delivery and web browsing. On the other hand,
UDP (User Datagram Protocol) is a lightweight protocol that does not guarantee reliable
delivery of application-layer messages and is incapable of correcting errors. This connec-
tionless service allows data to be delivered quickly and in large quantities if necessary. Its
primal use is in real-time applications, like video streaming or online gaming.

Network layer

The network layer, also known as the Internet layer, is responsible for routing and forward-
ing packets, so-called datagrams, between hosts. It receives, along with the destination IP
address, also the transport-layer segments from the upper layer, which are subsequently
divided into packets, adding additional information to each of them, such as TTL (Time
to live), source IP address, destination IP address and many more. According to the infor-
mation in the routing tables, the network layer also identifies the most efficient and secure
path for each packet to reach its destination. It plays a critically important role in secur-
ing connections between computers worldwide thanks to the IP protocol, which uniquely
identifies devices on various networks and even inside networks of networks.

Link layer

The main responsibility of the link layer is receiving data passed down from the network
layer and encapsulating them into frames which are then sent to the next node along the
route. After reaching the node, the frame is passed up to the network layer. Different link-
layer protocols provide different mechanics for data transmission, one of which is reliable

'HTTP (Hypertext Transfer Protocol) is an application layer protocol for exchanging data over the
Internet. It’s an essential building block for communication for the World Wide Web.[31]

’DNS (Domain Name System) translates domain names to their IP addresses. When a user enters a
URL into their web browser, it must be translated into the corresponding IP address before fetching the
website. This is only one part of the DNS system.[31]

3SMTP (Simple Mail Transfer Protocol) is designed to transmit email messages over the internet.[31]

4TELNET is an application layer protocol for remote control of a computer over the Internet by providing
a virtual terminal. It’s worth noting that TELNET is not considered to be secure.[31]



delivery to the destination point over one single link. It differs from the reliable delivery
of TCP protocol, which occurs between end systems. Examples of the link layer protocols
are Ethernet, WiFi or FDDI’, just to mention a few of them.

Physical layer

In the physical communication layer, nodes transmit individual raw bits of data through
a dedicated physical transmission channel, such as coaxial cables. This layer focuses on
the physical aspects of data transmission, including the electrical and mechanical charac-
teristics of the communication medium, signal encoding, and modulation techniques. The
physical layer establishes the foundation for higher layers of the network protocol stack to
communicate effectively.

2.2 Cryptography

As an integral part of the Internet infrastructure, web servers are constantly exposed to
numerous threats and attacks. These threats can compromise the integrity, confidential-
ity, and availability of the data stored and transmitted. The three aspects mentioned,
together, form a framework known as the CIA Triad (Confidentiality, Integrity and Avail-
ability Triad). Integrity means ensuring that the data is protected from unauthorized
changes during transmission. Confidentiality pertains to preventing unauthorized access
to data. Availability presents the assurance that authorized users have reliable and timely
access to the data they need. Additionally, two more principles are considered extensions to
this framework. First, authenticity refers to the assurance that information is from verified
and trusted sources. The second principle, non-repudiation, is a way to guarantee that the
sender of a message cannot later deny having sent the message, and the recipient cannot
deny having received it.[49]

Starting at its core, cryptography is a method of protecting information by its trans-
formation into an unreadable format. This encoded data, referred to as ciphertext, should
only be reverted into a readable format with the appropriate decryption key. [46]

There are primarily two types of cryptography: symmetric and asymmetric. Symmetric
cryptography (or secret key cryptography) utilizes a single secret value, also known as the
key, for both encrypting and decrypting. While efficient and fast, its drawback lies in the
problem of secure distribution of the key between communicating parties. Asymmetric or
public key cryptography solves this issue using two mathematically related but not identical
keys. First of them are the public key, which can be distributed widely without any security
risks, and the private key, which remains in the possession of its owner. [50]

2.3 Defnese mechanisms

This section provides a selection of commonly used security mechanisms for securing web
servers. In most cases of web servers, multiple mechanisms are combined to achieve the
highest level of security. [57] [12]

o Cryptographic Hash Functions: Cryptographic hash functions, like SHA-256 (Se-
cure Hash Algorithm 256-bit), are mathematical algorithms that take an input and

SFDDI (Fiber Distributed Data Interface)is a high-speed LAN (Local area network) protocol developed
in the 1980s, which uses fibre optic cable for data transmission. [31]



return a fixed-size string of bytes, typically a hash value. They are designed to be
a one-way function, meaning it should be computationally infeasible to reverse the
process to reveal the original input. The unique hash value produced can authenticate
data integrity. Any alteration in the original data, no matter how small, results in a
drastically different hash.

Digital Signatures: Digital signatures are cryptographic techniques used for vali-
dating the authenticity and integrity of data. They are created by encrypting a unique
string derived from the data, also known as a hash, using a private key. The receiver
can decrypt the hash using the sender’s public key and compare it with the hash of
the received data. If the hashes match, it verifies that the data has not been altered
in transit and confirms the sender’s identity. This mechanism is critical to secure dig-
ital communications as it provides non-repudiation, ensuring that the sender cannot
deny sending the message, and data integrity, ensuring that the data has not been
tampered with during transmission. 8]

Digital Certificates and Public Key Infrastructure (PKI): Digital certificates
serve as electronic documents that verify the ownership of a public key. They con-
tain information about the key, its owner, and the digital signature of a Certificate
Authority (CA) that affirms the certificate’s validity. The Public Key Infrastructure
(PKI) system enables entities to exchange information over untrusted networks se-
curely. It manages the creation, distribution, and cancellation of digital certificates,
establishing trust between the server and the client. This system ensures that the
identities of entities involved in a digital transaction are verified.

Secure Sockets Layer (SSL) and Transport Layer Security (TLS): SSL and
TLS are cryptographic protocols that provide secure communication over a network.
They use symmetric and asymmetric encryption to ensure data confidentiality and
integrity. The protocols initiate a handshake mechanism to establish a secure connec-
tion, which involves the exchange of digital certificates for authentication, followed by
generating and exchanging a shared secret key for encryption. This process ensures
that all data transmitted between the web server and the client is encrypted and
secure, protecting it from potential disclosure or tampering.

HTTPS: HTTPS (Hypertext Transfer Protocol Secure) is a secure version of HTTP,
the protocol for transmitting data over the World Wide Web. HTTPS combines
HTTP with SSL/TLS to provide encrypted communication and secure identification
of network web servers. It ensures that all communication between the client and
the server is encrypted, preventing potential interception and modification of the
data. This secure protocol is essential for sensitive data transactions, such as personal
information or credit card details.

Key Management: Key management involves the procedures and methodologies
for the secure generation, distribution, storage, and disposal of cryptographic keys. It
ensures that encryption keys are changed or rotated regularly to reduce the likelihood
of successful brute-force attacks. Further, it defines the protocols for key recovery in
case a key is lost or compromised and for the secure deletion of no longer required
keys. Despite the fact that this is not a software algorithm like in the case of the
ones discussed before, this approach is vital for server security. Even with the best



software protection, negligence by an organization’s employees can lead to a security
threat.

These mechanisms, while not exhaustive, represent some of the most important and
widely used techniques in securing web servers. By applying these measures, organiza-
tions can significantly enhance their defences against various cyber threats and protect and
protect their data.

It is worth mentioning that implementing cryptography into web servers can be chal-
lenging. The increasing computational power of modern systems has led to older encryption
algorithms becoming susceptible to brute-force attacks. Therefore, it’s essential to regularly
update cryptographic algorithms and protocols to newer, more secure versions to keep the
same level of security. [42]

2.4 Common web server vulnerabilities

In case of improper or incomplete implementation of security measures, a web server may
be left vulnerable to potential security breaches. Despite the exhaustive attempts by secu-
rity professionals to ensure full protection of the system, vulnerabilities may still appear,
potentially leading to a compromise of the system. For this reason, consistent security au-
dits and penetration testing are highly recommended, a subject that is further elaborated
in Chapter 3. Among the common vulnerabilities of web servers are the following: [53] [41]

e Injection Attacks: This vulnerability happens when an attacker introduces harmful
data into a command or query, tricking the interpreter into executing unintended
commands or accessing unauthorized data. SQL injection, a prevalent form of this
attack, involves the insertion of malicious SQL statements into an input field for
execution, potentially leading to data modification or disclosure. A closer look at
SQL injection is provided in Section 3.5.7.

o Cross-Site Scripting (XSS): XSS vulnerabilities allow attackers to inject malicious
scripts into web pages viewed by other users. Upon viewing these pages, the scripts
execute within the user’s browser, potentially enabling the attacker to steal sensitive
information such as session cookies or personal data. This could result in identity
theft, unauthorized data access, or malicious actions executed under the victim’s
identity. A more detailed explanation of XSS vulnerability offers in Section 3.5.8.

o Cross-Site Request Forgery (CSRF): CSRF is an attack method that manipu-
lates victims into submitting harmful requests. It leverages the identity and privileges
of the victim to perform undesired actions on their behalf, such as changing their
email address or making unintended purchases. This can result in unauthorized data
modification, loss of data integrity, and even possible financial losses.

o Insecure Direct Object References (IDOR): IDOR vulnerabilities occur when
an application provides direct access to objects based on user-supplied input. By
manipulating these references, attackers can gain unauthorized data access. For
instance, altering a parameter value in a URL could allow the attacker access to
other users’ accounts or sensitive data files. An example could serve the following
URL: https://bankingsite.com/useraccount?id=123457, which, if the applica-
tion is not properly secured, could give an attacker access to various accounts.


https://bankingsite

¢ Security Misconfigurations: These can occur at any level of an application stack,
including the network services, platform, web server, application server, and database.
Misconfigurations can provide unauthorized access to sensitive data or functionality,
often allowing attackers to fully compromise the system.

e Unvalidated Redirects and Forwards: This vulnerability appears when an ap-
plication redirects or forwards users to other pages or websites without adequately
validating the destination. It can lead to users being redirected to phishing or malware
sites or enable URL-based attacks that trick users into performing harmful actions.

o Server-Side Request Forgery (SSRF): SSRF vulnerabilities occur when an at-
tacker can make a server send a request to other resources. This allows the attacker
to interact with and send requests to internal resources, typically protected behind
firewalls, resulting in exposure of internal systems and potentially sensitive data.



Chapter 3

Penetration testing

With the proliferation of web applications, the area of security vulnerabilities also increased
significantly. The more complex the systems and the greater the user interaction, the more
potential holes can be found in a given system, posing a challenge to system security.
Attacks giving access to sensitive data or unrestricted access to the system pose some
of the greatest threats. Another category of cyberattack focuses on overwhelming server
resources to such an extent that the server becomes unable to respond to legitimate users.

Statements like ,, This site is secure” can be found on many websites. Often, they make
this claim based on SSL encryption (now commonly referred to as TLS), which is just one
part of the necessary security. SSL/TLS only secures the communication between the client
and server, but vulnerabilities can also occur in other places. Examples include Broken
authentication, where the server fails to prevent attacks on login mechanisms, Broken access
control, where the server does not adequately protect sensitive data; or SQL injection, which
allows an attacker to insert specially crafted input into the input field, just to name a few.

One of the biggest threats to web application security is in accepting user input. It
is not uncommon for a user to be able, or even required to enter an input, which can be
maliciously modified to trigger an unexpected response on the server side that could lead
to gaining unauthorized access to the system or trusted data disclosure. For this reason,
application developers must assume that each input is potentially insecure and must ensure
that it is handled correctly to prevent a successful attack. [44]

Users can tamper with the sequence of requests sent, manipulate cookies, request pa-
rameters, or even HTTP headers. It is common for attackers to craft input to trigger
unexpected behaviour on the server. While SSL/TLS is a valuable tool for secure data
transmission, it alone cannot prevent the forenamed attacks.

In the days when web applications didn’t rule the Internet, an organization’s security
was based on securing the network and implementing firewalls. But that’s very different
today. For an application to work, the firewall must enable the connection through HT'TP or
HTTPS protocols while often connected to databases and mainframes. Usually, it is placed
behind network-level security measures. If the application had a security flaw, an attacker
on the public Internet could attack the organization’s core system by sending crafted data
to the application overcoming the network’s defence mechanisms. Applications serve as
a gateway for all kinds of attacks. Therefore, the security perimeter must have shifted
from networks and firewalls to applications. Another type of threat lies in legitimate users
accessing vulnerable applications. An attacker could aim at a system user and perform
unauthorized actions on their behalf once a vulnerability is exploited. Nowadays, many
applications provide their users with a password recovery feature, which generates a recovery
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email without performing any further user verification. Thus, in case of compromising the
user’s email, gaining access to the system is trivial. [52]
As Gary McGraw once said:

Af you fail a penetration test, you know you have a very bad problem indeed.
If you pass a penetration test, you do not know that you don’t have a very bad
problem.“

3.1 Penetration testing explained

Penetration testing is a process used to simulate the methods used by potential attackers
to bypass an organization’s security measures. The objective is not only to identify present
vulnerabilities but also to execute the attack, trying to gain access to all the resources that
an attacker can possibly get to after a successful attack, including sensitive data.

Before attempting to compromise the target system, collecting detailed knowledge about
the target is essential. This includes identifying devices within the network, their corre-
sponding IP addresses, operating systems, installed software along with their versions, open
ports, certificate analyses or cypher suite analyses, among other tasks. [55]

3.1.1 White box and black box approach

Generally speaking, to ensure the correct functioning of a software or system component, a
tester needs to determine a set of conditions or variables, which will be tested and evaluated.
It consists of input data, expected output, and execution conditions, all used to verify if the
software meets the specified requirements. This model is also referred to as a ,test case“.
In the context of penetration testing, a test case refers to a specific scenario designed to
probe and potentially exploit a particular aspect of the system’s security.

In white-box penetration testing, the tester has complete knowledge of the system. The
purpose is to simulate an attack from an insider on the network - someone with detailed
knowledge of the system. Because white box testing requires a deep understanding of the
codebase, developers or testers with a strong programming background often perform it.
For this approach, a test case could involve a detailed examination of a certain part of the
source code to look for vulnerabilities such as buffer overflows or injection flaws. It would
also specify the section of code to be examined and the technique to be used.

This type of testing can be more thorough because it allows the tester to cover all
possible paths and attack vectors. The benefits of white box testing include finding hidden
errors and validating internal logic. However, it also has limitations, like possibly missing
out on system-level or integration-level issues and being time-consuming due to the detailed
analysis of each part of the code.

The second approach looks at the program as a function that accepts some inputs and
provides output. The reason why this is called ,black box“ testing can be found in the fact
that the tester does not see the details of the implementation. In comparison to everyday
human life, this is a common practice. Most people drive a car with just ,black-box*
knowledge. Likewise, a person doesn’t need to know the internal workings of an ATM to
withdraw cash.

The test cases for black-box testing are designed without knowledge of the internal
workings of the software or system. Instead, they are based on the system’s requirements,
functionality, and specifications. These test cases focus on inputs, outputs, and the expected
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Figure 3.1: Illustration of white-box testing, where the tester has access to the implemen-
tation of the software and other internal details, and a black-box testing, in which case the
system is viewed just as a function that accepts inputs and returns outputs.

behaviour of the software from a user’s perspective and could involve trying to access secured
parts of the system without proper authentication or injecting malicious code through the
user interface. Testers do not need specific programming knowledge to design or execute
black box test cases; they only interact with the software’s external interface. This implies
the advantage that when the implementation changes, the test case does not change and
is still usable. At the same time, the development of the implementation can proceed in
parallel. [28]

The visual representation of the idea behind the two approaches can be found in Fig-
ure 3.1. [28]

3.1.2 Types of penetration tests

There are multiple options for approaching penetration testing, depending on the type of
target, organizational needs, and other factors. The broad categories are described in the
following text: [54]

o Network Services Tests: Network services tests, also known as infrastructure pene-
tration testing, focus on identifying vulnerabilities in network devices such as routers,
switches, and firewalls. The testing process involves assessing servers and hosts for
vulnerabilities an attacker could exploit. This includes checking for misconfigurations,
unnecessary services, outdated software versions, and other potential weak points
within the network infrastructure.

¢ Client-side Tests: Client-side penetration tests focus on the applications and soft-
ware installed on the client machine that interacts with the server-side applications.
This could include web browsers, email clients, or any other locally installed applica-
tions. The primary aim is to identify vulnerabilities that could be exploited through
mechanisms like phishing attacks, drive-by downloads, or other forms of social engi-
neering.

« Web Application Tests: These tests are designed to identify security vulnerabilities
in a web application. This includes reviewing the application for potential vulnera-
bilities as outlined in the OWASP Top 10 (described later in this chapter), such as
SQL injection, Cross-Site Scripting (XSS), Cross-Site Request Forgery (CSRF), and
security misconfigurations. These tests often involve automated scanning and manual
exploitation to identify known and unknown vulnerabilities.

o Wireless Network Tests: Wireless network penetration testing involves evaluating
the security of an organization’s wireless networks. The tester will attempt to exploit

12



vulnerabilities related to the wireless protocols in use, weak or default passwords, and
misconfigurations, as well as evaluate the effectiveness of wireless intrusion prevention
systems (WIPS)!. [56]

3.1.3 Ethical and legal considerations

Penetration testing involves simulating cyber attacks on a computer system to identify
vulnerabilities. While the intent is clean, the methods employed are indistinguishable from
those used by malicious hackers. The question arises from the dual-use nature of penetration
testing tools and techniques.

The most fundamental rule is that penetration testing should only be performed with
explicit, informed consent from the system owner. Penetration testers must respect the
scope of this consent, refraining from testing systems or using methods not covered in the
agreement. Additionally, penetration testers may gain access to sensitive and confidential
information during their work. They have an ethical duty to protect this data and not
misuse them.

Except for the ethical question, legal frameworks must also be considered. They are not
uniform around the globe as they vary from country to country. Still, in many jurisdictions,
unauthorized access to computer systems is a criminal offence, possibly leading to legal
consequences, regardless of the intent.

In addition to consent, penetration testers must also consider data protection and pri-
vacy laws. For example, the General Data Protection Regulation (GDPR) in the European
Union imposes strict requirements on how personal data is handled, with severe penalties
for non-compliance. Penetration testers who access personal data must ensure they comply
with these requirements. [9]

3.2 Phases of penetration testing

There are various methods to approach the security of an organization’s infrastructure.
Typically, this process involves several phases, which begin with collecting information,
continue with the attack, and conclude with the reporting phase. The phases can be
generally outlined as follows[29][55]:

1. Pre-engagement. The pre-engagement phase is the initial stage of the penetration
testing process and involves clarifying the client’s requirements and expected out-
comes. During this phase, it is important to determine the scope of the testing, what
aspects of the organization are most critical, which areas require special attention,
and if any sensitive devices or sites on the network should be excluded from the test-
ing process. Additionally, other details such as the testing time window (whether it
will be continuous or only at specific times of the day), the duration of the testing,
the cost, and the pentest agreement, are serving as written authorization to perform
the testing, need to be arranged.

2. Information Gathering. During the information-gathering phase, the focus is on
collecting information about the target from publicly available sources. The goal

LA Wireless Intrusion Prevention System (WIPS) is a security solution that monitors a network’s radio
spectrum for malicious activities, such as unauthorized access or attacks and takes automated actions to
protect the network.[56]
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is to identify the security mechanisms implemented on the target, how it behaves,
responds to certain requests, and so on. Although the activities of this phase may
be less visible to the system (usually ignored as background noise), they are crucial
to the success of the overall testing process. For more detailed information on the
information gathering phase, please refer to the reconnaissance stage of the attacker
kill chain in Section 3.3.

3. Threat modeling. The threat modelling phase involves creating attack scenarios
using the information obtained during the previous phase. This involves identifying
potential attack methods, determining which data and services are most likely to be
targeted, and examining the target from the perspective of a potential attacker. The
goal is to understand the target’s architecture, potential security issues and points of
interest for an attacker.

4. Vulnerability analysis. The vulnerability analysis phase deals with the probability
of successful attacks. This phase often involves running vulnerability scans and con-
ducting manual analysis to identify security weaknesses and determine which attacks
are most likely successful. The goal is to identify vulnerabilities and select the most
likely to have the biggest impact on the target and the highest probability of success.

5. Exploitation. The exploitation phase involves executing the attack. Once vulner-
abilities have been identified, the next step is to exploit them to compromise the
system and get access to the target’s resources. Only those vulnerabilities should be
targeted, which turned out to be present and truly exploitable. Blindly attempting
to use all available tools is ineffective and may not yield valuable results. Therefore,
the importance of obtaining accurate target information is again emphasized.

6. Post exploitation. The post-exploitation phase is a critical part of the overall
testing process. Hence this phase provides valuable information, as it allows the tester
to assess the potential damage that a successful attack could cause. Once a system
has been compromised, the attacker will typically seek to expand their privileges,
gain access to other systems, obtain passwords, or access sensitive organizational
data, among other actions. Therefore, it is important to thoroughly evaluate the
consequences of a successful attack during this phase.

7. Reporting.The reporting phase is the final and most important step in the penetra-
tion testing process. The testers provide a detailed report to the customer summariz-
ing their findings. This report should contain what the testers were able to achieve,
how they accomplished it, and, most importantly, what the organization needs to
do to improve its security. By presenting the information from an attacker’s per-
spective, the report provides valuable insights into how the organization can better
secure the systems and prevent future attacks. Writing a good report is not an easy
task. It should include technical and non-technical sections, such as an executive sum-
mary describing the testing process, scope, and key findings in language accessible to
non-technical workers. The technical section should provide detailed information on
specific vulnerabilities and recommendations for patching them.

In penetration testing, several methodologies exist, each focusing on slightly different

objectives and procedures. Therefore, each contributes differently to the overall picture of
a company’s security. The above text offers a general division of the process into several
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phases, providing a structural approach. Meanwhile, the following section is dedicated to
another concept primarily focused on successfully attacking the target system without a
specific stage dedicated to reporting.

3.3 Attacker kill chain

The ,attacker kill chain“ is a concept developed by Mike Cloppert, the former director
at FireEye company”. It can be described as a framework consisting of several stages
of a cybersecurity attack, which must be followed to achieve the attackers’ goals. After
organizations understand and adapt this concept, they can implement more powerful threat
detection and response strategies. Traditionally, the attacker kill chain consists of the
following stages: [29] [45]

1. Reconnaissance. The basic idea of the first stage is best described by the adage:
~Reconnaissance time is never wasted time*, well known among many military organi-
zations, saying that before an attempt to attack the target, it’s critically important to
collect as much information as possible. Some sources say penetration testers should
spend over 70% of the overall effort gathering information. This can be done in 2
ways: either passive or active. The passive reconnaissance is based on gathering
information through non-violent means, such as social engineering, searching the In-
ternet for publicly accessible data (employee names, for instance), exploring social
media platforms or performing domain name system lookups. Since the goal is to
better understand the target’s infrastructure without using intrusive methods, pas-
sive reconnaissance is hardly distinguishable, if at all, from the ordinary behaviour
of the users. It is important to keep in mind that data collected this way may be
incomplete or outdated. The latter technique, the active reconnaissance, involves
active probing of the target system or network through direct interaction. It involves
host-discovery scans and port scans, vulnerability scanning, security headers analysis,
or brute-forcing® directories and files. Active reconnaissance is quite noisy and can
be easily detected by the target system and trigger alarms or alerts. If done without
prior mutual consent, it can lead to legal consequences.

2. Weaponization. The goal of weaponization is to create a functional tool (the
weapon) for exploiting a weakness in the target’s system or network. This may involve
crafting malware, developing means to target sensitive data and packaging it into a
format suitable for the actual deployment against the target.

3. Delivery. The next step is to deliver the attacker’s payload once a vulnerability
or weakness has been discovered and exploited. This can be achieved by several
methods, such as email phishing or social engineering, among others, trying to bypass
security measures implemented by the target and trick the users into downloading
and executing the payload.

4. Exploitation. exploitation, also known as the ,,compromise phase®, is the moment of
the attack kill chain when the exploit is successfully applied. Techniques used in this
phase include remote code execution, command injection or buffer overflow. It can be
done in a single step, for example, by taking advantage of known system vulnerability

2FireEye is an intelligence-led security company. https://fireeye.dev/docs/about/fireeye/
3Brute-forcing is a trial-and-error method of guessing, usually the username and password[12]
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thanks to which the attacker gains access, or it can take several steps, such as finding
a hidden login page by brute-forcing files on a web server, gaining access by using
wordlist created from the names of the organization’s employee, etc.

5. Achieve phase. At this point, knowing the attackers’ objectives is important. Other
goals, except aiming for the target machine’s root privileges, could include flooding the
system by DDoS attack®, sensitive data disclosure or horizontal privilege escalation,
meaning that the attacker is trying to compromise as many accounts as possible (on
the other hand, ,vertical escalation“ simply means to improve the access privileges
to the highest possible level).

6. Persistence. After compromising the target and potentially gaining elevated privi-
leges, it may be important to maintain persistent access to the target system. This
can be done by installing backdoors, rootkits or other forms of malware, modifying
system settings or creating new user accounts. This is the easiest phase for defenders
to protect their systems or network.

To successfully achieve the goal in penetration testing, it is not enough to have multiple
tools at their disposal; the integral part of the work of penetration testers is also under-
standing principles and methodologies, thanks to which become their work more precise
and efficient.[10]

3.4 OWASP Top 10

This section covers OWASP guidelines for penetration testing, including OWASP Top 10.
For that, the concept of CWE and CVE will be used. Therefore, their definition and the
relationship will be briefly explained first. Common Weakness Enumeration (CWE) is a
community-developed list that describes weaknesses in both software and hardware, which
could lead to vulnerabilities exploited by attackers. The CWE records usually include
a unique identifier (for example, CWE-862, which is Missing Authorization), describing
the weakness and how it can be exploited. It is widely used in cybersecurity to identify
and mitigate potential security holes in computer systems. On the other hand, Common
Vulnerabilities Exposures (CVE) is a list of publicly known vulnerabilities present in certain
software versions. A CVE contains its unique identifier, description, severity, and potential
consequences.

There are several ways of looking at computer vulnerabilities and their potential conse-
quences, one of them being OWASP Top 10. It’s a list representing the most critical security
threats that web applications currently face, according to OWASP. In 2021, a new version
of OWASP Top 10 was released, merging some of the previous categories and introducing
new ones. This text will only discuss the most recent version.

In contrast to the previous version of the OWASP Top 10, where vulnerability categories
were selected based on the frequency of their occurrence and consequential manual edit by
IT experts, the latest version released in 2021 uses a new approach. The new approach
considers two aspects: how easy it is for someone to exploit the vulnerability (exploit
score) and the amount of damage the vulnerability can cause (impact score). CWEs are

4A Distributed Denial of Service (DDoS) uses many compromised machines to flood the target system,
preventing legitimate users from access. The main goal is to disrupt the normal operation of the system or
network.
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grouped and ranked according to their level of risk in combination with the severity score
derived from the Common Vulnerability Scoring System”.

The OWASP Top 10 consists of eight categories based on hard data and two resulting
from data and experience from security experts. The first of the two approaches works
with approximately 400 CWEs, categorized as either root-cause type (the CWE is the
primary cause leading to a security issue) or symptom type (describing a direct impact and
consequences).

On the other hand, security analysts may discover new vulnerabilities that require de-
veloping and implementing testing mechanisms, which can take considerable time, possibly
even years. To ensure that the Top 10 remains up-to-date with modern trends and real risks
of today, the latter two from the ten categories are based on points derived from question-
naires answered by security professionals. These experts can provide first-hand information
that hard data may not yet capture. [2] [3]. The following section will introduce several
CWESs that are, among many others, relevant to the OWASP Top 10.

1. Broken Access Control. The access control system ensures that users perform
actions and access data that they are authorized to. Failure of this mechanism may
result in access to unauthorized data and damages caused by actions performed out-
side the scope of authorization. Vulnerabilities falling under this category include
granting access to anyone instead of specific roles and users and the ability to bypass
control by modifying URLs, API requests or HI'ML pages, among others. Overall, in
94% of tested applications, a flawed access control system was detected. This cate-
gory includes 34 Common Weakness Enumerations, such as CWE-35 Path Traversal ©,
CWE-352 Cross-Site Request Forgery (CSRF) 7, and CWE-200 Exposure of Sensitive
Information to an Unauthorized Actor ¥, among others.

2. Cryptographic Failures. In the second place is a category, which is not the primary
cause but rather a symptom of cryptographic errors. This often leads to the exposure
of sensitive and confidential data. As mentioned in section 2.2, cryptography is an
important mechanism to protect data. However, not all types of data require the
most secure algorithms. The first thing to consider is the level of protection needed
for specific types of data (for instance, passwords and credit cards are expected to
have extra protection). The measures against cryptographic failure include identify-
ing which data is sensitive according to laws, regulations and the organization itself
and encrypting them, discarding this data as soon as they are not needed, ensuring
the implementation of modern algorithms and disabling caching for responses that
contains sensitive data. The most significant CWEs are CWE-259: Use of Hard-
coded Password and CWE-327: Broken or Risky Crypto Algorithm. The first refers
to using hard-coded passwords in products, which, if discovered, can lead to massive
attacks on all organizations using the product as each installation contains the same

5CVSS (Common Vulnerability Scoring System) is a framework which assigns a score to security vulnera-
bilities in software based on several factors, for example, the potential impact on the system, the complexity
of the attack or availability of mitigations[11].

SCWE-35: Path Traversal: ’../...//’ is a weakness based on improper handling of pathnames. The
absence of neutralizing of the slash sequences within the pathname can lead to the resolution to a location
that is outside of the directory(l]

TCWE-352 Cross-Site Request Forgery is the incapability of a web application to sufficiently check
whether a well-formed request was provided by the user who submitted the request.

8CWE-200 is a security flaw based on providing the unauthorized actor with data they are not authorized
to have access to[37].
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password [38]. The CWE-327 relates to cryptography and the use of old or insecure
algorithms, which can lead to the exposure of critical data. Even algorithms once
considered absolutely secure are becoming less secure due to the rapid advancement
of computational power [39].

3. Injection.The danger of this category meets the reality when an application fails to
adequately validate user input, uses dynamic queries in the interpreter, or directly
uses or concatenates user input. The most well-known vulnerabilities include SQL
injection, NoSQL injection, OS command injection ?, or ORM injection '°. Ways
to prevent these threats include automated testing of all input parameters, headers,
URLSs and cookies to identify and patch security holes, among others. To increase
protection from this threat, developers can opt for a secure API without an interpreter
or offer a parameterizable interface. Alternatively, using the SQL LIMIT command
is possible to prevent the potential massive leakage of sensitive data. This category
covers, for example, CWE-79: Cross-site Scripting (XSS), where the product fails at
neutralizing an input controlled by a user, which is then saved to the web page and is
accessible to other users. There are three main kinds of XSS; the first is stored XSS,
where malicious code is injected and permanently stored on the server, serving all users
who access the page. Secondarily, reflected XSS, where malicious code is injected into
the URL and then reflected the user through a web application’s response, and the
last DOM-based XSS, where the payload is into the page’s Document Object Model
(DOM) instead of the server response, allowing the attacker to manipulate the web
page’s behaviour and interact with the user’s data. Section 3.5.8 provides a closer
look at this vulnerability. Another CWE covered under this category is CWE-89:
SQL Injection, again a mishandling of user input that allows the user to modify an
SQL statement with subsequent execution in the database. Section 3.5.7 discusses
this vulnerability in more detail.

4. Insecure Design. This category was created in 2021 to address errors arising dur-
ing product design. There is a difference between non-secure design and non-secure
implementation. Even a secure product design can be followed by non-secure im-
plementation, thus potentially introducing security holes which could be exploited.
Conversely, a non-secure design will not be fixed by a perfectly secure implementa-
tion. Therefore, when designing software, it is important to agree with the client
on data security requirements and determine the sensitivity and significance of the
data sets. It should also be taken into consideration how exposed the software will
be. Secure design is a way of developing software that considers potential security
threats and tests the code to prevent known attack methods. It involves integrating
threat modelling into development activities. To prevent insecure design, you can
establish a secure development lifecycle with AppSec professionals, use secure design
patterns and threat modelling or integrate security language and controls into user
stories. This category includes security weaknesses such as CWE-522: Insufficiently
Protected Credentials, which refers to situations where the product stores or uses cre-
dentials in an insecure manner that can be easily acquired by attackers[20]. Another
example is CWE-209: Generation of Error Message Containing Sensitive Information,

908 command injection makes the vulnerable application unintentionally execute an attacker’s command
as a result of improper input validation (from parameters or input fields) [51].

O ORM injection is a vulnerability where an attacker can manipulate ORM queries to access a database
and therefore being able to read, modify or delete data [53].
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which exposes sensitive information to potential attackers. Not only does this vul-
nerability reveal sensitive data about the environment or other users, but the error
message contents could also help attackers to compromise the system, for example,
by unintentionally guiding them to a successful SQL injection attack[19].

5. Security Misconfiguration. As the trend of highly-configurable software contin-
ues to grow, the fifth most common threat is Security misconfiguration, which was
detected in 90% of the tested applications. To prevent this threat, it’s important
to properly configure permissions, disable unnecessary features and default accounts,
and ensure that security settings are set to secure values in all parts of the applica-
tion. Keeping the software up to date is, of course, also an integral part of prevention.
One of the key CWE is CWE-16: Configuration, where weaknesses are typically intro-
duced during the configuration of the software[16]. The second weakness, among many
others, is CWE-611 Improper Restriction of XML External Entity Reference, where
XML documents containing entities with URIs can lead to a resolution to documents
outside of the designated scope. One example is Document Type Definition ' which
enables the definition of XML entities. It is possible to define an entity by providing
a URI which contains a path to some resource (for instance file:///etc/passwd),
which could allow access to files which are not reachable directly[17].

6. Vulnerable and Outdated Components. This category was in second place in the
community survey. The product may be vulnerable to this threat if its components’
versions are unknown, the software is outdated or vulnerable (including the operat-
ing system, database management system, etc.), and the security scans don’t occur
regularly. Prevention strategy includes removing unused dependencies and unneces-
sary features, regular scanning to identify vulnerable components, using only official
sources, securing the correct configuration of updated components, and monitoring if
the libraries are maintained and regularly patched. Only 3 CWEs are mapped to this
category, one of which is CWE-1104: Use of Unmaintained Third-Party Components,
where the product uses libraries and components that lack regular maintenance on the
part of the developers. In that case, it is difficult to address and fix the vulnerabilities
and other bugs[14].

7. Identification and Authentication Failures. This category, previously known as
Broken Authentication, covers threats related to confirming the user’s identity and
authentication. The vulnerability may be present if the application allows repeti-
tive guessing of credentials, permits default or weak passwords if it uses insecure
password-recover mechanisms (like the knowledge-based answer), exposes the session
identifier in the URL, or if the application uses plaintext or weak hashing algorithms
for storing passwords. Part of the solution might be implementing multi-factor au-
thentication, preventing product deployment with default passwords, and aligning
user’s password requirements with National Institute of Standards and Technology
(NIST) guidelines ', or ensuring that credentials-recovery mechanisms are resistant
against account enumeration. Important CWEs are CWE-287: Improper Authenti-
cation, in which case the product fails to adequately verify the claimed identity of

"Document Type Definition (DTD) is a set of rules defining an XML document’s structure, elements and
attributes. It is also used to validate XML documents [26].

12NIST 800-63b is a set of guidelines for digital identity management that includes recommendations for
creating and managing secure passwords [13].
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the user[18], and CWE-297: Improper Validation of Certificate with Host Mismatch,
when the product fails to verify that a certificate received from a host is associated
with the sender, potentially allowing an attacker with a valid certificate to act like
the trusted host[?].

8. Software and Data Integrity Failures. Software and Data Integrity Failures,
the new category for 2021, occur when code or the infrastructure does not prevent
integrity violations, for example, when an application relies on untrusted plugins, li-
braries, or modules. Insecure CI/CD pipelines '* can introduce unauthorized access,
malicious code, or system compromise. At the same time, the absence of sufficient
verification of auto-updates might lead to the distribution of fake updates. To pro-
tect from this threat, OWASP recommends using digital signatures'? to ensure the
integrity of transmitted data, that libraries are being downloaded from trusted reposi-
tories, verify components for known vulnerabilities and implement a review process for
code changes. This category maps CWE-494: Download of Code Without Integrity
Check, which allows an attacker to execute a malicious program thanks to insuffi-
cient checks. Another CWE is CWE-829: Inclusion of Functionality from Untrusted
Control Sphere, when a product imports executable functionality from an untrusted
source (which can include web widgets, libraries, or other third-party sources). This
can lead to malicious functionality being included, potentially resulting in severe con-
sequences.

9. Security Logging and Monitoring Failures. This category refers to the impor-
tance of detecting, escalating and responding to security incidents and active breaches,
which can be achieved by implementing proper logging and monitoring mechanisms.
However, testing these techniques is not easy; the process usually involves interviews
and asking if attacks were detected properly. Failures described by this category are
likely to happen whenever errors and warning messages contain incomplete or unclear
information, when logs are stored only locally, or when monitoring for suspicious ac-
tivity doesn’t take place at all. Countermeasures against this threat include logging
all the unsuccessful login attempts with the broad context to be able to detect po-
tentially malicious activity, storing logged data for an extended period of time to
allow later analysis, ensuring proper encryption of logs to prevent attacks on logging
systems, and implementing effective means of monitoring and alerting to be able to
respond quickly on incidents, among others. This category covers, for example, CWE-
778 Insufficient Logging when an organization logs a security-critical event with no
or insufficient information needed for further analysis or does not log the events at
all. One of the reasons is the additional cost an organization might have to pay. That
way, it is challenging to detect malicious behaviour and therefore increase the chances
of a successful attack[5].

10. Server-Side Request Forgery (SSRF). By exploiting a lack of input validation or
insecure handling of user-controlled data, it is possible to modify a request, making
the server execute the attacker’s command. The result of the attack varies depending

13CI/CD pipelines, or Continuous Integration/Continuous Deployment pipelines, are processes used in
software development to automate the building, testing, and deployment of software applications[23].

1A digital signature is a cryptographic method based on asymmetric cryptography (explained in Sec-
tion 2.2) used to verify the authenticity and integrity of digital data. It creates a unique digital code that
can only be generated by the sender and verified by the recipient using a public key.
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on the specific vulnerability and what the attacker does with the access. Still, a usual
case includes performing internal scans (open ports, for example) or reading files. As
a preventive measure, it is possible to intervene at the level of several layers. Details
on the operation of the individual layers are given in Section 2.1. At the application
level, it is recommended to check user data, not send raw responses to clients, disable
HTTP redirections or allow only explicitly defined URLs with specific schemas, ports,
and destinations. At the network layer, it is possible to use ,deny by default* firewall
policies, to log all accepted and blocked traffic on firewalls, or to separate remote
resource access into different networks. The only CWE in this category is CWE-
918: Server-Side Request Forgery (SSRF)[15], which is a category by itself, to raise
awareness and draw attention to this threat.

To summarise this section, OWASP Top 10 is a useful framework for understanding
the most significant web application security weaknesses. It categorizes these weaknesses
based on hard data and expert experience, thereby staying up-to-date in a rapidly evolving
cybersecurity field. However, it is crucial to remember that while the Top 10 provides a
strong foundation, it is not exhaustive. For good security, it’s important to stay updated
on new threats and always be alert.

3.5 Reconnaissance in details

Since this thesis is centred on developing a tool for penetration testing with a focus on the
data-gathering phase, the following text will provide an overview of the data collected for
penetration testing purposes.

3.5.1 Open ports discovery

Identifying open ports and running services is key in the early stages of penetration testing.
Open ports are gateways into a system and are usually linked to specific services, like HT'TP
on port 80 or HTTPS on port 443'°. Each open port could be a vulnerability and a possible
attack route.

Running services are active programs on a system, like a web or a database server,
which, if outdated, can have known vulnerabilities. Knowing the open ports and active
services significantly helps penetration testers plan their next steps and can be considered
a critical part of the process.

3.5.2 DNS lookups

In the digital world, servers and computers communicate using IP addresses, not human-
friendly names. When users visit a webpage, they typically enter a URI into the browser.
This starts when a DNS server takes the domain name from the user’s input and translates
it into an IP address. This IP address sends the user’s request to its final destination.

Because DNS servers play such a central role in internet use, they are a key topic in
cybersecurity. Their job of turning domain names into IP addresses can create potential
security issues. This makes understanding DNS servers and their vulnerabilities a critical
part of the process .[31]

1511 some cases, services run on non-standard ports, in which case it can be challenging to detect them. [52]
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3.5.3 Word list creation

Websites are rich sources of words and phrases tied to their specific areas of interest. These
words may appear in subdomain names or form parts of usernames and passwords. As such,
generating a custom word list from a specific web page’s content can benefit cybersecurity
tasks. For instance, these custom word lists can aid in enumerating subdomains or brute-
forcing usernames and passwords. This approach allows for targeted and efficient testing
based on the unique content and context of the target website. [47]

3.5.4 'Web source discovery

Discovering directories on the target server is an important part of penetration testing
because it can reveal a lot of information about the server’s structure, configuration, and
potentially sensitive data.

Web servers often host numerous files and directories not directly linked to the site’s
main pages. Some of these directories might contain backup files, configuration files, or
old versions of scripts, which could have vulnerabilities or sensitive information. By know-
ing the directory structure, a penetration tester can better understand the application’s
functionality and potential areas of vulnerability. [12]

3.5.5 Cipher suits analysis

A cypher suite is a set of algorithms that help secure a network connection that uses
Transport Layer Security (TLS) or its predecessor Secure Socket Layer (SSL). The suite
typically contains one cryptographic algorithm for each of the following tasks:

1. Key exchange: Determines how both parties - the client and the server - will agree
on the secret key for that session (ex.: RSA, DHE, ECDHE).

2. Digital signature: Provides authentication, integrity and non-repudiation to the key
exchange process (ex.: RSA, ECDSA).

3. Cipher: Determines how the data will be encrypted (ex.: AES, ChaCha20).

4. MAC (Message Authentication Code): Provides integrity and authentication to the
encrypted data (ex: SHA256, Poly1305).

Cypher suite analysis examines the specific cypher suites a server configures for use.
This helps determine if the server is configured to use strong cypher suites, if the server still
supports outdated or weak cypher suites that could compromise the data’s confidentiality
and integrity and if the server is configured to prefer more secure cypher suites over less
secure ones when negotiating encrypted connections. [44]

3.5.6 Analyzing software versions

It is common for many web frameworks to have security flaws discovered in a previous
version, which were patched afterwards. However, if an outdated framework runs on the
target machine, it is possible to use known misconfigurations or vulnerabilities. This is one
of the reasons why it is essential to find out the framework and its version.

One of the options how to find out the framework is by inspecting the HI'TP header sent
by the server. This value is determined by the type of the server. However, the pentester
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needs to keep in mind that the field can be modified or even disabled on the server side.
That way, the attacker is given false information.

Another option is analyzing Cookies in the HTTP response header, where tempering
with the content is less common but still possible.

Next, analyzing the source of the actual web page is an option where various indicators of
the framework could be present, such as comments, framework-specific paths and variables,
and so on.

From the point of view of the owner of a website, it is recommended to modify HTTP
headers and cookies, remove unneeded lines of comments, delete unnecessary folders and
files, and so on, in order to hide information about the technology and to make it less likely
for an attack to happen. [54]

3.5.7 SQL injection

SQL Injection is a type of security vulnerability that allows an attacker to interfere with
the queries an application makes to its database. Typically, it involves an attacker inserting
malicious SQL code within a query, which can trick the system into executing unintended
commands or accessing data without proper authorization. [41]

Here are the typical steps that an attacker might take when exploiting a SQL injection
vulnerability:

1. Identification: The attacker identifies a point of input within the application (such as
a user form) included in an SQL query.

2. Injection: The attacker provides input that includes malicious SQL statements. This
is often done through trial and error, with the attacker observing the application’s
responses to refine their approach.

3. Execution: If the application does not properly sanitize the input (i.e., it does not
ensure the input is safe before including it in an SQL query), the database may execute
the attacker’s injected SQL commands.

4. Exploitation: Depending on the nature of the SQL injection, the attacker may be
able to extract sensitive information from the database, modify database data, exe-
cute administrative operations on the database (such as shutdown), or even execute
commands on the operating system.

Finding an SQL injection vulnerability in the target system could lead to precious
information, increasing the chance of a successful attack.

3.5.8 Testing HTTP Methods

HTTP (Hyper Text Transfer Protocol) in RFC 2616 '© defines eight methods which serve
web programmers when building a web application. They are HEAD, GET, POST, PUT,
DELETE, TRACE, OPTIONS, CONNECT. If the server is misconfigured, some of them
could be used by an attacker to temper files stored on the server or even obtain sensitive
information.

Some HTTP methods mentioned above carry a certain level of risk as the attacker can
use them. If the web developer decides to use them, a certain level of cautiousness needs

Yhttps:/ /www.rfc-editor.org/rfc/rfc2616.html
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to be applied. Starting with PUT, this method servers for uploading files on the web server,
which the attacker can use to get malware on the server. This could lead to remote code
execution, among others. On the other hand, DELETE allows users to remove files on the
server. An attacker could use the HT'TP method CONNECT to use the server as a proxy.
The Cross Site Tracing attack can be performed with the method TRACE allowed, which is
meant to serve for debugging purposes. [25]

Cross-site scripting

Cross-site scripting, also known as XSS, was first defined in 2000 by a Microsoft security
engineer and still represents a considerable threat in the world of web applications. Cross-
site scripting attack is based on injecting the attacker’s code into a web application so that
legitimate users execute it unknowingly, which can lead to sensitive information leakage,
executing unauthorized operations, and so on. [40]

There are several types of cross-site scripting attacks: Reflected XSS, Stored XSS,
and DOM-based XSS [40].

The Reflected XSS, or non-persistent XSS, involves modifying a legitimate HTTP
request to a vulnerable web server in such a way that it injects a malicious script into the
request. This could be, for example, within the parameters of a URL. The attack is typically
propagated through social engineering techniques, convincing the victim to open a crafted
URL. Once opened, the victim’s browser sends the injected request to the server, which, if
vulnerable, reflects it to the victim’s browser. As the browser processes the returned code,
it executes the malicious script. This script, often written in JavaScript, can be used for
various malicious activities such as installing keyloggers, stealing cookies, or defacing the
web page. [?]

In contrast, the Stored XSS attack, also known as a persistent attack, injects a malicious
script directly into the server. If the server fails to validate the input properly, the malicious
script is stored and executed each time a user accesses the associated URL. The malicious
code persists on the server until it is removed.

The third category, DOM-based XSS, is neither reflected nor stored. The underlying
issue is that the server uses DOM objects, such as document.location or document.URL
that are not fully controllable and can be manipulated by the attacker. Unlike other types
of XSS attacks, detection techniques often overlook DOM-based XSS as they typically
focus on injecting the HTTP request/response, which is irrelevant to this type of attack.
Consequently, the detection often fails in such cases. [30]
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Chapter 4

Existing solutions

The following text explores existing tools used in penetration testing, focusing on those
being used, especially in the reconnaissance phase of the process, and with a secondary em-
phasis on their automation potential. The penetration testing process employs a wide range
of tools across different categories, from passively collecting publicly available information
to more aggressive forms of target analysis, all the way to deploying the actual attack,
which involves compromising the system itself. The selection of the most widespread tools
will be described in this section, which at the same time will serve as a reference point
for the design and implementation of the tool being developed in the practical part of this
thesis.

Nmap

Nmap (Network mapper) is an open-source tool for collecting network-related data. Despite
the fact that its primary function is to scan large networks, it can also be effectively used
against individual targets. It can provide the user with precious information regarding
the ,,up“ hosts, operating systems and software versions, open ports and much more. In
the context of the tool developed within this thesis, Nmap is a viable option for several
purposes. [34]

Obtaining information about which targets are online is the initial step in security
testing, and for this, Nmap offers a variety of options and techniques. While the host
discovery process is sometimes called a ,ping scan, Nmap can go beyond simple ICMP
scans and utilize other techniques, such as TCP SYN or TCP ACK packets.[33]

Moreover, Nmap offers many other useful functionalities such as firewall bypassing,
backdoor detection, checking for known vulnerabilities, scripts to analyze specific services
and much more. [35]

Masscan

Masscan is an open-source network scanning tool that’s highly revered in the field of pen-
etration testing. As one of its advantages can be considered its high speed. Using an
asynchronous transmission technique, Masscan is capable of transmitting millions of pack-
ets per second, which allows it to scan a multitude of ports on multiple IP addresses
concurrently. [43]

Thanks to its scalability and adaptability, Masscan can be used effectively in small-scale
and large-scale operations, making it possible to map active hosts, track the distribution
of malicious botnets across the internet or analyze certain services. Since Masscan is a
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community-driven tool, users can modify it according to their requirements. This trans-
parency and adaptability make it a valuable part of a job in the cybersecurity domain.
48]

There is a claim about Masscan’s capability to scan the internet in under 6 minutes,
made by its creator, Robert David Graham. According to Graham, under ideal conditions
and with sufficiently powerful hardware, Masscan can send out around 10 million packets
per second, fast enough to scan the entire internet’s IP addresses in a few minutes. [24] [7]
[6]

However, in practice, the time to scan the entire internet would likely be much longer
due to a variety of factors, including network congestion, packet loss, the need to wait for
responses, and the potential for such rapid scanning to be classified as a denial-of-service
attack and subsequently blocked.

CeWL

Cewl is an open-source custom word list generator crucial in penetration testing. It works
by spidering a target website’s URLs to extract unique words, forming a list, which can
be used in password-guessing attacks such as a dictionary or brute force attacks. In each
case, the result contains words relevant to the specific field, target’s language and topic,
thereby increasing the chance of success in password attacks. [4] Cewl provides the user
with minimal or maximal word length, contributing to overall versatility. It also offers
options to consider or disregard email addresses and numbers during extraction. Cewl’s ca-
pabilities make it a valuable tool, increasing the effectiveness of password-cracking methods
in cybersecurity. [29]

Dnsrecon

DNSRecon is a robust DNS enumeration tool for information gathering and network map-
ping. It is designed for querying DNS records associated with a target network. The records
queried can include SOA, NS, A, AAAA, MX, TXT, and SRV records, providing a detailed
view of a network’s DNS setup'

DNSRecon’s functionality is wider than just enumerating DNS records. It also allows
for zone transfers to identify hosts in a network, checks for wildcard resolution, attempts
reverse lookups on netblocks, and even performs brute-force attacks against subdomains
and hostnames.

DNSRecon can extract a significant amount of data about a target, which can then be
utilized to identify potential weak spots in a network’s configuration. Its versatility in DNS
enumeration makes it a vital resource in the reconnaissance phase of penetration testing.
[41]

Shcheck

SHCheck (a shorter version of Shell Checker) is a penetration testing tool utilized primarily
for checking HTTP headers and cookies. Its main function is to assess the security of

!The Domain Name System (DNS) is a decentralized system that translates human-friendly domain
names, like ,www.example.com“, into their corresponding IP addresses, which computers use to locate each
other on the internet. DNS records are entries in a DNS database that provide information about a domain,
including its IP address (A or AAAA record), mail servers (MX record), and many others. Among other
sources, more details on DNS can be found in [32].
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HTTP headers in web applications. By analyzing the HT'TP response headers, SHCheck
can provide information about potential security vulnerabilities in a web application’s setup.

SHCheck’s capabilities extend to examining security mechanisms like HTTP Strict
Transport Security (HSTS), X-Content-Type-Options, and X-XSS-Protection. Addition-
ally, it can analyze cookies to check for flags such as HttpOnly and Secure, which can have
a major impact on the security of a web application.

Overall, SHCheck provides a simple method to assess the security of HI'TP headers and
cookies. [27]

Whatweb

WhatWeb is a flexible and comprehensive web scanner specializing in identifying web tech-
nologies. It is used to collect information about a target website’s technology. This includes
information about the type of web server, scripting languages, content management sys-
tems, and even specific plugins being used.

WhatWeb has an advanced plugin system, offering over 1800 of them. Each plugin is
designed to recognize and report specific technologies. Therefore WhatWeb can identify
a wide range of systems and software. Additionally, WhatWeb supports an aggressive
mode which uses additional techniques, such as error-based detection, for a more in-depth
analysis. [44]

Sslscan

SSLScan is used for evaluating a network service’s SSL/TLS configuration. It is widely
used in penetration testing and cybersecurity, as it can identify vulnerabilities within an
SSL/TLS setup.

The core functionality of SSLScan includes determining the SSL protocols (e.g., SSLv2,
SSLv3, TLSv1, etc.) supported by a server, as well as the specific cipher suites it can use.
It also identifies server preferences, certificate information, and potential vulnerabilities
associated with weak cypher suites or protocol versions.

Since communication is a fundamental part of a computer’s characteristics, it is essential
to keep it safe. By discovering misconfigurations and weaknesses in the target systems’
SSL/TLS setup, SSLScan can reduce the risk of data breaches. [36]

Issues associated with complex penetration testing frameworks

In this context, the category of complex penetration testing systems offering extensive
functionality can not be missed. While these systems provide undeniable advantages, they
also come with certain drawbacks that can be decisive in specific situations:

e Cost: Although some of these tools offer free or community versions, the full-featured
versions typically require a paid license. This can pose a barrier for individuals or
smaller organizations with limited budgets.

e Complexity: These tools encompass many features and capabilities, resulting in high
complexity. Consequently, learning to use them effectively can demand a significant
time investment, particularly for beginners.

e Limited Parameterization: Some tools may have restricted options for configuring
scans or filtering results, which could be limiting in certain testing scenarios.
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e Insufficient Extensibility: These tools may provide a given functionality but lack
the possibility to extend it further. This limitation can constrain in certain cases
where customization or expansion is required.

Nessus, developed by Tenable, Inc., is a renowned vulnerability assessment tool with a
vast set of features, including vulnerability scanning, configuration audits, and asset profil-
ing. Nessus provides over 100,000 plugins, each designed to detect a specific vulnerability
or a set of vulnerabilities. Despite its extensive capabilities, Nessus comes with certain
limitations. Its complexity might pose a steep learning curve for beginners. Additionally,
while a powerful tool, the full-featured version of Nessus can be costly, which might become
the reason why an organization chooses a different solution.

OpenVAS, an open-source vulnerability scanner and manager, stands out for its af-
fordability and comprehensive vulnerability detection. It has a routinely updated database
and offers a user-friendly web interface and customization possibilities for scans. Draw-
backs include limited professional support, confined to the paid version, and a potentially
complex and long-lasting setup process. Additionally, when managing large networks, its
performance may be outpaced by commercial tools.

As the last penetration testing solution on this list, Burp Suite will be mentioned, a
web application security testing platform from PortSwigger. It offers many tools, including
a proxy server, web spider, scanner, and more. Among other advantages, it provides an
intuitive interface and extensive customization options. However, the drawbacks include a
potentially steep learning curve for beginners, costliness for the feature-rich version, and
limitations in non-web application penetration testing areas.
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Chapter 5

Technical specifications and design

As described in Chapter 3, penetration testing can take many forms, but data collection
plays a key role in each of them. This thesis aims to provide penetration testers with a
software solution for data collection on targets, which will be modular, parametrizable, and
free to use.

This chapter presents the requirements and design of the tool. Firstly, the general
requirements that the tool must meet are described, followed by a breakdown of both
functional and non-functional requirements. Finally, the tool’s design is laid out with
accompanying figures.

The minimum requirement for the design of this automated penetration testing tool is
the integration and automation of chosen tools (as outlined later in this chapter). The tool
will be capable of providing reports on information about the targets and found vulnerabili-
ties while also listing other potential points of interest for penetration testers. Additionally,
it will offer options for expanding functionality through modules.

The final goal is to get as much data as possible on all targets. Penetration testers will
use this information to make the process as accurate as possible.

5.1 Functional requirements

This section details the main functional requirements for the proposed penetration testing
framework. These are the essential tasks that the framework needs to carry out to sup-
port penetration testing effectively. They're designed to make the framework user-friendly,
efficient, and valuable to penetration testers.

e Target Scanning: The tool should be able to scan specified targets, which could
be IP addresses or domains. It evaluates whether the target is up, performs host
discovery and identifies open ports and running services.

e Generating custom word lists: Ability to generate custom word lists, which can
be later used in dictionary attacks on folders, directories or user accounts.

o SSL/TLS configurations: Analysis of the servers’ security headers and SSL/TLS
configurations.

e« DNS lookup: The tool provides the user with a reverse DNS lookup option.
e Reporting: The tool should generate comprehensive reports detailing the penetra-

tion test findings. These reports should be clear and understandable.
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¢ Module Support: The framework should support the integration of additional tools
or modules to extend its functionality.

¢ Configuration and Customization: The framework should provide options for
customization, allowing testers to adjust its behaviour based on their specific testing
requirements.

¢ Automation: The framework should support automation for regular, scheduled pen-
etration tests.

Use-cases and scenarios

Next, real-world situations or 'use cases’ will be examined. These use cases will better
explain the application of the concepts discussed above.

e Gathering information on targets. If the user knows a target address or possesses
a list of addresses, they will initiate a scan on these targets:

1. The user selects desired modules in the configuration file, determining which
scan will be executed.

2. In case of multiple targets, a text file containing the list of the addresses is
created.

3. Through command line options, the user decides whether to save the program’s
output to a file.

4. Once the tool starts, it analyzes the chosen targets, prints the information via
standard output, or saves it to a file.

5. The results are formatted to be easily readable.

e Host discovery. Let’s consider a situation where a penetration tester has access
to a single computer within an organization’s network or has been granted network
access from their device. The objective is to gather information on as many potential
targets as possible:

1. The user enables the ,host discovery*“ feature in the tool to scan the subnet.
2. The user then selects the modules to be executed on all discovered targets.
3. After running the program, the results are displayed through standard output

or saved to a file.

e Adding a user-defined module. If the process of penetration testing demands new
functionality through an already integrated tool, a tool which is new to the framework,
or based on features provided by the Python programming language:

1. User decides to add new functionality.

2. Thanks to its extensibility, users can develop a new module by creating a parser
for the chosen tool’s output and formatting the results according to their pref-
erences.

3. A reference to the newly developed module is added to the mapping file, enabling
the framework to recognize and execute it.

4. This newly created module can be switched on or off for each future run.
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5.2 Non-functional requirements

The focus of this section turns to non-functional requirements, which also represent an
essential part of the overall quality of the framework.

o Extensibility: It will be possible to add functionality easily without changing the
existing architecture. The design presumes that new tools may be developed, and
their functionality could be desirable in this framework. It also considers that each
penetration tester has different preferences and favours different tools.

o Modularity: The framework’s functionality comes from several components (mod-
ules) that can be freely enabled or disabled at startup. The user has the option to
add modules according to their requirements for functionality. Modifying the existing
modules without affecting the rest of the architecture is also possible.

o Portability: Given the widespread use of the Linux operating system in penetration
testing, the program will be designed specifically for this operating system.

e Fault Isolation: As this involves integrating several tools under one roof, it is
desirable that a fault in one of them does not cause the entire framework to fail.
Each of the selected tools is well- maintained and widely used, which could lead to
updates that might cause, for example, a change in the output format and, therefore,
incompatibility with the parser of a given module. Modifying a specific module is
sufficient for any repair without the need for intervention in the entire system.

5.3 Design

From a high-level view, the tool’s core will consist of a set of Python files responsible for the
framework’s functionality and the integration of all modules. The input to this ,Python
core” will be the target or a list of targets, along with a configuration file specifying which
modules should be executed. Subsequently, the Python core will perform port scanning on
the specified targets and run the selected modules on the running services. Each module
covers the specific functionality of a Unix tool, which is encapsulated in a Docker image
and executed by the framework. The outputs of the tool’s execution in the Docker images
are processed and presented to the user in a comprehensive format on the standard output
or/and written to a file. This is also shown in Figure 5.1

Modularity

The tool will be highly extensible thanks to the ability to add custom modules. Choosing a
new combination of parameters for an already integrated tool or adding a new one will be
possible. As for the second option, a docker image must first be created. Adding modules
for both integrated and new tools is the same. A new parser needs to be constructed so the
output can be processed correctly, along with a simple function which allows the program
to use the module. Then all that remains is to add the new test option to the configuration
file.

The tool will consist of multiple modules, each addressing a specific functionality. Each
module will be composed of the following components, as also shown in Figure 5.2

1. Record, which servers as a mapping file linking all the components together
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Figure 5.1: High-level overview of the architecture of the tool. The main Python program
accepts user input in the form of targets and also reads the scan configuration from the
corresponding file. Based on these instructions, it runs the relevant Docker images and
then outputs the target scan results on the standard output or into a file.

X . configuration
module record functions docker image file
create_command() ﬁ

@ dockerimage:v1

parse_output()

Figure 5.2: Overwiev of a module. In general, it consists of four parts. First is a module
record, which serves as a mapping file containing information about which docker image
should be run, which functions to use, for which service it is designed, etc. Second, are the
functions which create the command for the docker image and parse its output. Next is the
docker image itself. Finishing with the last part of a module, an entry in the configuration
file, which switches on/off the module.
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2. Unix tool packaged in a docker image.
3. Functions needed for the module to be operational

4. Parser to interpret the tool’s output.
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Chapter 6

Implementation

This chapter details the process of converting the design into program implementation.
The selected technologies for the tool’s implementation will be discussed, followed by a
description of the module architecture and its connections. Next, details regarding the
possibility of extending functionality with user modules will be provided, and finally, the
challenges associated with developing this framework will be addressed.

6.1 Technologies used

Docker was chosen as it provides an efficient and lightweight way to create isolated and
reproducible environments, so-called containers. These containers can run anywhere Docker
is installed, supporting portability. With Docker, individual tools within the penetration
testing framework can be isolated in separate containers, reducing the risk that a failure or
security issue in one tool will affect others. This approach aligns well with the principle of
fault isolation.

As for the solution of a programming language technology, Python3 was chosen for this
project. Its simplicity and readability make it a good choice for many users. Python3
has a rich ecosystem of libraries and modules, many of which are network-focused and
security-focused and can be easily incorporated into a penetration testing framework. The
support for Docker was also a key factor. Furthermore, Python3, being the latest version of
Python, includes many improvements and features not found in Python2 and is the version
that currently receives updates and bug fixes.

6.2 General overview

The developed framework is based on the Python programming language, specifically ver-
sion Python3.10, which is one of the minimum requirements for the framework to be oper-
ational.

A distinguishing feature of the tool is its extensibility with user-defined modules. Hence
its architecture is fundamentally modular. It is comprised of a collection of Python files
collectively responsible for the entire operation of the framework. The following describes
the key libraries and functions that the framework employs:

e argparse: One of the initial steps in launching the framework involves processing
command-line arguments facilitated by the Python library argparse. This library is
user-friendly and offers a wide range of argument processing options.
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e importlib: To run selected modules, dynamic importing is employed. Each run may
theoretically contain a different path to the required function within the module,
facilitated by the importlib library.

o appdirs: The appears library is used to identify the folder where a specific operating
system stores configuration files so that the framework’s configuration files can also
be placed there.

o Python function getattr(): In addition to 