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The Effectiveness of the Latest Methods of Software 
Testing 

 
 
Abstract 
 

Thanks to technological developments, software is used in all areas of our lives 

today. Software testing is the most crucial stage in getting the best software to the end user 

since it is the ultimate way to determine the quality of any piece of software. No doubt, 

testing has also been positively affected by all these developments in technology, and testing 

technology has advanced a lot today. This research aims to learn about different types of 

software testing with a focus on how effective modern methods are in software testing today. 

Software test life cycle, the importance of automation tests, Agile and Waterfall test 

processes will be investigated in detail. 

 

Keywords: Functional Testing, Non-Functional Testing, Acceptance testing, Leverage 

Automation, Integration Testing, Waterfall methodology, Black-Box-Testing, User 

accessibility, End-To-End Test
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Účinnost nejnovějších metod testování softwaru 

 
 
Abstrakt 
 

Díky technologickému vývoji se dnes software používá ve všech oblastech našeho 

života. Testování softwaru je nejdůležitější fází při získávání nejlepšího softwaru pro 

koncového uživatele, protože je to konečný způsob, jak určit kvalitu jakéhokoli softwaru. 

Není pochyb o tom, že testování bylo také pozitivně ovlivněno veškerým tímto 

technologickým vývojem a technologie testování dnes velmi pokročila. Cílem tohoto 

výzkumu je seznámit se s různými typy testování softwaru se zaměřením na to, jak efektivní 

jsou dnes moderní metody v testování softwaru. Podrobně bude zkoumán životní cyklus 

testování softwaru, význam automatických testů, agilní a vodopádové testovací procesy. 

 

Klíčová slova: Funkční testování, Nefunkční testování, Akceptační testování, Automatizace 

pákového efektu, Integrační testování, Metodika vodopádu, Black-Box-Testing, Uživatelská 

dostupnost, End-To-End test 
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1 Introduction 

A software product must be of the best quality throughout the software development 

lifecycle. Evaluation of software quality is challenging, though. As a result, the software 

development process requires more and more quality and process management models and 

standards every day. Additionally, the need to manage an efficient software quality 

management process and ensure that this system is continuous has been driven by budget 

and time constraints in software projects, failures, and the fact that the final result is flawed 

or different from what was asked. 

This thesis discusses the problem of raising software quality, primarily through testing. 

Software is a product that carries out a specific task, has inputs and outputs, runs on any 

hardware, and includes computer programs and documentation like usage and maintenance 

manuals and analysis and design models. The major objectives of software development 

projects are to create software that satisfies client needs, is bug-free, will increase the 

customer's marketability, and will be finished within the allocated budget and timeline. The 

absence of user elicitations, inadequate requirements/specifications, and requirement 

variations are the key reasons why some software development uncertainties result in project 

failure. Finding the problem in software projects is essential in light of the primary reasons 

mentioned. Early bug detection is crucial for minimizing budget and time expenditures and 

effectively achieving objectives like productivity, accuracy, dependability, usability, and 

good maintenance within the context of the software iceberg. Software development requires 

testing because: 

• The test items under test don't always work as planned. 

• The test items under test need to be validated. 

• Decision-makers demand high-quality information. 

• The validity of the test items being considered is required. 

It is necessary to acknowledge that it is impossible to create bug-free software. It is 

crucial to test the software before distributing it to stakeholders in order to reduce risk. It is 

rather typical for software projects to occasionally contain bugs, flaws, and defects. When 

bugs are supplied to the end user without being promptly noticed, they may malfunction. 

These bugs are occasionally generated by people working on software development projects. 

If a flaw is not discovered when the supplied software product is being used by the end user, 

it will not have an impact on how the program functions. A user running into a software flaw 
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could have major repercussions; for instance, a mistake could affect public safety, have an 

impact on the economy, or have an impact on the environment. The main objective of testing 

is to reduce any residual risk connected to the duration of the test item. Finding problems 

with the test product before it is released for usage also lowers the risk of poor product 

quality to stakeholders. The purpose of this study is to assess the effectiveness of the latest 

testing techniques, this study proposes the following hypothesis: The incorporation of 

automated testing procedures enhances the effectiveness and efficiency of software testing, 

leading to faster results and enhanced overall quality. 
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2 Objectives and Methodology 

2.1 Objectives 

The objective of this thesis is to evaluate the comparative effectiveness of automated 

software testing approaches in contrast to traditional manual testing methods. The research 

aims to assess the impact of automated testing on reducing defects and enhancing software 

reliability. It will involve a comprehensive analysis of existing literature and empirical 

studies to examine the advantages and disadvantages of both approaches. Additionally, 

interviews with software testing professionals will be conducted to gather insights and 

perspectives on the challenges and considerations associated with implementing automated 

testing in real-world software development processes. The findings of this research will 

contribute to a deeper understanding of the effectiveness of automated software testing and 

provide insights into the potential benefits and limitations of adopting automated testing 

methods. 

2.2 Methodology 

Qualitative methods of research will be used, involving employee interviews and 

questionnaire-based survey for a more comprehensive understanding of software testing 

methods used in selected company. Interviews will involve observing activities, team 

interactions, and any challenges encountered during testing. 

Data obtained through employee interviews and surveys will be analysed using a 

theoretical framework to identify recurring patterns and themes related to software testing 

methods. The analysis will focus on identifying bottlenecks in the current software testing 

practices and exploring the advantages and efficiency of the latest methods adopted in the 

field. 

To validate the findings of the qualitative part, a testing script will be developed. This 

testing script will be designed based on the identified themes and patterns from the 

qualitative analysis. It will serve as a tool to assess and evaluate the effectiveness and 

applicability of the software testing methods identified in the qualitative findings. 
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3 Literature Review 

In this section, a literature review about software testing will be made and information 

from various sources will be included. 

3.1 Understanding Software Testing 

Software testing is the step in the software development lifecycle where a software is 

checked to see if it is working as expected. It has advantages such as detecting and preventing 

bugs at an early stage, reducing development costs, and increasing performance. 

According to a report by the US National Standards Institute, the damage to the US 

economy by software bugs is more than $59.5 Billion a year. The potential cost reduction 

from feasible infrastructure improvements is $22.2 billion. (Tassey, 2022) Software 

developers accounted for about 40 percent of total impacts, and software users accounted for 

the about 60 percent Modern testing solutions are evolving and revolutionising. QA is not 

just about finding bugs and errors anymore; it is a complex technical philosophy that also 

includes evaluation of a product idea, behavioural predictions, analysis of opportunities and 

threats, etc (Prawin, 2023). 

3.2 The Testing Spectrum 

Each stage of the software life cycle involves software testing, but the methods used 

and the goals of each stage of testing are distinct from one another. Unit testing is a type of 

code- based testing done by developers. Its major purpose is to test each and every unit 

separately. It is possible to perform unit testing on small pieces of code, typically no larger 

than a class. Because developers write unit tests each time they add a feature to the system, 

unit tests are where most teams start. Here, the goal is to test every potential weak point 

(Rasnusson, 2016). Integration testing, which tends to concentrate on the interfaces 

described in low-level design, verifies that two or more units or other integrations function 

together properly. System testing demonstrates that the system provides the business 

functions required in the high-level design from beginning to end in a setting similar to 

production. Business owners perform acceptance testing, which is intended to determine 

whether the technology satisfies their operational needs. Testing software after changes have 

been made is known as regression testing, and it is done to ensure the dependability of each 

software release and to ensure that the changes did not introduce any new flaws. Alpha 
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Evaluation It will typically be carried out on the developer's property while they are there. a 

test version completed at the client's location without the developer there. A finished 

application must undergo functional testing to ensure that it possesses all of the desired 

behaviours (Nidhra, 2012). 

3.3 Testing Effectiveness 

Test effectiveness is a measure of bug finding ability of the testing technique. Testing 

effectiveness can be measured by dividing the number of faults found in each test by the 

total number of faults, including those found after the test (QUADRI, 2010).  

Test effectiveness can be calculated using the below formula: 

Test Effectiveness = Number of valid bugs fixed/ (Bugs injected+ number of bugs 

escaped) *100 

Test efficiency = (Total number of defects found in unit + integration + system) / (Total 

number of defects found in unit + integration + system + User acceptance testing) *100 

(Chernak, 2001).  

3.4 Existing Testing Methods 

Since white box testing checks the internal organization of the program in addition to 

the software's functionality, it is a successful testing technique. 

Programming skills are necessary to design the test cases in order to perform white 

box testing. Clear box and glass box testing are other names for white box testing. 

All testing tiers, including unit, integration, and system testing, can use this type of 

testing. This type of testing also known as security testing meets the need to ascertain 

whether the information systems secure data and continue to perform as intended. Every 

logical decision is exercised, all loops are verified at each boundary level, and internal data 

structures are also exercised since this type of testing procedure uses the internal logical 

arrangement of the software. As a result, it is capable of testing all the independent paths of 

a module. White box testing, however, serves a purpose by being a sophisticated testing 

method because it incorporates programming skills (Swebok, 2004). 

A testing method known as "black box testing" basically tests the functionality of the 

program without getting too specific about its implementation. Every testing stage of the 

SDLC is compatible with this method. 
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It primarily carries out the testing in such a way that it covers every functionality of 

the program to ascertain if it satisfies the user's initial needs or not. By evaluating each 

functional aspect's performance at the minimum, maximum, and base case values, it can 

detect improper functions. It is the most straightforward and often utilized testing method 

globally (Miller, 1981). 

Grey box testing combines the benefits of both the White Box and Black Box Testing 

Techniques. This form of testing is necessary because the tester is aware of the internal 

organization of the program, which allows for better functionality testing by taking the 

internal organization of the application into account. 

 

3.4.1 Unit Testing 

Unit testing is a method for testing where individual units or modules of a software are 

tested, whether they are working as expected. In unit testing, every unit, which is normally 

the littlest testable piece of a product, is tested separately without its dependencies. 

 

 

 

Figure 1Software testing methods and techniques (J.Irena, 2008) 
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3.4.2 Integration Testing 

Software testing that confirms the correct operation, compatibility, and 

communication between various parts or modules of a software system is called integration 

testing. In order to guarantee that these parts function as a unified system, it attempts to 

validate the integration and interaction of these parts. 

3.4.3 Functional Testing 

Functional testing verifies a software system's behavior and functional requirements. 

Its goal is to guarantee that the system operates as intended, meeting the defined use cases, 

business rules, and functional requirements. 

3.4.4 Regression Testing 

Regression testing is a testing method which can be used, for the previously tested 

functionalities after the new changes performed. It ensures that, performed change did not 

cause any other new issues. 

3.4.5 Performance Testing 

Performance testing is a method of software testing used to assess how well a software 

system responds, scales, remains stable, and uses resources under various workloads and 

circumstances. In order to find any bottlenecks, performance problems, and opportunities 

for optimization, it entails monitoring and evaluating the system's performance indicators. 

3.4.6 Acceptance Testing 

Acceptance testing is a testing method, and it tests whether a system satisfies 

requirements, user expectations, and corporate goals. It entails putting the system through 

stakeholder or end-user testing to make sure it meets their needs, functions as planned, and 

is prepared for deployment. 

3.4.7 Security Testing 

Security Testing is performed to detect possible security vulnerabilities of the 

software. It includes important security tests such as authentication, autherization, and data 

encryption. 
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Criteria Unit Integration System Acceptance 

Purpose The correct working of 

unit/module 

The correct 

working of 

integrated 

units 

The whole 

system works 

well when 

integrated 

Customer’s 

expectations 

are met 

Focus Smallest Testable part Interface and 

interaction of 

modules 

Interaction 

and working 

of all 

modules as 

one 

Software 

working in 

accordance 

with given 

specifications 

Testing Time Once a new code is 

written 

Once new 

components 

are added 

Once the 

software is 

complete 

Once the 

software is 

operationally 

ready 

Performed By Developer Development 

Team 

Testing 

Team 

The 

development 

team and End-

Users 

Testing 

Techniques 

Usually Whitebox, and 

Greybox 

Whitebox, 

and 

Blackbox 

Usually 

Blackbox, 

and Greybox 

Black-box 

testing 

Automation Automable using Junit, 

PHPUnit, TestNG etc. 

Automable 

using SOAP 

UI, Rest 

Client etc. 

Automable 

using 

Webdriver 

Automable 

using 

Cucumber 

Scaffolding Complex ( require 

drivers and/or stubs) 

Moderate 

(may require 

drivers 

and/or stubs) 

No 

dirvers/stubs 

required 

No 

drivers/stubs 

required. 

Table 1 The Software Testing Levels compared (Umar, 2019) 
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3.5 Strengths and Weaknesses of Manual Testing 

Manual testing allows to handle efficiently ad hoc or exploratory testing and 

requirements changes can be easily accommodated. Testers can offer subjective comments 

and evaluate the overall user experience by manually engaging with the system, which 

enables a thorough assessment. Additionally, manual testing gives testers the ability to cover 

edge situations and replicate real-world events, which results in comprehensive test 

coverage. Manual testing does, however, have several drawbacks. Large-scale or recurring 

test cases in particular can take a lot of time, and a substantial number of human resources 

must be allocated. Furthermore, because manual testing heavily depends on testers, it is 

susceptible to oversight, inconsistency, and human mistake. Moreover, manually conducted 

test cases cannot be easily reused for subsequent iterations or regression testing, leading to 

redundant work. 

3.6 Automation Testing 

Automation testing is the process of running tests and comparing actual results with 

predicted outcomes utilizing automation tools, scripts, and frameworks. In order to increase 

productivity, accuracy, and test coverage, it entails automating the tedious and manual 

processes of test execution, data setup, and result verification. 

3.6.1 Selenium 

Selenium is an open-source automation testing tool. It facilitates testing web 

applications on various platforms and browsers. It offers a wide range of functionalities for 

test scripting (in multiple programming languages, such as Java, Python, C#, etc.), element 

interaction, browser automation, and testing framework integration. 

3.6.2 Appium 

Appium is specifically made for testing mobile applications, Appium is an open-source 

automated testing tool. Testers can create and run tests for native, hybrid, and mobile web 

applications because it supports the Android and iOS platforms. Cross-platform 

compatibility and support for many programming languages are features offered by Appium. 
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3.6.3 HP UFT 

Unified Functional Testing A popular commercial automated testing solution for 

functional testing, it formerly known as HP QuickTest Professional (QTP). It provides 

several tools for test scripting, object detection, test data management, test execution, and 

result reporting. It supports both UI and API testing. 

3.6.4 JUnit 

JUnit is a popular unit testing framework to create and run automated test cases for 

Java programs. It helps to planning and carrying out tests, it offers test runners, assertions, 

and annotations. 

3.6.5 SoapUI 

SoapUI is a popular testing tool for web services. It enables the creation, use, and 

validation of RESTful and SOAP web services by testers. It facilitates web service load, 

security, and functional testing. 

3.6.6 JMeter 

Apache JMeter is a performance testing tool. It is helpful to test a web application 

under the load and measure the performance. It supports multiple protocols, including HTTP, 

HTTPS, FTP, and others. 

3.6.7 Robot Framework 

Robot Framework is an all-purpose open-source automation framework. It can be 

applied to robotic process automation (RPA) and test automation. Robot Framework 

Foundation provides support for Robot Framework. Leading businesses in the sector use the 

tool for their software development. Robot Framework is adaptable and open source. Almost 

any other tool can be connected with Robot Framework to produce robust and adaptable 

automation systems. Robot Framework has no licensing fees and is available for free usage. 

Robot Framework uses human-readable terms in an easy-to-read syntax. Libraries written in 

Python, Java, or many other programming languages can increase its capabilities. 
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3.7 Software Testing Process 

The software testing process consists of a series of actions that were planned and 

enforced, and the results were recorded and documented. This process focuses on the 

existence of errors in software projects developed (Gürbüz, 2007). According to Garousi et 

al. testing process is defined as “a test process involves several steps from test planning [to 

test definition (test case designing), execution, and reporting, each of which can be either 

done manually or automated.” (Garousi, 2016).The activities performed in the software 

testing process and the steps of the software testing life cycle are shown in Figure 3. 

 

3.7.1 Data Collection 

Test data is a collection of input data used to test any application. Several types and 

sizes of input data are used to test the application. For critical applications, the customer may 

also perform test data collection. 

3.7.2 Test Planning 

The what, when, how, who, and other details of a testing project are all outlined in a 

test plan for software testing. The scope of the testing, the test items, who will perform which 

testing task, the item test/pass criteria, the requirements for setting up the test environment, 

and much more are all covered in detail. 

Figure 2 Steps of the software testing life cycle (Taley, 2020) 
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The initial step in the software testing process is planning. A test plan document 

provides a detailed blueprint for the complete testing procedure. It contains the rules for the 

testing procedure, including the strategy, the tests to be run, the environment required, the 

resources needed, the timeline, and the limitations. It provides detailed instructions on how 

to test the software in its entirety (Kaner, 1999) 

3.7.3 Test Case Designing 

The scope of the test, the test strategy, the testing environment, the software 

components to be tested, the expected test actions for the project, the resources, and a 

schedule are all included in a test case design document (Black, 2005). 

After a software project’s requirements are approved, the test case design phase begins. 

While system analysts, system engineers, and software engineers prepare the system 

requirements and software requirements, the test team determines the test strategy suitable 

for the project and updates the relevant test plans. Then, while system and software 

developers perform preliminary design and detailed designs, the test team starts to create test 

cases. The chart, which is presented in figure 3, explains the requirements and test case 

relationships. 

 

Figure 3 Test case relationships (Testim, 2022) 
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The importance of test-case design is explained with the following sentences in The 

art of software testing book “The most important consideration in program testing is the 

design and creation of effective test cases. Testing, however creative and seemingly 

complete, cannot guarantee the absence of all errors. Test-case design is so important 

because complete testing is impossible; a test of any program must be necessarily 

incomplete. The obvious strategy, then, is to try to make tests as complete as possible.” 

(Myers, 2011). 

3.7.4 Test Executions 

Test Execution is the running of a test to check whether the software to be tested meets 

the pre-defined requirements and specifications. Expected results and actual results are 

compared. The next steps are determined. If the results comply with the predetermined 

requirements, the tested product is ready to be released on the market. Otherwise, the product 

should be fixed and re-tested (ProfessionalQA, 2018). 

3.7.5 Test Result Reporting 

The Test Results report is a physical log that records details such as the environments 

in which the code was tested, by whom, when and how it was tested, and any errors that 

occur during testing (Alli, 2007). 

Information such as an overview of the application, the scope of the test, metrics (a 

metrics example is presented in figure4), the types of tests run, the test environment and the 

tool used for the test, the errors that occur during the test and their solutions, the summary 

of the thesis are the information that should be included in the test report. 
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3.8 Understanding the Agile and Waterfall 

The traditional model of software development is the waterfall model, which is 

illustrated in Figure 5. 

In the waterfall method, the activities in each step are performed completely. This is 

the condition to move on to the next step. A document is created at the end of each phase. 

Therefore, the waterfall model is document driven. The software process is linear, that is the 

activities in the previous stage must be completed in order to move on to the next stage. User 

participation is possible in the initial stage. User requirements are determined and detailed 

at this stage. While it has advantages such as clear limitation of phases, simple planning and 

control possibilities, and low cost, it has disadvantages in terms of sequencing, delimitation, 

and adequacy, as user participation is only possible in the first phase (Kramer, 2018). 

Figure 4 Example of test result metrics (Shetageri, 2016) 
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Agile methodology is much more flexible than traditional methods as shown in figure 

6. It is built on the provision of early and continuous testing of the software. Thus, it has 

become possible to find and fix a bug that will appear in the product at an earlier stage. 

In Agile methodology, there is a greater scope and time to accept feedback from end 

users and stakeholders. The user is in control of the development process from beginning to 

end, so there is much less documentation work. Of course, besides these advantages, Agile 

methodology also has some disadvantages. Since each iteration will go through its own 

development stages, development levels can overlap unnecessarily. Also, the repeated 

release of software pieces will mean higher costs (McCormick, 2012). 

Figure 5 The waterfall life cycle (Jorgensen, 2013) 
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3.9 Future Directions in Testing 

It would not be very accurate to make predictions about the future. However, we can 

provide some estimates with the information we have. Let's start with automation, we can 

say that automation is one of the most focused topics in software testing today. As the work 

continues in this direction, it will not be difficult to say that software testing will become 

more automated. Thanks to the development of automation, testing professionals will be able 

to focus on more complex issues, which will bring further developments. The rapid progress 

of artificial intelligence and the point where it comes from 10 years ago is astonishing. It 

will not be very difficult to predict that artificial intelligence will play a very important role 

in the software test in the future. 

According to Hourani, H., Hammad, A. and Lafi, M artificial intelligence has the 

ability to automatically analyze complex data using intelligent models and algorithms AI has 

already shown that it can perform better in software testing In the near future, AI-powered 

testing will usher in a new era of quality assurance. Will manage and control most areas of 

testing and add significant value to test results and deliver more accurate results within a 

competitive timeframe There is no doubt that AI will influence and drive the quality 

assurance and testing industry in the future. Intelligent automation of software testing will 

improve software quality and have a significant impact on customer experience by delivering 

reliable and defect-free applications and solutions (Hourani, 2019).It is also possible to 

Figure 6 Agile Ligecycle (Jorgensen, 2013) 
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predict that there will be improvements in Security Testing. According to the report prepared 

by the Identify Theft Resource Center affiliated to the Department of Justice in US In 2021, 

there were more data compromises reported in the United States of America than in any year 

since the first state data breach notice law became effective in 2003 (IDTheftCenter, 2022). 

In addition, according to the information given by M. Gayathri in his book full stack 

testing, cybersecurity experts are thinking, the yearly worldwide cost of cybercrime 

(including both direct and indirect expenses to its victims) will rise from an anticipated $6 

trillion in 2021 to $10.5 trillion in 2025 (Gayathri, 2022).These informations show us that 

security test will play a much more important role in the near future due to cyber attacks and 

data violations that are increasing day by day. 

 

 
 
 
 
 
 
 
 



 
 
 
 

 28 
 

4 Practical Part 

In order to validate the hypothesis, in this section a questionnaire will be performed to 

assess current testing practices and an automation script will be developed and evaluated. 

4.1 Questionnaire and Analysis 

In this section, information about the research method, the characteristics of the 

participants and the preliminary information about questionnaire will be provided. 

4.1.1 Introduction the Research  

In this chapter, a questionnaire will be examined with Software testers from different 

positions and experience levels working in different areas of software testing, working in the 

Software Testing & Validation Team in a large-scale company. A qualitative method was 

preferred as the research method. After collecting the answers, the data will be visualized, 

analysed and a conclusion will be formed in this direction. The company name (Hereinafter 

referred to as the company) and the names of the participants will not be disclosed. 

Participants will be named as participant 1, participant 2, participant 3. 

4.1.2 Details Regarding the Participants 

In the study, a pharmaceutical company with 68,000 employees and members of its 

Software Validation and testing team were selected. The company’s headquarter is in New 

Jersey, and its offices are around the world. The most important reason for choosing this 

company is that the test team is exposed to working with a wide variety of software, tools, 

etc. within the company. The testing team is experienced in its field. Team members work 

in the same team, but in very different areas. This is the other most important reason for 

choosing this company and team. In this way, it is possible to obtain information about both 

their continuous communication and their experiences in different areas. While determining 

the experts to participate in the research, it was taken into account that they were from 

different fields, different experiences and different positions. Thanks to this diversity, it was 

aimed to reach a more accurate result. The information of the participants is presented in the 

Table 2. 
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Participant Overall experience 

in Testing 

Current Position Testing Areas 

Participant 1 12 years QA Team Lead E-Commerce 

website testing 

UI Testing 

Application 

Testing (Both on 

system and 

android device) 

Security Testing 

Participant 2 4 years QA Test Lead Manual & 

Automated, 

Performance 

testing 

Participant 3 2 years QA Engineer Regression 

Testing 

Participant 4 8 years Software Engineer WEB UI Manual 

and, Automated 

tests 

Participant 5 7 years Senior Analyst Performance 

Testing 

Participant 6 7 years Performance Test Lead Performance 

testing 

Participant Overall experience 
in Testing 

Current Position Testing Areas 
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Participant 7 8 years QA Team Lead Integration 

Testing, System 

testing,

 E

2E 

Testing 

Participant 8 11 years Product QA Lead Manual web, 

mobile 

testing 

Participant 9 15 years QA Teem Lead Test automation 

Participant 10 3 years QA Automation Engineer Automation 

system testing 

Table 2 Details of the research and participants inputs (author’s own analysis) 

While some of the questions asked in the study tried to find answers to the shortcoming 

points of today's testing technologies, others sought answers for possible improvements. 

In the study, the following questions were asked to the participants: 

What is your overall experience in testing (as years)? In which testing areas do you 

have experience so far? What is your current position? 

What do you think about the latest testing methods? 

Prioritize the following issues of software testing that should be used more effective 

(Start from the biggest issue)? 

• Incident Handling 

• Test Design 

• Test Efforts 

• Test Tools 

• Time 
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• Test Management 

• Test Planning 

• Test Execution 

 
What are the most critical problems which you are facing (Start from the most you are 

facing)? 

• Communication issues 

• Impossibility of the complete testing 

• Lack of requirements 

• Unstable environment 

• Lack of test tools’ capability 

• Management related issues 

• Missing documentation 

• Diversity in testing environments 

What are limitations which you are facing? 

Which testing processes should be automated ? 

How to improve the use of software testing techniques and testing processes in order 

to ensure software quality ? 

4.1.3 Analysis of Questionnaire 

In this section, the answers of the participants will be examined, and results will be 

obtained. 

In the very beginning of questionnaire expert were asked to specify their personal 

involvement to the testing activities. The most experienced of the participants has 15 years 

of experience and while he is working as a QA Team lead, least experienced one has been 

in the sector as a QA Engineer for 2 years. 

The first question asked to the participants was what they thought about the latest 

testing methods. While participant 1 answered this question as Agile methodology is doing 

great in the latest testing methods, participant 5 answered that test methods are developing 

and becoming more and more efficient day by day. Participant 7 mentioned the contribution 

of automation testing to the development of the testing process, and according to participant 

7, the most important point of the final testing methods is that defects and observations can 

be detected and reported earlier thanks to automation testing. Participant 9 answered this 
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question in a similar way to Participant 7. According to Participant 9, thanks to the 

development of automation, a simpler process, reaching the target more easily and 

collaborating with DevOps is more possible than before. 

The second question was a ranking question and the participants were asked which 

topics should be given more importance in software testing. Topics to be included in the 

ranking were: Test Planning,Test Design,Test Efforts,Time,Test Tools,Test 

Management,Test Execution,Incident Handling. 6 out of 10 participants stated that Test 

Planning is the most important stage. After Test Planning, the most important issue was Test 

Design, while 2 of the participants evaluated Test design as the most important, it was the 

second choice of 3 of them. The order of importance according to the participants was 

determined in Figure below. 

 

 

In the third question, another ranking question was asked to the participants, and they 

were asked to rank the problems they encountered the most among the following problems. 

Lack of requirements, Missing Documentation, Communication Issues, Unstable 

Environment, Management Related Issues, Diversity in Testing Environments, Impossibility 

of the complete testing, Lack of Test Tools' capability. According to the data collected, the 

most common problem was the lack of requirements. Lack of requirements was the first 

choice of 2 participants, it was the second choice of 4 participants. Missing documents and 

communication issues followed the lack of requirements. The most common problems 

encountered by the participants are listed in Figure 8. 

Figure 7 Which topics should be given more importance in software testing? (author’s own analysis) 
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Question 4 was about the limitations participants faced and was a comment question. 

The similarity of the answers to this question was striking. Answers of participants 1,2,3,4,6 

and 9 was same for this question. According to these participants, the biggest limitation is 

communication gap between business. The 3rd participant complained about the lack of 

documentation about the software to be tested. According to the 3rd participant, not having 

enough documentation about that software is the biggest limitation to be able to test a 

software in the best way. The 8th and 10th participants stated that time was the biggest 

limitation. According to these participants, the time given to testing a software is often 

insufficient. 

In Question 5, users were asked which test processes and test types should be 

automated. Participant 3 Participant 4 and Participant 7 stated that regression testing 

packages should be automated due to repetitive execution throughout software testing. 

Participant 10 has stated that any task that can be use in every release should be automated. 

Participant 1 stated that the approval processes should be automated. Participant 9 has stated 

that the test cases that require constant execution, such as smoke test, component test, and 

integration test, can be executed with automation.The last question asked to participants in 

the questionnaire was how to improve the use of software testing techniques and testing 

processes to ensure software quality. Participant 9, the most experienced participant, 

provided a clear answer to this question Develop the scope, have detailed discussions with 

the developers. Participant 4 and participant 10 indicated the importance of prioritization, 

while participant 5 emphasized the need for effective conduct of examinations. Participant 

Figure 8 The most common problems encountered by participants (author’s own analysis) 
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7 answered this question by simply writing down all the steps of the Software development 

lifecycle.  

Many test processes that were supposed to be done manually by people years ago can 

now be handled with automation, but clearly revealing the needs, documenting them well 

and explaining them to the software testers in the best way ensures that the processes are 

progressed and completed successfully. Another important finding is how important test 

planning and design is. If test planning, which is one of the first steps of the software test 

life cycle, is not done well, it causes many problems in the following processes. According 

to the participants, the biggest obstacle to the successful completion of the testing process is 

poor test planning and test design 

The latest software testing methods are undoubtedly far ahead of the past and continue 

to evolve rapidly. The interviewers stated that automation testing has greatly enhanced the 

testing process by decreasing errors and increasing efficiency. Automation testing has also 

made continuous integration and delivery easier. The interview's takeaways highlight how 

crucial automated testing is to modern software testing. Latest testing methods have also 

brought about improvements in earlier detection and reporting of bugs. In addition, existing 

test tools play an important role in increasing the effectiveness of test methods. 

4.2 Robot Framework Automation Test Script 

In this section, an automation test script will be developed with the Robot Framework 

and the difficulties encountered during development, the advantages and possible 

disadvantages of the automation will be examined. 

Spotfire is a BI tool which is developed by TIBCO.The test automation to be 

developed aims to automate repetitive cases that were performed manually on 76 separate 

servers in previous years, after the Spotfire upgrade. The script contains 29 cases. These 

cases will aim to test whether the correct configurations required for the application to work 

as expected have been made, whether the db upgrade has been completed successfully, 

whether the server has the minimum requirements specified in the application 

documentation, and whether all the components required for the application to run smoothly 

have been installed successfully. While creating the automation, Robot Framework, which 

is open-source Python library, Python and Powershell were used.  
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4.2.1 Implementation and Execution of Automation 

All cases run in the Automation script were run through the testsuite.robot file. In each 

case, the script runs one of the Python or Powershell scripts in the background and compares 

whether the output is the same as the expected result. If the expected result and the actual 

result match, the test case is passed, otherwise it fails. 

As previously mentioned in the overview part, Spotfire servers have different 

components, which called as Spotfire Server – Node Manager and Statistic Servers. 

In the test script, while some cases are valid only some of the components, some of 

them needs to be executed in all the servers. It is defined with the tags feature of Robot 

Framework. 

SS tag has been defined for Spotfire Servers. 

NM tag has been defined for Node Manager servers and 

STAT tag has been defined for Statistic Servers. 

A Json file has been used to define server type in the execution server. After defining 

the server type, case with the relative tag has been executed. 

 
Picture 1 Test suite.robot file 

Robot Framework provides built-in keywords for testing activities. All those keywords 

can be found under the official documentation of Robot Framework library. However, in 

some cases creation of custom keywords might be required. In our script, some keywords 

have been created customly as you can see below in Picture 2. 
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Picture 2 Python keywords 

The developed test automation was run on a dev server and the execution was 

completed in 1 minute 12 seconds as shown in Picture 3. 

 
Picture 3 Script execution 

29 different cases were tested and 27 of them passed successfully, while 2 of them 

failed. Log.html , output.xml and report.html files were created by Robot Framework. An 

example from the Report.html file is shown in Picture 4, and an example from the Log.html 

file is shown in Picture 5. All the logs can be extended to see further details about the case 

by clicking the plus button near the case name.An example for the passed case shown in 

Picture 6 and an example for a failed case shown in Picture 7. 
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Picture 4 Report.html 

 
Picture 5 log.html 

 
Picture 6 Example for the Passed Case 
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Picture 7 - Example for the Failed Case 

 

4.2.2 Evaluation of Collected Data 

The script tested 29 different cases and created the report file in 1 minute and 12 

seconds, resulting in an impressive performance. 

According to a member of the team who carried out the same testing activities 

manually in previous years and according to the estimation documentation created in the 

previous year, it took around 1.30 hours to complete this test manually for each server, not 

considering any possible breaks. Considering that the script will be run on 76 different 

servers, a reduction in time of 112.5 hours and therefore in cost occurs. Since the developed 

script is designed to be reusable with very small maintanances, it is suitable for use after 

every upgrade, and the reduced cost in long run will increase even more. Details shown in 

Picture 8.  

 
Picture 8 Execution time analysis 
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Picture 9 Cost analysis 

A comparison of cost analysis is depicted in Picture 9. The development of the 

automation script has consumed approximately 75 hours. On the other hand, the cost of the 

manual testing was calculated qualitatively using previous year's documentation and a 

resource who involved the manual testing activities during last upgrade, which indicated that 

it required 114 hours of manual effort. The cost per hour of resource accepted as same at $35 

for both manual testing and automation script development. During the cost calculation of 

the automation script, a tool cost did not be included because Robot Framework is an open 

source tool. 

It is important to note that although some resources were utilized to gather these data, 

they should be considered hypothetical. The required time for automation script 

development may vary depending on the expertise of the developer, and the cost can differ 

under different circumstances. 
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5 Results and Discussions 

The purpose of this thesis was to examine the effectiveness of the latest testing 

methods and to identify missing points. The literature review about software testing was 

conducted, existing testing methods were explained, and information was provided about 

terms such as verification and validation. Some predictions about the future of software 

testing were also shared as a result of the scientific literature analysis. All the steps of the 

software testing life cycle were examined, and information was presented from various 

scientific sources. Comparisons of methods such as Agile-Waterfall were made, and various 

opinions were gathered about the test methods applied today. The study allowed us to learn 

the ideas of experts with various degrees of experience involved in a work environment. 

Participants were selected based on criteria such as work experience and education level.   

The results of the study revealed that the biggest limitations to software testing are 

communication gaps between testing experts and business users, bad documentation, and 

poor test planning. During development, communication problems were encountered, which 

is the problem that interviewers mentioned. Some cases that were not in the plan at first, and 

then requested, its integration took more time than it normally would. The goal was to run 

the script from a single central server via remote connection, but although this was 

technically possible and the developed script did not require any manual intervention, this 

was not possible due to company policy. For this reason, a manual connection will be made 

for each server and the script will need to be triggered. As another limitation, it can be 

mentioned that automation scripts can be created based on already known configurations or 

previously experienced problems. Automation scripts cannot take unexpected issues into 

account. Moreover, although it shortens the effort and cost, human intervention is required 

at certain points. For example, logs should be examined carefully and in case of any problem, 

necessary actions should be taken manually. 

Furthermore, the study highlighted the difference between manual testing and 

automation testing. Automation testing emerged as an important part of the latest testing 

methods. It is a more efficient and reliable approach compared to manual testing. 

Automation testing utilizes various tools and technologies to automate test execution 

processes, which eliminates the need for repetitive manual effort. Additionally, automation 

tests are effective at capturing details that may be missed by human testers. In line with the 

objective of the thesis, an automation script was developed to provide practical evidence of 
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the effectiveness of automation testing. The automation script was designed to automate 

repetitive testing tasks and verify the functionality of the application under test. This script 

demonstrated the efficiency and accuracy of automation testing by significantly reducing the 

time and effort required for testing. The findings of the study indicate that automation testing 

offers several advantages over manual testing. It improves the overall efficiency and 

accuracy of the testing process, reduces testing effort and costs. Moreover, automation 

testing enables faster execution of tests and provides detailed and comprehensive test results. 

In conclusion, the development of an automation script as part of this thesis project provided 

practical evidence of the effectiveness and benefits of automation testing. The findings 

reinforce the importance of automation testing as an integral part of the latest testing 

methods. Organizations that embrace automation testing can expect improved efficiency, 

accuracy, and cost-effectiveness in their testing processes, ultimately leading to higher-

quality software products. 

This study makes it clear that, in order to get better and more reliable results from 

testing operations, detailed pre-definition of requirements and testing scope is essential. To 

guarantee that all testing operations are planned,executed and reported systematically, a 

comprehensive and well-documented testing process has to be developed. Organizations 

may increase the chances of finding and resolving any flaws early in the development 

process by making sure that all relevant tests are executed and by clearly specifying the 

objectives, test coverage, and success criteria for each testing phase. Furthermore, it is 

recommended to include stakeholders in the test planning phase in order to obtain insightful 

information and align testing activities with the overall project objectives and user 

expectations. 

In addition, It's also crucial to set up the test environment correctly and take care of 

any compatibility, dependency, and access concerns before starting any testing. This entails 

configuring the required hardware, software, and network settings to faithfully simulate 

actual situations. To reduce interruptions during testing, any potential bottlenecks or 

restrictions in the test environment should be found and fixed. Organizations can improve 

the accuracy and repeatability of test findings, facilitating more efficient fault detection and 

resolution, by guaranteeing a stable and dependable test environment. 

Team members who are involved in test planning procedures should also keep lines of 

communication open during the testing process. A common understanding of testing 

objectives, roles, and status reports is fostered by team members' regular and open 
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communication. It makes decision-making, coordination, and problem-solving more 

efficient. Creating avenues for collaboration—such as frequent team meetings, specialized 

communication apps, and document repositories—allows for efficient knowledge exchange 

and promotes a collaborative culture.  

In summary, companies can improve the efficiancy of testing operations, which will 

improve software quality and lead to successful project outcomes, by placing an emphasis 

on precise pre-definition of requirements, a thorough testing approach, stakeholder 

involvement, proper test environment configuration, and open lines of communication. 
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6 Conclusion 

In Conclusion, this research study has shown a number of noteworthy advantages and 

developments in the most recent testing techniques. A questionnaire was used in order to 

gather important ideas and suggestions and an automation test script was created.  

First of all, the questionnaire gave participants a chance to submit information and 

comments, which made it possible to thoroughly analyze the effectiveness of the latest 

testing techniques as well as their bottlenecks. The results demonstrated the value of 

automated testing. 

Second, the creation of the automated test script demonstrated how the findings were 

put to use in real-world scenarios. The testing procedure was made more efficient and error-

prone by automating it. This demonstrated how automation technologies can improve 

software testing procedures in addition to validating the efficacy of the suggested approach. 

In addition, this study journey has been incredibly fulfilling for me personally and has 

helped me advance both intellectually and professionally. The intense procedure of carrying 

out this study has improved my Robot Framework and Powershell proficiency. In addition, 

my enthusiasm for software testing has been stoked by the research experience. 

In conclusion, this thesis has advanced our understanding of the effectiveness of 

contemporary testing methodologies by offering insightful information via the questionnaire 

and demonstrating the real-world use of automation through the creation of an automated 

test script. The industry may benefit from the research and discoveries, and my career path 

has been impacted by the personal growth I've experienced.  

All things considered, this study has set the stage for more research in this area, and it 

is intended that future academics will be motivated to expand on these discoveries to improve 

software testing. 
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