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Abstract

This master’s thesis is focused on improvement of the management process in software
development by implementing the agile methodology Scrum into the project. The
proposed solution contains core principles and elements of the methodology and their
recommended application in the project ABC with the accordance to project’s unique
characteristics.

Key words
agile methodologies, Scrum, Waterfall model, software development, distributed team,

management style

Abstrakt

Diplomové préace se zamétuje na zefektivnéni procesu fizeni ve vyvoji softwaru, a to
integrovanim agilni metodiky Scrum do projektu. Navrhnuté feSeni obsahuje stézejni
principy a soucasti metodologie a jejich konkrétni doporuc¢enou aplikaci v projekte ABC

v soulade s jeho specifikami.
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Rozsiifeny abstrakt

Diplomova prace je zamétena na efektivni vyuZzivani agilnich metod v procesu fizeni
projektu v oblasti vyvoje software. Prace se zabyva konkrétnim projektem ve firm¢ SDE
Software Solutions s. r. 0., na kterém se podileji pracovnici z USA ale i z Brna a tvofi
spole¢ny tym. Spolu se podili na vyvoji nékolika produktt, ptedev§im pro americké

zakazniky.

V minulosti byl tento projekt pfevazné fizeny na zakladé modelu Waterfall.
Postupem casu se firma rozhodla, pro potfebu pravidelného dodavéani produktu v co
nejlepsi kvalité, implementovat do projektu i metodiku Scrum. Tato implementace
probéhla netispésné a konkrétni principy a zmény se v projektu nikdy uplné neukotvili ve
své doporucené formé€. Vzhledem k tomu, Ze v tomto projektu existuje mnoho problému
s vyvojem produkti vcas a v pozadovaném rozsahu, pfirozené se Clenové tymu a

managment podniku snazi je vyfesit v co nejkratSim ¢ase a S co nejniz§imi naklady.

Pro vytvoteni efektivniho, nakladové nenaro¢ného a proaktivniho feseni této situace,
je nutné dikladné zanalyzovat vnitini prostiedi projektu. Vzhledem k tomu, Ze se jedna
o tym rozloZeny v Brn€ 1 v USA, je nutné nejprve presné zanalyzovat soucasny stav
definice roli a zodpovédnosti konkrétnich ¢lent tymu Force. Z této analyzy vyplyva, ze
role a s nimi spojené ¢innosti nejsou piesné naplanované, coz v realném piikladu mize
znamenat, ze testefi aplikaci maji nékdy velmi malo ¢asu na otestovani funkcionality
aplikace. Naopak v nékterych ptipadech nemaji vétSinu casu v jedné iteraci vyvoje

produktu piesné vyclenénou praci z diivodu zpozdéni vyvijenych ¢asti aplikace.

Dalsi oblasti analyzovanou v projektu Force je planovani a rozvrhnuti ¢innosti
Vv jedné iteraci vyvoje produktu. Analyza odhaluje, Ze oblast planovani aktivit na zakladé
pozadavkl zakaznika je neefektivni z divodu nezapojovani celého tymu. Nedostate¢na
informovanost je jednim z kli¢ovych aspektli dezinformaci a neshod, které vtymu
vznikaji. Provazanost konkrétnich fazi vyvoje aplikace, v¢éetné samotné implementace a
testovani, je nedostatetn¢ definovana, coz vede k tomu, Ze ¢lenové tymu Casto neveédi,

v jakém stavu se vyvijena funkcionalita nachazi.
Co se tyka pouzivanych informac¢nich technologii na projektu, tym Force disponuje
svym vlastnim informaénim systémem, ktery poskytuje mnoho uZite¢nych funkci, jako

napiiklad verzovani softwaru. Jeho neefektivni vyuZivani spociva piedevSim



Vv nedostate¢ném popisu prace v systému, vcetné zodpovédnych osob a aktualnim stavu
polozek. Tym proto Casto netusi, zda Cast aplikace je jiz pfipravena na testovani, nebo se
jedna jiz o findlni vydani pro zédkaznika. VétSina téchto neshod se fesi na kazdodennim
meetingu, ktery byl ptivodné urceny na rychlé stfetnuti ¢lenii tymu, informovani o
aktudlnim stavu polozek, na kterych se pracuje a blokujicich elementech, které zabraiuji
¢lenim tymu pokracovat v praci. Namisto tohoto piivodniho ucelu se nyni tym zabyva
neefektivnim feSenim problému zplisobenych tim, Ze neexistuji jednotliva pravidla pro

vykonavané procesy v projektu.

Z analyzy také vyplyvd, ze vtymu neni kladen diraz na zaznamenavani
dokumentace a jeji aktualizace. To vede k dal$im problémim v tymu, protoze developeti
si nepamatuji verzi software vydanou pied nékolika lety a vzhledem k tomu, ze nebyla
zdokumentovand, je velmi tézké informace ziskat zpétné. Pti rozsahlosti produktl
vyvijenych v tomto projektu, je zaznamendvani dokumentace architektury aplikace a
funkcionality, v¢etné navaznosti hlavnich prvka systému, velmi dilezitd. Zdlouhavé
zpétné dohledavani klicovych informaci a vzajemné obvinovani vytvaii v tymu

nepiiznivé prostredi.

Rizeni projektu ABC se vyznaluje aplikovanim piedeviim Waterfall modelu a
nékterymi, neefektivné vyuzivanymi praktikami z agilni metodiky Scrum. Tradi¢ni
ptistup kfizeni projektu neni nejvhodnéjSim fteSenim, z divodu casto se meénicich
pozadavkl ze strany zdkaznikli na vysledny produkt. Tradi¢ni navazani jednotlivych fazi
vyvoje aplikace neumoziiuje dostatecn¢ promptné reagovat na zmény a adaptovat se na
né. Jak jiz bylo zminéno, artefakty a principy z metodiky Scrum, které byli v minulosti
implementované, nejsou Vv soucasnosti vhodné vyuzivané. Ptikladem jsou Sprinty, teda
jednotlivé iterace vyvoje, které nemaji pfesné¢ definované doby trvani, dale chybéjici role

Scrum Mastera, nebo planovaci meetingy bez ucasti celého tymu.

Pro potieby zanalyzovani projektu ABC a urleni stavu, v kterém se z hlediska
slozitosti a zpusobu vykonavani ¢innosti nachazi, je vyuzita v praci metoda Cynefin
Framework, ktera napomaha urcit doménu, v kterém se projekt nachazi. Projekt ABC je
identifikovany jako typicky ptiklad projektu v komplexni doméné. To znamena, Ze je

vhodnym kandidatem na vyuziti agilni metodiky Scrum, piipadné jeji ¢asti pro to, aby se



zefektivnilo procesni fizeni projektu a prace celého tymu. Zavére¢né zhodnoceni slabych

mist v projektu, silnych stranek, pfilezitosti a hrozeb je zahrnuté ve SWOT analyze.

V nasledujici Casti prace se nachézi navrh fesSeni, které maji piinést zlepSeni
v problematickych oblastech projektu, které byli identifikované v analytické casti.
Z analyz vyplynul pozadavek na implementaci agilni metodiky Scrum do procesu fizeni
projektu ABC. Nejedna se o kompletni pfeménu projektu na Scrum projekt, ale o vybér

vvvvvv

do projektu.

V prvé tadé se jednd o pfeménu dosavadni struktury tymu. Navrh zaclenéni role
Scrum Mastera do tymu ma dopomoct odstranit komunikacni problémy tymu, uleh¢it
organizaci meetingl, a rozloZit proces spravy pozadavek a planovaci ¢innosti mezi Scrum
Mastera a Product Ownera. Dal§i zména spociva v kladeni dlrazu na tvorbu a spravu
dokumentace, efektivnéjsi vyuzivani nastroju, které nabizi informacni systém a vytvoreni
Scrum Board pro lepsi orientaci v praci rozlozené do dané iterace vyvoje produktu. Tym
si taktéz vytvaii svou vlastni stupnici hodnoceni mnozstvi prace, pro potiebu ulehceni
procesu planovani a zvladani naporu proménlivosti pozadavka zakaznika. Definovanim
konkrétniho stavu vykonanych polozek se odstrani nejasnost v dal§im postupu prace a
tym ziska prehled o mnozstvi prace, kterou je potfeba vykonat. Pomoci zalenéni
retrospektivy do pribéhu Sprintu se tym podili na neptetrzitém zdokonalovani procest,
které se vykonavaji pfi vyvoji produkti. Zhodnocenim toho, co tym zvladl v dané iteraci
vcas, které procesy potiebuji vylepsit a definovanim konkrétnich krokti pro odstranéni
problémi, se tym neustale posouva k vytyéenym cilim, a to za vyuziti téch nastroji

Scrumu, které pfinasi v projektu zlepseni.

Soucasti prace je taktéZ ekonomické zhodnoceni navrhované zmény, kterd obsahuje
prehled o pocatenich nakladech na zavedeni Scrumu a pfirGistku v tymu o Scrum
Mastera. Naklady na pietransformovani procesi v projektu, piedev§im v oblasti
komunikace a sounélezitosti tymu, nejsou piesné vyc€islitelné, avSak ptinos téchto zmén
spociva v ptibytku novych zékaznikii, v€asném dodavani funkcionalit a feSeni, kvalitnich

produktech, a ziskani konkuren¢ni vyhody na trhu.
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INTRODUCTION

Project management in software development is a specific domain and often requires
a different approach to processes and resources management. Software development
heavily depends on the ability to react and adapt, since it is an environment of ever-
changing requirements. Classic models, such as Waterfall are still widely used and have
their place in software development projects, however, modern approaches are offering
variety of principles crafted namely for the software development. With the uniqueness
of every single project, it is up to the project manager, team members and a customer to
pick and refine the most suitable and cost-effective solution that all interested parties can
benefit from. Agile methodologies have become very popular thanks to their adaptive
nature, simplicity and proven efficiency. Using their core principles and best practices

can significantly improve the development process in any project.

The main objective of this master’s thesis is to help a software development project
implement and use the agile methodology Scrum to their advantage. Adopting Scrum or
any other methodology is an evolving process, not a single activity. Therefore, it takes
time and effort of the whole team and management to completely grasp all the core

principles and best practices and apply them in the unique environment of every project.

The first part of the thesis contains all necessary information about classical and agile
approaches to the software development management, as well as the breakdown of the
software development life cycle. The analysis is the second part of the thesis and its main
purpose is to help to execute the change effectively. It contains a thorough analysis of the
concurrent situation and unsuccessful past attempts to adopt Scrum. The third main part
focuses on the proposed solution based on all the information collected from the analysis.

14



GOALS OF THESIS AND METHODS

The main goal of the thesis is to improve the efficiency of the software development
process by integrating the Agile methodology into the project management. Usage of
agile methodology is meant to help the project ABC to promptly react to changes in the
software development environment and adapt flexibly and quickly with minimal costs to
the company and its customers. Gaining an advantage against competitors in the software
development sphere and becoming a supplier of high-quality and on-time solutions, are
all perks of using continuous improvement and iterative approach in the development

process.

In order to achieve the main goal of this thesis, there is a need to fulfil several
complemental goals. The first one is to layout the necessary theoretical foundation of the
problematics, such as traditional development model, agile models and methodologies,
software development process and life cycle. The theoretical review is created using
available sources of knowledge dedicated to the best practices used in the field of software
development management, as well as recommendations and guides to improve the

efficiency of the project management.

Based on this theoretical background, another complemental goal is to analyze the
concurrent situation in detail, such as processes executed in the project, team members
roles and responsibilities, used information technologies and a problematics analysis.
Cynefin Framework and the SWOT analysis are used to determine the current state of the
project and help to identify all weaknesses and strengths of the project, as well as all

opportunities and threats affecting the project from the outside.

The final proposal of the most suitable solution for this project is then created with
the accordance to all the gathered information about the concurrent situation of the
project. Apart from the solution with all steps that are necessary to be executed, the thesis
contains a cost analysis and a conclusion of the most significant benefits of the proposed

changes.

15



1 THEORETICAL REVIEW OF PROBLEM

This chapter contains the necessary knowledge regarding project management,
software development methods and mainly Scrum, as an agile approach to software
development life cycle. This theoretical background is a foundation for analysis and

further proposal of improvements in the dedicated chapter.
1.1 Software development process and life-cycle

Various processes and methodologies selected to develop the project according to its
purpose and objectives are called development models. Their key role is to help improve
the software quality as well as the overall development process. These models are suitable
for software development life-cycles (SDLC), each crafted to fulfill different objectives.
SDLC is an environment representing a set of activities performed in each stage of the
software development process (Figure 1). It includes a detailed plan for conducting the
development, maintenance and replacement of a specific software. SDLC is also known
as software development process. The international standard for SDLC is ISO/IEC 12207,

aiming to define all the activities required to develop and maintain software [13].

The first and the main stage of SDLC is the analysis of requirements, often performed
by senior team members, using inputs from customers, sales department, market research,
and industry experts. The gathered knowledge is then used for creating a basic project
plan and feasibility study from economic, operational and technical points of view. It ends
with the definition of carious technical approaches that can be used in order to implement

the project with the minimum of risks [13].

The second stage is definition of product requirements. Afterwards, they are
documented and must be approved by the client or by market analysts through software
requirement specification (SRS). SRS is a document listing all product requirements
needed throughout the project life-cycle. It is also a foundation for the architects that
create the best possible architecture for the product, which is the third stage of SDLC.
Writing a design document specification (DDS) is another crucial part of SDLC. It often
contains more than one suggested approach to choose from. This document must be

revised by all the interested parties, since the goal is to select the most suitable approach.

16



Selection is performed based on several criteria, such as risk evaluation, product

robustness, design method, budget, and time constraints [13].

The fourth stage of SDLC is the first stage of the product development itself,
including writing the source code. It is crucial that the design in previous stages has been
performed in a detailed and organized manner, since all he developers refer to guidelines
provided by their organizations. The activity of producing source code requires choosing
proper programming tools and languages according to the product that is being
developed. Product testing is the only stage that is performed throughout all the other
stages of the software development. It consists of reporting faults, tracking, fixing and
reanalyzing in order to ensure the compliance with the SRS quality requirements. The last
stage of SDLC is the market operation and maintenance. It is performed once the product
has already been tested and is ready to launch on the market. Often, the product is
delivered and tested in a limited segment of real business environment, and based on the

final feedback, it is then launched in the whole market [13].

Analysis and
planning

Operation and Definition of
maintenance requirements

Architecture

Product testing design

Implementation,
development

Figure 1: SDLC

(Source: [13])
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1.2 Traditional approach to software development

The traditional approach to development of software is based on a predictive
approach. Projects using the traditional approach always possess a highly detailed plan
and have a full list of characteristics and tasks that ought to be completed in the next
period of time. It is best suited for large-scale projects. Predictive methods are completely
relying on the requirement analysis and careful planning at the beginning of the project.
In case any change emerges, it needs to go through a thorough change control and

prioritization [13].

The traditional approach is process-centric, always guided by the belief that all the
sources of variations are identifiable upfront and may always be eliminated by continually

controlling and refining processes [15].
1.2.1 Waterfall Model

The Waterfall approach, also known as linear-sequential life cycle model, is a

traditional model of software development defined by Winston W. Royce in 1970 [13].

It describes a set of straight-through processes, such as thorough planning, specifying
the way the product will behave, design the architecture, work out the detailed design and
after all these activities, begin implementation including coding and testing, and

debugging. The stages of Waterfall are given in Figure 2 [11].

The advantages of this model are, that documentation and structure design are already
prepared when a new member joins the team. Waterfall model is very easy to understand
and use. Since the model is very rigid, it is easy to coordinate expected result and an

evaluation process in each stage [13].

One of the main reasons why software companies might avoid using pure Waterfall
approach is that it is near impossible to completely specify and plan every aspect of the
project in advance of writing any code. It is much more common to use a lifecycle model
resembling Waterfall structure, but with incorporating a possibility to swim upstream the

waterfall structure, hence, allowing to add or modify other stages [11].
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Figure 2: The Stages of Waterfall Model

(Source: [13])

Waterfall model is recommended for all the short projects with the requirements
well understood, clear, and final. It is also important that product definition is stable,
and technology is fully understood. There should be no ambiguous requirements and

resources involving expertise should be freely available [13].
1.3 Agile approach to software development

Agile as a method was born in February of 2001 when a group of developers
interested in lightweight development methodologies met to talk about their views
regarding effective development of software. The developers understood the importance
of a model in which every development cycle iteration would learn from the previous
one. Hence, this new methodology was much more efficient, flexible and team-oriented

than any previous model [2].

Figure 3: Agile Approach Team Roles

(Source: [6])
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One of the main differences in comparison to traditional approaches, in agile
environment, team roles tend to blur. Joining an agile team is a lot like working in a mini-
startup. All the members do whatever it takes to make the project successful regardless
of title or their role in the team (Figure 3). However, team members still have their core
competencies. Another difference is, that analysis, coding, design and testing are
continuous activities (Figure 4). They do not exist in isolation anymore and team

members need to be working together daily throughout the project [6].
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Figure 4: Activities in Traditional vs Agile Approach
(Source: [6])
As far as the quality assurance is concerned, in Agile approach it is everyone’s
responsibility to ensure it, whether they are working on the code, managing the project or

designing the architecture (Figure 5) [6].

Mixing formal and ad-hoc development approaches resulted in creating many
different agile methods, such as Evo, Scrum, DSDM, Crystal, Extreme Programming

(XP), Feature-Driven Development (FDD), Pragmatic Programming, and Adaptive
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Software Development [5]. Even though there are many different agile methods, they all
look up to the Agile Manifesto and its 12 core principles for guidance [2].

— A —A
s &121R
One team Multiple silos

Figure 5: Quality Assurance in Agile Approach vs Traditional Approach

(Source: [6])

1.3.1 Agile Manifesto

Agile Manifesto, as published on the Agile Manifesto website, is the fundamental
guidance used by Agile teams (Figure 6), with its 12 core principles (Figure 7).

Manifesto for Agile Software Development

We are uncovering better ways of developing software
by doing it and helping others do it. Through this work
we have come to value:

. Individuals and interactions over processes and tools
. Working software over comprehensive documentation
« Customer collaboration over contract negotiation

« Responding to change over following a plan

That is, while there is value in the items on the right,
we value the items on the left more.

Kent Beck James Grenning  Robert C. Martin
Mike Beedle Jim Highsmith  steve Mellor
Arie van Bennekum Andrew Hunt Ken Schwaber
Alistair Cockburn Ron Jeffries Jeff Suthetland
Ward Cunningham  Jon Kern Dave Thomas
Martin Fowler Brian Marick

© 2001, the above authors
This declaration may be freely copied in any form,
but only in its entirety through this notice.

Figure 6: Agile Manifesto

(Source: [5])
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Agile approach considers people as unique individuals instead of replaceable
resources and puts great emphasis on their interactions and collaboration instead of just
their knowledge. Agile focuses on creating a small team with cross-functional units, that
are preferably located in the same room. There is no method or process imposed on these
teams. On the contrary, they are supposed to self-organize. These teams are trusted to get
the workload done using approaches that they themselves think are best [4].

Principles behind the Agile Manifesto

We follow these principles:

Our highest priority is to satisfy the customer through early and
continuous delivery of valuable software.

Welcome changing requirements, even late in development. Agile
processes harness change for the customer’s competitive advantagde.

Deliver working software frequently, from a couple of weeks to a
couple of months, with a preference to the shorter timescale.

Business people and developers must work together daily
throughout the project.

Build projects around motivated individuals. Give them the
environment and support they need, and trust them to dget the
job done.

The most efficient and effective method of conveying information to
and within a development team is face-to-face conversation.

Working software is the primary measure of progress.

Adgile processes promote sustainable development. The sponsors,
developers, and users should be able to maintain a constant
pace indefinitely.

Continuous attention to technical excellence and good design
enhances agility.

Simplicity, the art of maximizing the amount of work not done,
is essential.

The best architectures, requirements, and designs emerge from
self-organizing teams.

At regular intervals, the team reflects on how to become more
effective, then tunes and adjusts its behavior accordingly.

Figure 7: Principles behind Agile Manifesto

(Source: [5])
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In order to achieve the best results while creating a product, agile approach focuses
on including the customer in the whole process of development. The collaboration
between the team and the customer means continual reprioritizing and maintaining an
ever-changing backlog of features, that are described in a concise format. Their
documentation begins as soon as they are selected for immediate implementation by the
team. Each feature is described in compliance with simplicity to achieve the best possible
design. The functionality of these features is verified by the customer as soon as the

implementation process is finished [4].

One of the fundamentals of Agile approach is a focus on quality. This is crucial for
creating successful products. One of the ways to ensure the quality is to use Test-Driven
Development (TDD). Using TDD means writing test code before writing production
code. Among other important tools, using code reviews done mostly as pair
programming, Definition-of-Done checklists, iterative development as adapting code due
to changes or new insights, and refactoring as continual improvement of code, all help to
achieve the best possible architectures for products. High-quality architectures are never
defined up-front as far as Agile approach is involved. They are allowed to form further
during development of the product. However, if there is need for early definition of the
architecture, then it is done only in a basic form [4].

Even though there are many useful tools described and promoted throughout the
Agile literature, tools are not considered crucial contributors to successful products. Tools
for daily builds, continuous integration and automated testing are the most preferred ones
among experienced Agile teams [4].

Since motivation is very important for Agile team members, there is need for
removing repetitiveness from daily tasks. This leads to implementation of automation
processes throughout the development. Many Agile teams thrive for supportive
environments, such as open office layouts and tools such as big task boards and burn
charts (Figure 8). To sum up, tools in Agile context are supposed to strengthen motivation,

communication, and collaboration in a team [4].
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Figure 8: An Example of Agile Office
(Source: [5])

When it comes to delivery dates and deadlines in Agile projects, as much as budgets,
they can be chosen almost arbitrarily. Software is being produced in short-time frames
and delivered in incremental releases. Every release should present a potentially shippable
product. As a result, business owners can take control of timing and even move release
dates back and forth according to what features they would like to present to customers
and when [4].

Agile Manifesto was, among other reasons, crafted in order to address the need of
response to change, which is a common trait of software development environment. For
example, features that were considered the most valuable yesterday might become useless
today, including the features that had already been delivered in the past. To cope with

these situations, Agile teams nurture short feedback and delivery cycles [4].

In Agile projects, there are some essential processes required, such as minimal
planning, daily face-to-face meetings also known as standups, and measurement of
progress by evaluating working software, hence, the features accepted by the customer

[4].
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1.3.2 The most common mistakes in adoption of Agile approach

Among many advantages of choosing the Agile approach in software development,
there are many mistakes that teams and management can make while pursuing the perfect

project management [6].
The most common pitfalls of misunderstanding or misusing the Agile approach are:

e focusing only on construction,

e Dlindly following new rules while ignoring unique needs of the project or
company,

e improper planning,

e excluding the entire organization, existing only in a limited space of one delivery
team, and not looking at the entire process around solution delivery,

e lack of executive support,

e adopting the approach too quickly leading to problems with scalability issues,
extending tools, missing definitions of processes for dealing with multiple
dependent or distributed teams,

e insufficient coaching,

e retaining traditional governance, such as project funding, change control, and
phase gates,

e skimping on proper training and tooling in order to cut on costs.
1.4 Extreme Programming

One of the popular agile approaches is called Extreme Programming (XP). Its main
focus is putting the customer first. XP teams thrive to achieve high customer satisfaction
by developing all the features precisely when the customer wants them. Team’s daily
routine consists of handling new requests that appear frequently, always prioritizing work

in accordance with the most pressing matters and solving them with high efficiency [6].
The core principles and practices of XP are [6]:

e established coding standards and guidelines that all team members should follow,
e collective ownership encouraging transparency and accountability for work

quality,
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e continuous integration that prompts team members to check in code changes
frequently and integrating the system to ensure that all the changes work and that
the rest of the team is always working with the latest version of the system,

e Test-Driven Development (TDD) that begins with coding a simple test, then
continues with updating the functional code to make it pass the test and ends with
getting the software running and iterating this process,

e detailed requirements captured just-in-time (JIT) in the form of acceptance tests,

e refactoring, hence, enabling the team to evolve their work slowly over time by
doing minor changes in source code, database schema, or user interface etc.,

e pair programming, allowing two programmers to work together on the same task
at the same time,

e guiding the product into successful delivery by applying the planning game,

e always seeking the simplest way to write their code,

o frequent deployment of valuable, working software into production, that build
confidence in the team and trust from the customer,

e sustaining an energized approach encouraging to work at a constant, and gradually
improving pace,

e having a team, where all members dispose of all the necessary skills to deliver a

working and high-quality solution for a customer.
1.5 Lean Programming

With origins in manufacturing, Lean approach was born in the 1940s in Japan, the
company Toyota. At that time, Toyota was not able to afford any major investment
required for mass production. Hence, studying supermarkets and customers’ needs and
the way they buy the products, Toyota created a JIT process that could translate the way
supermarkets operate to the factory floor. As a result, Toyota managed to achieve a
significant reduction in inventory of parts, finished goods, and a major cut in investments
to people, space, etc. Thanks to JIT, workers have the ability to freely make decisions
about what is the next most important task to head to. All the responsibility for the results
goes to workers themselves. This major success of relying on JIT processes globally
affected mass manufacturing approaches [6].
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The seven principles of lean manufacturing can be applied to optimize the whole IT
value stream as well. Its core development principles are [6]:

e eliminate waste,

e create knowledge,

e defer commitment,

e deliver the product quickly,

e respect people, including customer and team members,

e optimize the whole, not just a part.
1.5.1 Kanban

Kanban, as a method used in software development, is a lean methodology aiming
for improving on existing systems. There are two core principles that are crucial to

success while applying Kanban to software development [6].

The first one is visualizing workflow. In Kanban, teams rely on using a Kanban
board, often in a form of white board, corkboard, or electronic board, that displays
kanbans. The term kanban is used for describing indications of where in the process a
particular piece of work is. Kanban board is always split into several columns. Each of
them represents a stage in the process, a work buffer, or queue. There are also optional
columns tailored by team members to meet their specific needs and help them with
efficiency of their work. The board is always updated by team members whenever work
proceeds, and all the blocking issues are always identified on a daily meeting [6].

The second core principle emphasizes the need of limiting work in progress (WIP).
By doing so, not only team reduces average lead time, but also improves the quality of
the work delivered. Among other advantages, overall productivity of the team increases,
and the team will be able to deliver frequent functionality, hence, build trust with all
stakeholders at sustainable pace. In order to limit WIP, team needs to pinpoint exact
position of blocking issues, address them as quickly as possible, reduce queue and buffer

sizes whenever possible [6].
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1.6 Scrum

Scrum is one of the agile approaches for developing new innovative products and
services. Development using Scrum begins with creating a product backlog. This
prioritized list of features and other necessary capabilities is required for delivering a
successful product. Following the product backlog ensures that the team is always

working on the most important and highly prioritized task [1].

Typically, work is delivered in short, timeboxed iterations. Their length ranges from
one week to a calendar month. Team is self-organized and cross-functional, executing
tasks such as designing, building and testing. Each iteration starts with planning a highly-
prioritized version of the product backlog, since the original product backlog workload is

too large to be completed in a single iteration [1].

At the end of iteration, the team and stakeholders meet to review the finished work
to alter both planned work and the way the team plans to do it. In case any additional
needed features appear, the Product Owner can create a new item for it and include the

item in the product backlog, already ranked with corresponding priority [1].

If appropriate, a shippable version of the product is released either at the end of each
iteration or after a couple of iterations. Each iteration ends with the planning of the next
one [1].

1.6.1 Scrum Origins

The first breakthrough article describing the importance of empowered, self-
organizing teams and outlining management’s role in the development process is “The
New New Product Development Game* (Takeuchi and Nonaka 1986) that appeared in
the Harvard Business Review. The article describes how companies such as Honda,
Canon and Fuji-Xerox delivered world-class results thanks to a scalable and team-based

approach to all-at-once product development [1].

Its important influence resulted in weaving various concepts together and giving rise
to what today we call Scrum. The term Scrum is borrowed from the sport of rugby. It
refers to a way of restarting a game after an accidental infringement or when a ball has
gone out of play. The authors of the article use this term to relate to product development

process. They bring up the importance of the team acting as a unit while delivering the
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product, or metaphorically passing the ball back and forth while going to the distance as
a unit. According to the authors, this approach is better suited to nowadays competitive

requirements [1].

In 1993, Jeff Sutherland and his team at Easel Corporation took the ideas from the
1986 article and combined it with the concepts from object-oriented development,
empirical process control, iterative and incremental development, software process and

productivity research, and complex adaptive systems, to create Scrum process [1].

Since then, many Scrum-specific publications have been published by authors such
as Ken Schwaber and Jeff Sutherland, including Agile Software Development with Scrum
(Schwaber and Beedle 2001), Agile Project Management with Scrum (Schwaber 2004),
and The Scrum Guide (Schwaber and Sutherland 2011) [1].

1.6.2 Choosing Scrum

Scrum has mostly been used to develop software products, but its core values and
principles can be used to develop various products, or for organizing the flow of several

types of work, such as hardware development, marketing programs or sales initiatives
[1].

Companies using Scrum effectively benefit from delivering exactly the results that
their customers need, and not just the features they specified at the beginning of the
project. Delivering smaller and more frequent releases and exposing organizational
dysfunction or waste reflects in the improvement of the return on investment and the

reduction of cost [1].

Using Scrum leads to creating working, integrated, tested and business-valuable
features each iteration. It is well suited to help companies adapt to interconnected actions
of competitors, customers, users, and stakeholders. Another positive effect can be
observed on team members, as they can enjoy frequent and meaningful collaboration and

hence, improved interpersonal relationships and mutual trust among all team members
[1].

Applying Scrum is not suitable in every project, as Cynefin framework explains. This

topic is described in the following chapter.
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1.6.3 Cynefin Framework

Cynefin Framework (Snowden and Boone 2007) is often referred to as a sense-
making tool that helps us to identify and understand the current situation of our project,
as well as choose a situation-appropriate approach we can operate with (Figure 9).
Cynefin Framework defines these five different domains: simple, complicated, chaotic,

complex and disorder [1].
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Simple domain is the domain of legitimate best practices. While dealing with simple
problems, everyone can see the cause and effect. Hence, the right solution is obvious most
of the time. Even though Scrum can be used for small problems, it is not the most efficient
tool for dealing with them. Using a process with a well-defined, repeatable set of steps is

more suitable in this domain [1].

Complicated domain is dominated by experts and it is the domain of good practices.
Expert diagnosis is required to figure out the right solution for a problem in the
complicated domain. Although Scrum might be applicable in this domain, Six Sigma and
similar quantitative approaches are preferable. A lot of problems, such as dealing with
performance optimization are better served by assembling the right experts and letting

them assess the situation [1].

Chaotic problems require a rapid response to prevent further harm and reestablish at
least some order. For example, a chaotic problem might be having a customer filing
lawsuit against a company due to faulty algorithm, causing him large damages. At the
same time, the main designer of the algorithm might be unavailable. There is need to act
immediately and decisively, since someone needs to take charge of the situation. Again,

Scrum is not the best solution in this domain [1].

Complex domain is typical for unpredictable environments. It is the domain of
emergence, since we cannot see the right solution clearly. There is need to explore to
learn about the problem and then inspect and adapt. Scrum is particularly well suited for
this domain, as there is need for innovative and creative approach. High levels of
interaction and communication are essential. It is typical for innovative new-product

development, as well as for enhancing existing products with new innovative features [1].

Project is in the disorder domain when there is uncertainty about fitting in any other
domain. In this case, people tend to act accordingly to their personal preference for action.
Solution for this dangerous position is to break down the situation into smaller parts and
assign each of them to the other four domains. There is not any official approach
recommended in this domain, as there is a need to get out of this domain as soon as

possible [1].
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1.6.4 Scrum Roles

Development of software while using Scrum requires one or more Scrum teams,
consisting of three Scrum roles: Scrum Master, Product Owner and the development
team. Even though there might be more roles included in the team, only these three are

necessary [1].
Product Owner

Product owner is the crucial point of product leadership and the only authority
responsible for deciding which features and functionality to build, as well as the order in
which to build them. The Product Owner must maintain and communicate a clear vision
of Scrum team’s goal to all the participants of the development. As such, he or she is

responsible for the developed and maintained solution’s overall success [1].

Whether the focus is set on an external or internal product; the Product Owner is
obliged to making sure that the most valuable work is always performed. In order to
ensure that the team rapidly builds the correct and most desired solution, the Product

Owner closely works with the Scrum Master and the development team [1].

The core responsibilities of a Product Owner are managing economics, participating
in planning, grooming the product backlog, defining acceptance criteria and verification
of their fulfilling, collaboration with the development team, and the stakeholders [1].

The Product Owner is a combination of several traditional roles that exist in non-
Scrum teams, mainly: product manager, product marketer, project manager, business

analyst, and acceptance tester [1].
Scrum Master

The significance of the role of Scrum Master lies in helping everyone involved
understand and embrace the Scrum values, principles, and practices. Scrum Master is a
coach that provides leadership in helping the whole organization to develop organization-
specific Scrum approach. As such, Scrum Master helps the organization in difficult period

of adopting Scrum [1].

Another crucial responsibility of the Scrum Master lies in protecting the team from
any interference coming from outside, as well as removing any impediments that might

endanger the team productivity. He or she has no authority to express control over the
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team and is rather a leader than a manager which is present in the activities he or she is
occupied with throughout the day in a Sprint (Figure 10). Typical Scrum activities consist
of working on the product backlog grooming activities, such as writing and prioritizing

new product backlog activities with the Product Owner [1].

Scrum Master helps to remove barriers between the roles in the team, allowing the
Product Owner focus on driving the development directly. Even though Scrum Master is
not able to solve the problems of team members, he or she always helps and guides them

as they solve the problems themselves [1].

While coaching a new Product Owner, the Scrum Master assists the Product Owner
in understanding the role and its core responsibilities, maximizing business outcomes
using Scrum, listening to any complaints or requests for change and then parsing them to

actionable improvements for the team [1].

Scrum Master is always looking for opportunities to make the team more effective.
He or she is the process authority of the team, ensuring that the team adheres to the Scrum
values, principles, and practices along with any team’s special approach or adjustment to
Scrum. In order to maximize the business value of using Scrum approach, there is need

for continuous improvement of processes throughout the development [1].
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Figure 10: Daily Activities of the Scrum Master

(Source: [1])
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Development Team

Typically, the development team consists of team members such as developers,
designers, testers. However, in Scrum, there is need for a team skilled in all the aspects
of development, including the design, development, integration, and testing of the created
functionality. These teams are not necessarily role-specific, since there is no need for the
team member to hand off the work to another when it is finished. Another difference in
comparison to classic teams is that the development team doing the work during the Sprint
should also execute the testing. Hence, it is important to create cross-functional teams

while applying Scrum approach to software development [1].

Each member should have so-called T-shaped skills (Figure 11). This means, that
they should have deep skills in their preferred functional area, such as User Experience
(UX). At the same time, they should be able to work outside of their core specialty area,
for example helping with execution of testing or maintaining documentation. On the other
hand, it is not expected that every team member is able to perform any assigned task. If
it is not possible to form a team using T-shaped skilled members, there should be at least
the effort to evolve the skills throughout the development process.
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Figure 11: T-shaped Skills of the Development Team Members
(Source: [1])

The main responsibility of the development team is the Sprint execution and they

spend the majority of their time performing this. They need to perform the creative work
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of designing, building, integrating, and testing of the product backlog items while creating
an increment of potentially shippable functionality. The team members self/organize in

order to collectively plan, manage, carry out, and mainly communicate work [1].

It is expected that each team member actively participates in daily Scrum, as the team
collectively inspects progress toward their Sprint goal. The Sprint goal might be ruined if
any member restrains from participation. Another crucial part of the development team’s
responsibility lies in preparing for the next. This means focusing on product backlog. The
main activities are then described as: creating and refining of the backlog items, their
estimating and prioritizing. All these activities are executed together with the Product
Owner [1].

Each Sprint begins with Sprint planning. With the participation of the Product Owner
and the assistance of the Scrum Master, the development team helps to set the goal for
the next Sprint. This activity consists of choosing high-priority subset of product backlog
items that are built during the period of Sprint. If the Sprint is four-weeks long, there
might be need of dedicating an entire day to Sprint planning. Typically, a two-weeks long
Sprint, that is very common, requires a half-day planning. The planning must happen
iteratively, so the team makes a set of more certain, smaller and more detailed plans just-
in-time, instead of focusing on large, uncertain, and overly detailed plans [1].

At the end of the Sprint, the development performs two inspect-and-adapt activities.
Firstly, the team, Product Owner, Scrum Master, stakeholders, sponsors, customers, and
interested members of other teams review the just completed features of the current
Sprint. This activity is known as Sprint review. The second activity is called Sprint
retrospective and it is where the whole team its processes and practices in order to

improve delivery of the business value using Scrum [1].
1.6.5 Scrum Activities and Artifacts

The Scrum framework starts with the Product Owner’s vision of what is supposed to
be created in the upcoming Sprint (Figure 12). Since his view can be rather wide, it needs
to be cut down to smaller sets of features and then included in the prioritized product

backlog. This activity is also known as product grooming [1].
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The first phase of the Sprint is planning, followed by Sprint execution or simply
development work and ends during Sprint review and retrospective. The size of backlog
is bigger than the workload executable by the team during one Sprint. During ongoing
development, the product backlog contains new features, modifications to existing
functionality of the product, all the bugs found during the process of quality assurance,
improvements ideas for the architecture, etc. The items in the product backlog are created
by Product Owner, who collects them from the team and stakeholders. The most
important and valuable work must be done first. That is why at the beginning of the Sprint,
during the planning phase, it is decided what is achievable by team and the rest of items
stays in the product backlog. To ensure that the team achieves its determined goals, there
is one more backlog created during this phase. It is called the Sprint backlog. It describes
in detail in what way the team should complete the determined workload, from design,
integration to testing. Sprints are always timeboxed, ranging from one week to months,
but they should have fixed duration. Many teams break down the selected features to
smaller task to ensure they will complete all they committed to. This is followed by an

estimate of how long these tasks will take, mostly in hours [1].

The result of one Sprint is typically a potentially shippable product. Even though the
result of one Sprint is referred to as a potentially shippable product, it is not typically
shipped at that time. It rather means that the completed work is of good quality. Definition
of done in development of software is mostly a bare-minimum of a completed part of
product functionality that was designed, including integration, testing process and
documentation. At the end of the Sprint, there should not be any left unfinished work on
high-priority tasks that the development team committed to complete, as these tasks

should always be finished first. [1].

To improve the processes in development, team then finished the Sprint with review
and retrospective. The meaning of the Sprint review lies in inspection and adaptation of
the product that is being built. The communication takes place between the team members
and stakeholders. All the participants should be able to get the overall idea of what has
been developed and help guide the upcoming development. The people outside the Scrum
team have a great opportunity to sync up with the project. Scrum team, on the other hand,
obtains feedback from others. Sprint retrospective is an activity that helps the team

improve their Scrum practices. This is an opportunity for the whole development team,
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Scrum Master and Product Owner to meet and discuss all the applied technical practices
of Scrum. Team identifies and commits to a number of actions that help improve the team

in the upcoming Sprint [1].

Throughout the execution of one Sprint, the development team holds a short daily
Scrum, or simply a daily standup. During this brief time, team inspects and adapts to
current situation. Typically, every team member stands up and upon being called on,
explains what he or she is currently working on, points out to any blocking issues
preventing from carrying on, and briefly explains what he or she is planning to work on
after the daily Scrum is over. However, the daily Scrum is not a problem-solving activity,
so any raised issues should be addressed after the daily Scrum is over with the group of
interested team members. The main purpose of the daily Scrum meeting is for team to get
the idea of the current state of the Scrum backlog items and communicate it. It is one of
the self-organizing tools of the development team. It should not serve as a current project
state update for stakeholders, but rather a planning activity for the team. The team
members should be the ones talking during the daily Scrum meeting and all the other

interested people should be only observers to the meeting [1].
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Figure 12: Scrum Framework Example

(Source: [1])
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1.7 Comparison of Different Approaches

Dividing the software development community into traditionalists and agilists
originates from the growing popularity of innovative approaches to software
development. Each group proclaims that their methodology is the most suitable, however,
these statements are often just subjective opinions and have no value while deciding what
approach to adopt. A more valid point of view can be accepting that there is no such a
thing as a perfect method and it is clearly very important to choose, adapt and alter
available approaches to our own environment and project. This way management ensures,

that the best viable option was selected for the product [14].
1.7.1 Traditional and Agile Approaches

Each model has its pros and cons, that should be evaluated while picking approach
that is the most suitable. The comparison of traditional and agile attributes is described in

the following figure (Table 1).

Table 1: Traditional and Agile Approaches Comparison

(Source: [14])

Traditional Agile
Fundamental Systems are fully specifiable, | High-quality, adaptive software can be
Assumptions predictable, and can be built | developed by small teams using the principles
through meticulous and of continuous design improvement and
extensive planning. testing based on rapid feedback and change.
Control Process centric People centric

Management Style

Command-and-control

Leadership-and-collaboration

Knowledge
Management

Explicit

Tacit

Role Assignment

Individual—favors
specialization

Self-organizing teams—encourages role
interchangeability

Communication

Formal

Informal

Customer’s Role

Important

Critical

Project Cycle

Guided by tasks or activities

Guided by product features

Development Model

Life cycle model (Waterfall,
Spiral, or some variation)

The evolutionary-delivery model

Desired Organizational
Form/Structure

Mechanistic (bureaucratic
with high formalization)

Organic (flexible and participative
encouraging cooperative social action)

Technology

No restriction

Favors object-oriented technology
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1.7.2 Agile Methods Comparison

Comparison of various agile methodologies and their typical characteristics is stated

in the following figure (Table 2).

Table 2: Agile Methods Comparison

(Source: Previous Chapters)

A group of methods for teams with different sizes, e.g. Clear,

Yellow, Orange, Red, Blue. Crystal Clear focuses on the

communication between small teams that develop non-critical SW.
Crystal Development has these characteristics: frequent delivery, reflexive
improvement,  osmotic  communication,  personal  safety,
concentration, easy access to expert users and requirements for
technical environment.
Divides the project into three stages: pre-project, project life cycle
and post-project. Principles are: user involvement, empowering the

BZC:EE&V; project team, frequent delivery, approaching current needs of the
business, iterative and incremental development, allows reversing the
Method (DSDM) P g

changes, high-end goal is created before the start of the project,
testing during the life cycle, efficient communication.

This is a combination of the model-driven and agile development. It
emphasizes the initial object model, work division into features and
iterative design of each feature. Claims to be the best suited for
critical system development. An iteration of a feature has two stages:
design and development.

Feature-driven
Development (FDD)

Focuses on project management, for situations where initial planning
is difficult, with mechanisms for empiric process control. The main
element are feedback-loops. SW is developed by

self-organizing teams. lterations start with planning and end with
assessment. One member is responsible with solving issues that
prevent the team working efficiency.

Scrum

Concentrates on the best development practices. Consists of twelve

stages and elements: planning game, small launches, metaphor,
XP simple planning, testing, refactoring, peer programming, collective

ownership, continuous integration,

40-hour week, on-site clients and coding standards.
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2 ANALYSIS OF CONTEMPORARY SITUATION

In the following part, the current state of the project is described, as well as the
company introduction. This part also includes several analyses that are ought to lead to
better understanding of the current situation and discover all the opportunities for

improvement.
2.1 SDE Software Solutions s.r.o

The company SDE Software Solutions s.r.o was founded in 1995 in Brno by Jeffrey
Kent Smith and originally consisted of a few engineers skilled in the software industry.
It has currently two labs, in Brno and Ostrava, with about 100 employees. Brno lab is
located at Dornych 678/90, Komérov, 617 00 Brno [7].

The name SDE comes from the original name of the company Software Development
Europe, which was later modified to current name. Apart from that, letters from SDE are
supposed to bring attention to security, dependability and excellence, that are the key

attributes of the company’s efforts [9].

To ensure security of delivered products, there is need to focus on procedures such
as a multi-factor authentication, fire detection and prevention systems, power backups,
proactive intrusion detections, hardware health, network integrity scan etc. Dependability
is demonstrated by developers who have been working with the customers for many
years, successfully delivering needed quality. Engineers are often hired from local
universities and partner companies. SDE Software Solutions s.r.o always retains extra

developers to help grow existing projects [9].

Excellence is present in creating high quality software solutions for customers,
having strong project management teams with international experience and having a local

presence at both EU and US campuses [9].
2.1.1 Services

SDE Software Solutions s.r.o focuses on development of web and mobile
applications, lab and product virtualization, database design and testing activities
including manual testing, automation, and mocking environments. Selected technologies

are listed in the following table (Table 3).
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Table 3: Selected Technologies Used in SDE Software Solutions s.r.o.

(Source: [9])

Product Domain Technologies

Web Applications Java, .NET, Angular, React, Bootstrap, Ruby, PHP
Mobile Applications Native, Cordova (Phonegap), lonic

Lab and Product VMware, KVM, Oracle VM

Virtualization

High Speed, Linux/Unix C/C++, RTOS

Processes

Database Design MongoDB, Oracle, PostgreSQL, MS SQL

Test Automations Mock Frameworks, Selenium, Scripting Languages

2.1.2 Company Mission and Vision

Company’s mission is to be an innovative service-oriented company, that exists to
develop and deliver software solutions that contribute substantially to their customers’

success [9].

Vision of the company is to make developing software products for their customers
a pleasure with highly intelligent, quality focused and English-speaking software

engineers [9].
2.1.3 Company policy

Despite the company’s sustainable growth, the local management team in Brno

focuses on creating a small company atmosphere by valuing the individuals on the team
[8].

Company is using a co-sourcing model when it comes to collaboration with other
companies. It is a type of strategic partnership where internal and external resources are
combined in order to achieve the shared long-term goals. Opposed to traditional
outsourcing, co-sourcing relies on increased transparency, clarity, better control over

processes and focuses on partnering rather than vending [9].
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SDE Software Solutions s.r.o puts effort into broadening current software resources
and know-how of specific technologies, tools and processes, so that product delivery

remains timely and affordable [9].

Teams in this company are empowered to build trust with costumers at every step.
This requires close work with the clients to ensure that all business communications and
business requirements are clearly met and addressed. One of the main missions is to
provide consultative technical expertise and software development to companies at a fair
and reasonable rate. At the same time, there is an importance of doing this without
sacrificing quality. Delivering products and results is done through a short-release
development cycle. Customers of SDE Software Solutions s.r.o are Medfusion,
FoodLogiQ, Oracle, ARCA etc. [9].

2.2 Project ABC

There are many active projects in SDE Software Solutions s.r.o, both internal and co-
sourced. Project ABC is one of the co-sourced projects, with one team consisting of team
members from both Brno and USA. The company from USA has established business
over the globe and has been working with SDE Software Solutions s.r.o for over a year.
Project ABC is focused on delivering and maintaining several products, since the
company has many different customers with diverse needs. Hence, there are not only
many products being developed, but as well as that many versions of one product are
created in order to satisfy the demand. The main purpose of the collaboration with SDE
Software Solutions s.r.o is to ensure the quality and cost-effectiveness of delivery, based

on trust and the past experience of other customers of SDE Software Solutions s.r.o.
2.2.1 Team Structure

Team Force was formed in 2017 as a result of forming a collaboration between the
USA company and SDE Software Solutions s.r.o. It has 13 members, as we can see in the
Figure 13. For putting an emphasis on the importance of the team being a unified group
of members with their unique and equal contributions, the current occupation (USA or

Brno) of team members will not be disclosed in this thesis.

Currently, the team Force has 4 developers. Their main roles are writing the source

code, maintaining it, doing code reviews for other developers, and solving system
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integrity problems. They have their own Development (DEV) Lead, who ensures that all

their work is compliant with current plans and requirements.

Testing of products, maintaining, and creating test plans and estimates are everyday
activities of the Quality Assurance (QA) part of the team, made of 4 testers. QA has also
its own supervisor, the QA Lead, who makes sure that testers deliver results on time and
according to compliance with the demanded workload.

Team Force possesses of one Architecture Engineer and one System Integration
Engineer, who provide the necessary expertise in many crucial domains of software
development, such as architecture of the system and integration of the existing system
with other parts or creating builds of the software.

Project ABC has its own Product Owner, whose main objective is to communicate

with the customers, and interpret their needs to the team.

/N
Product Owner
N
Architect o N AN
rcnitecture System Integration
Engineer Engineer QA Lead DEV Lead
~— ~_ N S
N N
Tester A Developer A
N N4
N N
Tester B Developer B
N N
N N
Tester C Developer C
N N
N N
Tester D Developer D
N N

Figure 13: Team Force Structure

(Source: Own Creation)
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2.2.2 Team Culture and Shared Values

When it comes to the strategy applied in the Project ABC, the most important thing
is the customer satisfaction. Team Force was formed with the intention of selecting the
most suitable engineers with different skills and knowledge and delivering the best
possible solution to the customers of the company from the USA. The strategy is to be
the number one when it comes to providing customers with high-quality and niche
product, always adapting to customers’ needs and guaranteeing 24/7 customer service.
The company from USA has developed a considerable number of loyal and renown
customers and it is understandable, that they always place the customer at the first place
when it comes to prioritizing work. To show the customers, that they care, they dwell on
professionalism when it comes to communication, on-time delivery, quality of the
product, expertise in the customer service, innovation, continuous improvement and using

the latest and most secure technologies on the market.

These aspects are strongly present in the way that team Force operates. While
developing the product according to customer’s requirements, management and team
members dwell on meeting the desired specification of the product, while maintaining the
integrity and security of the system. To go the extra mile, team Force also focuses on
development of brand new features and functionality that customers might benefit from.
Hence, team always thrives to be one step ahead from the competition. The core values
in the project ABC are related to the strategy of the importance of customers’ satisfaction.
Team Force is built on mutual trust and honesty, as well as on effective communication
and planning. Even though the team members are located both in Brno and the USA,
coming from both a medium-sized company and a large company, the team culture is
unified for all team members. Team culture revolves around being helpful and respective
to other team members, and all team members are confident to ask questions, raise doubts
or advise others. Generally, team members rate the atmosphere in team as positive and

friendly.
2.2.3 Roles and Core Responsibilities

All managers and engineers in team Force are experienced specialists in their own
domain. The strongest skill of developers is the ability to effectively use the vast

knowledge of products, back-end and front-end development skills, many years of
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experience in IT project development and processes, system architecture and system
integration, programming skills in various programming languages, knowledge of many

frameworks and interfaces, including tools and versioning systems.

Testers possess skills in quality assurance, testing environments setup and
maintenance, testing tools and processes, creation and execution of test plans and test
cases, functional testing, penetration testing, stress testing, regression testing, exploratory
testing, documentation creation. Leads have vast experience in leadership and project
management, as well as development and quality assurance, from their past positions.
Product owner possesses strong skills in customer relationship area, detailed product
knowledge, project management, etc.

All team members have more than 2 years of experience in software development,
hence, they all understand the processes present in the product development, including
all development phases, customer relationships, supply chain management, release
process, customer support and sustaining partnership. Team members have great
communication skills, they all enjoy working in this sphere and have friendly and positive

attitude while dealing with hardships.

Specific activities and responsibilities of the team roles are described in detail in this
part of thesis. It is important that team members always focus on the part of work that
they have responsibility of, unless there is need for them to pick up somewhere else, €. g.

in case of emergency.
Developers

The key role of developers lies in delivering working and reliable high-quality source
code that makes up most of the product. They refer to the information system (IS) of the
project to stay up-to-date with current state of the product. They are notified about new
assigned work via the 1S, a discussion on the daily meeting or other form of

communication.

The assigned piece of work may be in a form of new feature. In this case, developer
designs the solution and works on the implementation himself. However, if this new
functionality is supposed to be a major change in the product and would affect the whole
architecture of the system, he asks for assistance from the architecture engineer and the

system integration engineer. Another type of item that developers are assigned to is a bug.
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A bug can be found by QA, Product Owner, developers, and, in the worst-case scenario,
by the client. An assigned developer must begin the debugging process by going through
all the available information about the found issue, including logs, screenshots and

descriptions provided by the person who had found it.

To ensure the quality of the source code they write, developers participate in an
activity called a code review. When a developer finishes writing the code for a feature, or
a fix, he then asks for a review from his fellow developers. At least two other developers
inspect the written code and give a feedback to the original developer, based on the
quality, reliability, security and many different attributes of the code. They may suggest
enhancements of the solution or discuss creating totally different solution, that would be

more suitable in that particular case, and the product as a whole would benefit from it.

Another activity they are responsible of is letting the QA know when the feature is
finished, so that they can start focusing on testing this activity. Developers must keep
track of all their items to ensure these items’ state is always correctly shown to others,

and to avoid misunderstandings in team.
Testers

The quality assurance is a crucial process in the SDLC. Testers in the team Force are
split into two main categories — manual and automated testing. Manual testers manually
simulate the behavior of the user interacting with the product, whereas automation testers
focus on automation of the testing process, hence, writing tests in programming
languages. Automation saves a lot of time and is very cost-effective, however, manual

testing is required in some of the test cases.
Among all the testing activities, the most important are:

e creating test plans, test cases and scenarios,

e maintenance and revision of the testing environment,
e functional manual and automated testing,

e regression and integration testing,

e reporting issues,

e assistance to developers during the debugging process.
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Testers provide necessary quality assurance to avoid shipping a faulty product to
customer. That is why testers are simulating new features and their integration into the
system on their own environments, using useful testing tools and looking for any odd
behavior. It is their duty to keep all the testing environments up-to-date. In case any issue
or bug appears, they immediately report all the collected information to the IS, providing
the steps to reproduce, environments versions, screenshots or any other useful files. There
are 2 manual and 2 automation testers in the team. They have a slightly different expertise
when it comes to developed products and a different level of experience in testing, but all
of them are able to test anything they are assigned to. When they run into something new,
they consult within the QA part of the team. If even this is insufficient, and they still lack
the information necessary for their work, they ask for advice from other engineers, or

consult the requirements with the Product Owner.
Product Owner

The responsibility of the Product Owner lies in establishing trust-based
communication between the team and the customer. Even there are many products
developed in this project, it has only one single Product Owner. It is his main duty to
ensure that all requirements from customers are met within deadlines and in outstanding

quality.
His daily workload consists of the following activities:

e communication with team members and customers,
e reviewing product backlog and current Sprint,
e prioritizing items,

e managing deadlines.

Product owner is always present at the daily meeting in case that team needs to
discuss any items from backlog or Sprint. Team informs him about the current state of
work and refers to him when there is not enough information about functionality or
priority. It is very important to agree on exact attributes of a work item in advance.
Sometimes, developers misinterpret requirements and create a functionality that is useless
or lacks attributes that customer expected. This is clearly a result of poor communication
between team and Product Owner. Reviewing items in Sprint and backlog is a daily

activity that the Product Owner should be able to execute before the daily meeting so that
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team can decide what is next based on up-to-date information in the IS. He also makes
decisions based on the state of items in backlog and Sprint, so developers and testers must

update their work items as well.
QA Lead and DEV Lead

Leads are supposed to establish communication across the whole team and are
directly referring to the Product Owner. They manage their group of developers or testers
and serve the purpose of tutoring, supervising and supporting. Both of them are senior
developers or testers, so they are able to share expertise in their domain. If testers or
developers lack time or resources, their Leads must make sure this is addressed as soon
as possible. They also help with estimates and coordination of activities in the project.
Leads do not implement or test features, since these are activities that their subordinates

carry out. Their presence at every meeting is required.
Architecture Engineer

Architecture engineer is actively participating in the product development. Before
implementation, he often designs core parts of the feature or helps developers who are
designing smaller features. He has a lot of experience with all the products and is able to
share knowledge on all key points of the products architecture. Architecture engineer and
system integration engineer are the first people that other engineers turn to in case of need

of advice or any as soon as any problem arises.
System Integration Engineer

This engineer is crucial for development of working and stable products. Not only
she possesses expertise about every single product developed including all the different
versions, but also understands how every part of the software operates and relates to other
parts. Since there were many products and versions created during the existence of this
company, further development without this role would be near impossible. She revises
all changes done to the core structure of every application, mainly, looking for any
interferences or malpractices occurring in the solutions created by other engineers. If she
happens to find any of these faults, she then guides engineers to better solutions. System
integration engineer is always present at the daily meeting, and apart from that, always
present during discussions with customers to evaluate all risks connected to desired

functionality or refactoring process.
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2.3 Information Technologies Analysis

To analyze the project environment, only systems significant for the team Force were
chosen among all systems used in companies. Main systems that serve as foundations and
support elements in the project are Zen IS, development environment, test environment,
test management system, communication tools, and the documentation portal. To meet
company’s requirements for exposure level, exact names of tools and versions are not
disclosed in this thesis. Human Resources (HR) and financial systems are not described

in this thesis, since this is handled between the USA and Brno upper management.
231 ZenlS

Zen IS is an internal information system developed by engineers from the US

company. Its main purpose is to serve as unified project management web application.

Home page contains links to all products and their versions, so that all employees
can browse the latest information about project from one place. Every product has its own
Sprint and product backlogs, that are typically accessed from the home page as well. The
reason for developing this custom internal application above the development and
versioning systems, was to cut costs on subscriptions to commercial products, such as Jira
from Atlassian, and using the expertise that engineers already possess in order to create
unique and well-fitted solution. When users drill down to a particular product, they can
view and modify content related to backlogs, such as items, their descriptions, item states,
priorities, and product information including deadlines, latest changes and versions etc.

Zen IS product page structure is outlined in the following figure (Figure 14).
2.3.2 Development Environment

Development environment consists of Integrated Development Environments

(IDE), versioning systems, and servers:

e development server,
e staging server,

e production server.

IDE is used for writing the code, building, testing and debugging it. It is up to
engineers to choose preferred tools, even though after many years of development,

engineers tend to mostly use the same IDEs and tools. Versioning system allows
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engineers to keep track of software versions and they also use is as a change management

and revision tool.

Product A
Product Owner:
Team Members:
Current Versions:
Customers:
Upcoming Deadlines and Events:
External Links:

Documentation:

Sprint 50 [Completed]

Sprint 51 [Completed]

Sprint 52 [Completed]

Sprint 53 [Completed]

Sprint 54 [ACTIVE]

Backlog Burndown Charts Test Plans

Figure 14: Zen IS Structure

(Source: Zen 1S)

2.3.3 Testing Environment
The environment dedicated to testing activities consists of these parts:

e test management system,
e test hardware and virtual machines,

e testing tools and add-ons.

With a creation of a new product version, QA part of the team creates a test plan with

test cases and scenarios that are related to the software functionality. These plans and
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scenarios are stored in the test management system. Other important components of the
testing environment are various testing tools and applications, that are widely used for
functional testing not only by testers, but also by developers in the implementation phase

or debugging process.
2.3.4 Documentation Portal

This is a website that belongs under the Zen IS. It is the first place where engineers
go while looking for information related to any product, version of product, customer
requirements, and any specific features and technologies used previously in the project
ABC. It is supposed to be a collective storage for all knowledge, know-hows, tutorials,
product documentation and requirements, as well as significant modifications in the

project.

Even though it is a helpful website used mainly by new engineers, after a certain
period of time it becomes an insufficient source of information when it comes to quality
and extensiveness of its content. This matter is often brought up in a daily meeting by
senior engineers who demand creating thorough documentation, but due to lack of interest
of other team members and QA and DEV Leads, this discussion always ends by mutual
agreement that never comes to action. A lot of the information is missing, mixed up,

incomplete or only partly valid.
2.3.5 Communication Tools

Team Force is a co-sourced group of engineers, so it is crucial to maintain regular
communication between Brno and the USA, as well as across engineer groups and
management levels. Mostly, team manages to solve matters via email, Skype and during
daily meetings that occur via GoToMeeting application. Other communication channels
are Zen IS, mainly Sprint items descriptions and details, and communication using

comments under items.
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2.4 Problematics Breakdown

There are two management layers in team Force. One is the local management of the
part of the team according to occupation. The second one is narrowed down to
management of the project ABC. For example, Brno engineers plan their holiday and
inform both Brno manager and the QA or DEV Lead, because it affects the project. On
the other hand, all upper-management decisions and communication between Brno and
the USA are handled mostly without the participation of the team members and they are
accordingly informed about final decisions or topics for discussion. DEV and QA Leads
are supervisors and managers of developers and testers, each tutoring and managing their
group of engineers and reporting directly to the Product Owner. Leads manage deadlines
and requirements, but don’t apply restricting rules on team members, leaving them the

freedom of choosing their own way of performing tasks.

However, there are clashes in the communication between Leads sometimes, due to
placing the priorities of development and testing against each other, forcing the team
members and Leads to lengthy discussions. The tendency of putting emphasis on only
one stage of development process is present mostly at the end of the Sprint and towards
any deadlines. This impacts the communication in team and tends to create hostile
environment, which leads to delays in the product delivery. These delays are negatively

impacting the company from USA in terms of their customer relationships.

Currently, these issues are attempted to be solved by creating temporary changes in
the workflow, such as implementing agile methodologies to project, but are never
enforced by management layer and hence, are discarded in the end. With the raising
number of new customers, company is struggling to deliver on-time and high-quality

solutions.
2.4.1 Management Styles Analysis

There is a strong presence of Waterfall model in the project ABC, since this is the
model typical for the USA company management. One task begins only after the previous
one has been completed, leaving, for example, testers without any tasks assigned for the
large part of the Sprint. Even though testers have other matters to attend, the testing phase

of the particular product is pushed away during the Sprint, creating large pressure on team
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towards the end of Sprint. When QA part of the team discovers more faults and bugs than
expected, delays in the product development cycle are very long and costly.

The second model of software project management, present in this project, is Scrum.
Scrum was chosen as a support for the current project management model and was
supposed to help managing several projects at once, with sustaining delivery and high-
quality solutions. However, only a few elements are drawn into the SDLC and application
of these elements is not with accordance to the core Scrum principles. These elements

and artifacts borrowed from Scrum and used in the project ABC are:

e planning meeting at the beginning of a new Sprint,
e Sprint (one iteration of software development),

e daily meeting (daily Scrum),

e putting emphasis on scarce documentation,

e welcoming attitude to changing requirements,

e the role of Product Owner,

e using product and Sprint backlogs.

There are several differences in usage of Scrum artifacts and elements used in the

project ABC and original Scrum principles.

The planning meeting does not include all team members; hence, planning is not
managed properly and additional communication via emails is required in order to spread
all the information. Team members do not participate in planning activities, like
estimating workload for items with story points. This is the domain of Product Owner,
who prioritizes items alone according to his information from customer. Absence of
developers and other engineers in this activity makes the development slow down every
time there is an issue with architecture and system integration of a planned feature. For
example, there are other parts of the application that need to be implemented in advance
and there is not enough time to finish the planned feature because of the decision of the
Product Owner. After the matter is brought up by team, Product Owner reprioritizes

Sprint items once again or moves a part of the workload back to the backlog.

Duration of one Sprint in the project ABC is not fixed. However, this is because

customers prefer waiting longer for desired functionality from receiving unfinished part
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of software on time. Even though team bears in mind that delivering past the deadline is
not the best practice, they partly count on having this possibility.

Project ABC daily meetings have a different purpose than the described and used in
typical Scrum environment. Detailed information and main drawbacks are described in

the chapter Meetings and Calls.

Scarce documentation in the project ABC is not an advantage, as described in Scrum
principles, but rather a disadvantage. Even though it is not healthy to have vast
documentation without actually focusing on the process, many engineers in the project
lack the time to write down all necessary guides and knowledge and this results in missing
information later on. All team members and managers know they would benefit from this
activity, however, no one participates in it. A lot of time is consumed later, when team
members are forced to go through processes that had already been executed in the past
but without creating documentation. This problem is caused mainly by the massiveness
of the whole project, developing several applications and its versions at once.

Welcoming attitude to changing requirements is a must in software development
projects. and project ABC is no different. This attitude is a strong advantage of the project

ABC, and its customers strongly rely on that.

The role of Product Owner in project ABC is very similar to the one described in
Scrum methodology. He understands the needs of his customers and interprets these as
requirements to the rest of the team. On the other hand, team members would like to be
given more chances to participate in estimating duration and complexity of tasks in the
Sprint as well as during the planning phase. Also, due to the number of products and

versions he must manage, he does not always get the prioritizing task done on time.

Product backlog in project ABC contains all previously created items that are
supposed to be implemented in the future. Product owner orders and manages items,
selecting the ones that are currently needed to be implemented and moving them to the
current Sprint backlog. However, some items, like bugs are reported to the product
backlog and some are reported straight to current Sprint backlog. This sometimes creates
confusion and misunderstandings between team members. The rules for creating items

and placing them in the correct place are not enforced by Leads nor the Product Owner,
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nor they are strictly written down in the Documentation Portal, so no one focuses on

abiding them.

Sprint backlog contains all items that team members work on at the moment and they
are the most pressing ones according to Product Owner. Many times, team does not focus
on execution of tasks in one Sprint backlog but in many Sprint and product backlogs for
different products and versions of the software at the same time. This is very difficult for

team members and Leads, as well as for the Product Owner to keep track of.
2.4.2 Sprint workflow

In this project, all the products developed have their own current and past Sprint
backlogs and backlogs. Backlog contains all the features, bugs, improvements planned to
be done during the existence of the product. Current Sprint backlog contains all the work

chosen to be worked on in the following period and past Sprints are sets of finished items.

Sprint is one iteration of the development of the product. However, Sprints in this
project do not have a fixed length and can range from 1 week to 2 months. Sprint does

not have strict rules, and anything can be added or removed in the meantime.

New Sprint is announced when the Product Owner decides that team needs to move
from the current Sprint. Testers are often stuck in a seemingly finished Sprint while
developers are already in a different Sprint. This leads to confusion about the current state
of the work and complicates the process of planning. It is very common to have unfinished
and active items in a Sprint that is supposed to be closed. Often, team members participate
on development of more than one product, hence, must manage work between several
Sprints and even backlogs. Backlogs, despite the recommendation, often contain active
items. This is because of last-minute changes of requirements by customers or

misunderstanding of planned features.

The position of one item throughout the iteration of one Sprint, is described in the
EPC diagram (Figure 15).
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RACI Matrix

RACI matrix helps to understand core responsibilities on the team members,

accountability, information flow and consulting flow (Table 4).

Table 4: RACI Matrix

(Source: Own Creation)

Activity Team Engineer  Engineer Tester Product
A B Owner

Assigning the item I R

Requirements R A

analysis and

revision

Implementation I R

Code review I R

Item in QA R I
Revision of R

requirements

Planning Phase

Before the planning meeting takes place, the Product Owner must sit down with a
customer with the vision forming a final set of requirements for the upcoming Sprint.
However, these requirements often change during the Sprint, so team needs at least a
rough version of requirements to begin the planning process.

After this meeting, team can arrange a planning meeting. Planning meeting involves
the USA part of the team, as stated earlier. Team members review the requirements and

create a set of new items or choose existing items from the backlog and discuss them.
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Figure 15: Sprint Item Workflow EPC Diagram

(Source: Own Creation)
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Team does not use any official method to rate the difficulty or estimate the process
of development for items, rather they verbally describe every item, discussing the
workload needed. These mutual estimates are not described in the IS, so it is difficult for
e. g. testers, to remember the extensiveness of the feature when they get down to the
testing process. This leads to misunderstandings in terms of what is the part of the testing

process and what testing activity is already over the top or meaningless.
Implementation Phase

After the official Sprint backlog is formed, it is up to developers to choose what they
prefer to start working on. The only exception is toward the end of the Sprint, when the
order of performed tasks is often set by the Product Owner, to ensure that customers will
get the necessary minimum of their requirements implemented on time. Items in the
Sprint backlog can be in one of many states. The first state of an item is New. Any item
that was added by a team member is in this state. When developers or engineers start
working in this item, they change the state to In Progress. This is because the whole team,
mainly the Product Owner, needs to keep track of the current state of the whole Sprint
backlog. Firstly, developers need to go through all the requirements for desired
functionality and in case there is any missing piece of information or unclear conditions,
they need to meet with the Product Owner to discuss the matter. After the implementation
of several items is finished, and other engineers positively rated the completed code,
owner of this item changes the state to Ready to Test. Right before handing it over to
testers like this, one of the engineers produces a working build to be tested on. He or she
selects all items set to the Ready for Build state and produces the build. If items are not
correctly labeled, they are omitted from the build and this causes several arguments

between the team members and Leads.
Testing Phase

Testing activities related to the active Sprint begin as soon as there are any Ready to
Test items in the Sprint backlog. Testers can assign these items to themselves and begin
testing the functionality on their testing environments. These environments need to be
prepared in advance to ensure that everything is complete on time. To keep the

environments up-to-date, testers need to possess all parts of the system in the newest
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version. However, this part of the process is often slowed down due to volatile state of
requirements. System integration engineer often gets caught up in the process of
producing many versions of the same part of the application, before the final one is agreed
on. Hence, preparing environments for testing purposes is often delayed, which prolongs

the whole Sprint duration.

With a working and updated testing environment, QA part of the team tests all the
Ready to Test items and sets their state accordingly. If the completed item passed all the
automated and manual testing, they set this item to be QA Passed. On the other hand, if
there is any problem with the way that new feature behaves or integrates with other parts
of the software, QA sets it to QA Failed and assigns the item to the developer who worked
on the implementation phase. QA Passed items are then changed to Complete by the

Product Owner.
Revision and control activities

These activities are executed throughout the whole duration of the current Sprint.

These are mainly:

e daily meetings,

e reprioritizing of the Sprint backlog by the Product Owner,
e restructuring items requirements,

e code reviews,

e retesting by QA,

¢ functional regression of the product,

e controlling activities performed by DEV and QA Leads,

e occasional creating of documentation.
Release Phase

Release phase is a term used to describe the phase near the end of the Sprint, when a
final build, called also Alpha build, is produced and passed the testing. Team members
have successfully created a shippable product that can be tested on beta customers. After
the build passes even this phase, it can be deployed at the customer. There is sometimes
a Demo meeting occurring in this period of time, where several teams and managers

gather to observe the demonstration of brand new software features and give feedback to
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team Force. This is the favorite part of the Sprint for many team members, because they
can enjoy the results of their work and feedback from their colleagues. Feedback from
customers goes back to Product Owner, who then shares the information with the rest of
the team, mostly during daily meetings. There is currently no meeting dedicated solely to
feedback analysis and future improvements discussions. Most of these discussions take
place during daily meeting, affecting negatively the time management of the team

members, since these discussions tend to go over the estimated meeting duration.
Meetings and calls

There are currently recurring daily meetings held for the whole team and a few other
types of meetings with different purposes. Namely, team members and other interested

parties meet at:

e daily meetings,

e planning meetings,

e emergency calls,

e troubleshooting meetings with customers,

e regular calls with customers.

The main purpose of the daily meeting is for team Force to group up at one place
physically or at least via virtual meeting, using application GoToMeeting. Attendees are
team members and other employees who are needed for discussion. Daily meeting begins
with one of the team members who asks everyone in the room to say a few words about

what is blocking their work and what they work or plan to work at.

This project has no Scrum Master, so the person coordinating the meeting is
sometimes a developer, sometimes the Product Owner or lead. This is a little confusing
when at the beginning of the meeting everyone is quiet and waits for others to start. Also,
without a dedicated person to lead the meeting, team often becomes passionate about one
single problem or a blocker and tends to completely change the purpose of the meeting.
This takes time of all the people not directly connected to the discussed issue. Daily
meeting is also used for sharing various news about customers or other employees of the
company. This leads to another time consumption. Daily meeting is often mistaken for
knowledge transfer meeting and team members once again get caught in a lengthy
conversation about implementation details or other technology related topic. To get the
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idea of the current state of the work, Product Owner often shares an on-going Sprint or
backlog on screen for all team members to see it. This leads to discussion about various
work items and the state they are in. Since testers and developers often forget to keep up-
to-date state on their assigned items, not everyone is able to get the idea of current
progress. Fairly often, test items that have already been implemented and are included in
the latest build, waiting to get tested, are stuck in the Sprint in Ready to Build state.
Developers often forget about this and do not change the state to Ready to Test. This
means that testers do not get to the testing process and are blamed for not doing their part
of work at the meeting. On the other hand, testers tend to forget to change the state of
tested items to either QA Passed or QA Failed, once again leading to prolonging the work
in the current Sprint and misunderstandings at the meeting. Another subject of discussion
is the version of the product team speaks about. It is common that after 20 minutes of
conversation, someone finds out that team is speaking about totally different version or
even a different product. What is supposed to be a daily meeting, in its Scrum form, often
turns into half an hour or longer discussion about several topics. After everyone in team
shares their progress and blockers, the currently leading person asks if that is all to be
discussed and dismisses team. This meeting occurs in the morning for the USA part of
the team and in the afternoon for the Brno part.

Planning meeting is exclusive for the USA part of the team and no one from Brno
is invited. Since this practice is currently blocking the Brno part from actually
participating in planning the future work, a lot of seemingly obvious decisions appear

confusing to engineers from Brno.

The only planning activity that Brno engineers participate in, is occasional emails
about latest decisions. As they are the last part of the team to find out about them, they

often have to stop their WIP and start working at different tasks.

Emergency meeting or call is not a regular event, but rather a sporadic meetup
within a small group of engineers and managers with the main goal of solving immediate
problems and critical issues. These meetings occur anytime there is a huge probability of
failure when it comes to product delivery, either on time or in required quality and extent.
Another reason to hold this meeting is any problem that appears at the customer and is
not able to be solved easily with a help of customer service of simple fix by developers.

61



Emergency calls help in prevention of losing valuable customers or losing their trust when
it comes to delivery. Anyone who can give useful insights about the discussed topic is

required to attend this meeting.

Attendees of the troubleshooting meeting with a customer are mostly developers
and other engineers who must break down the problem that occurs at customer. This is a
direct communication between the customer and engineers with the goal of solving

critical issues and preventing their future occurrence.

Regular call with a customer is held only between a Product Owner and a customer.
No one else is required to attend, since the conversation is about customers satisfaction
with the current progress and the latest version of the product. They can also express their
concerns and ideas for future development. After this meeting, Product Owner is able to
inform all team members about news and update the IS with accordance to customer’s

plans and needs.
Items in Sprint

Apart from the work in all phases of the software development, engineers and other
team members create items anytime they need to file in a new feature, bug, architecture
change, functionality, refactoring or cosmetic change, etc. (Figure 16). Mostly, these
items do not have any descriptions, as they are created during daily standup meeting and
no one gets back to them afterwards. When this item comes to an attention during Sprint,
it is difficult to track down the trail of thoughts that lead to this item. With the item name
solely, engineers are not able to determine all requirements and key properties of the
functionality, and testers are not able to test the item thoroughly. When the Product Owner
goes through the Sprint, he is not able to prioritize an item that lacks a description, hence,

he must discuss this matter with team members once again.
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Item ID / Item Name

Item Type: Assigned To:
Creation Data
Description: " Sprint :
Requirements: History :
Server:
Steps to Reproduce:
Expected Result:
Actual Result: - Comment 1
Features: Comment 2
Work ds:
oricatounds Add Comment..
Save Changes Cancel

[

2.4.3 Cynefin Framework

Among all five domains, project ABC stands in the complex domain. The
development environment is rather unpredictable. This is the domain of emergence, and
in a lot of cases, the solution is not apparent at the first glance. Team members usually
need to investigate thoroughly and inspect the environment. After that, team decides what
is the best solution in this situation and adapts. Since efficient interaction and
communication are essential for this domain, there is definitely an opportunity to enhance
these skills at the moment. This project can be described as enhancing existing products
with new innovative features. As mentioned in the theoretical background of this thesis,

Scrum is well suited for the complex domain, since is need for innovative and creative

Figure 16: Item Creation Example

(Source: Zen 1S)

approach to matters. The project is not in the disorder domain, which is an advantage.
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2.4.4 SWOT Analysis

After collecting all necessary analytical data, the current state of the project ABC can
be analyzed with SWOT analysis (Table ). This will help in conclusion to all strong and
weak spots of the project and pinpoint all opportunities and threats. This summary is
based on all preceding analysis.

Table 5: SWOT Analysis of Project ABC

(Source: Own Creation)

Strengths Weaknesses
Expert knowledge of specific The lack of the Scrum Master role
technologies Vague definition of team members

Team members' effort to go the responsibilities and process flow

extra-mile to fulfil all customers' | Over-communication instead of emphasizing

needs the necessary level of documentation
Critical thinking and problem Poor documentation

solving Unclear purpose of the daily meeting
Innovative and niche products Vague deadlines, progress of work and
development definition of done

Excessive workload towards the deadline
instead of sustaining pace throughout the
Sprint
Omitting the use of helpful tools
Opportunities Threats
Expanding to other continents and | Increasing competition in the industry
markets that would benefit from Economic crisis
the technology Inflation
Referrals from loyal and satisfied | Ending the partnership between Brno and USA
customers and partners to improve | due to currency fluctuations
the position in industry Legislative restrictions in terms of security
Increasing interest in the industry | (GDPR)

Implementations of cloud solutions
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2.5 Analysis Summary

Even though project ABC is a successful cooperation between the engineers from
Brno and USA, there is a significant gap between the ideal and the current state of the
project. With increasing number of new customers and delivered products, project
struggles to keep up with requirements of products and sustain effective management of
software development. Among the negative impacts, delayed delivery, losing customers
due to delays and misinterpreted requirements, and costly development due to ineffective

management are the most crucial ones.

Leads and managers fully understand that there is plenty space for improvement and
refinery of the software development process and they also attempted to fix it by
implementing Scrum techniques to the workflow. However, this decision has not been
completely brought to action and its poor execution lead to more confusion than solutions.
Agile elements and artifacts, as well as core principles are not being used to the fullest
potential nor with the accordance to the recommended usage, or best practices. On the
other hand, Cynefin framework clearly states that the project, being in the complex
domain, could benefit from adopting Scrum techniques. Improvement in this sphere is
unfortunately always put at the second place, after the product development and delivery

in fear of losing time and profit.

All preceding analysis show the lack of quality in usage or execution of the following
fields:

e team communication,

e usage of meetings,

e process workflow,

e definition of progress and done,

¢ planning and execution of the plan,
e deadlines and priorities,

e level of documentation,

e supporting tools and applications,

¢ handling massive workloads.
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3 PROPOSAL OF SOLUTION

The following part of the thesis focuses on a solution created in order to improve the
software development management of the project ABC. Proposal of changes is built on

preceding analysis of the current state of the project.
3.1 Implementation of Agile Methodologies in the Project ABC

After evaluation of the current state, proposed solution is to adapt several core
principles and artifacts of the agile methodology Scrum while focusing on unique needs
of this particular project. Implementing Scrum is a result of Cynefin framework
recommendation about projects that are in the complex domain. Apart from this reason,
everchanging requirements from customers are impossible to fulfil using solely Waterfall
approach, because it is not built to handle significant changes in requirements. Customers
using products developed in the project ABC are often changing requirements in the
middle of the development process and want to know what the state of their product
currently is. This iterative way of delivery and the strong presence of customers are
typical traits of agile methodologies; hence, the project ABC would benefit from their

usage.

For clarification, this adoption is not about recreating the whole project to fully
Scrum-using project, rather it is a proposal to select the most suitable parts of Scrum that
project ABC would benefit from. Project ABC is a complex set of several products and
versions, being delivered to different customers with unique needs. Managing this project
solely with the usage of Scrum would not be suitable in this case, since this methodology
tends to neglect documentation, and delivery planning tends to be blurred in terms of
concrete dates. There are many advantages of using Waterfall model in a project of this
complexity and implementing other methodologies elements, such as from Scrum or
Kanban are supposed to support existing components and relations, not completely
replace them.

Proposed solution is a combination of the currently working and effective parts of
the software development process and new or modified principles and elements from
agile methodologies that are supposed to help in terms of effective delivery and flexibility
of the project.
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Implementation of the Agile methodology Scrum into the project ABC is split into the

following activities:

¢ integration of Scrum Master into the project ABC,
e Scrum training for all team members,

o redefinition of roles and responsibilities,

e Sprint rework,

e continuous measurement and improvement.
3.2 Integration of Scrum Master into the Project ABC

Based on results of the analysis, implementation of Scrum elements into project in
the past has not been executed to its fullest potential, and one of the key elements omitted
from the process has been the role of Scrum Master. The first step in the process of change
is the integration of the Scrum Master role into the team. Proposal of creating a Scrum
Master role in the team Force is a result of current hardships in effective communication
of team members throughout Sprints. Even though there are roles of QA Lead and DEV

Lead in team Force, they do not fulfil the purpose of Scrum Master in team.

Scrum Master will help team members embrace Scrum values and use them
accordingly in their unique project environment. Shaping of usage of Scrum principles
and core ideas is very important in a project that embraces several software development
management models and is necessary for creating the most suitable environment for the
project. Scrum Master as a role in team Force helps to understand the importance of
Scrum artifacts, team roles, communication flow and agile principles and teaches how to

use them to their advantage.

Another area in the project that will benefit from the presence of the Scrum Master
role is meetings organization and execution. Daily meeting, as the analysis shows, is an
ineffectively used meeting with many subjects discussed, fulfilling many purposes at the
same time, but not the original purpose. That is, having a meeting once a day to catch up
with team and inform others about the progress of the current Sprint and current blockers.
Moving the responsibility of meetings organization to Scrum Master will help all the
other team members focus on their workload and the confusion in terms of leading

meetings will be removed.
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Scrum Master is usually a part-time job and appears to be the most suitable solution
even in this situation. Even though he or she will manage one team that develops several
products and several versions of the products at the same time, all Scrum activities will
intersect all the development processes. This means mainly having more meetings and
more time required for Scrum activities than a usual Scrum project has, but not to the

extent that would require a full-time position.

Recommended location of the Scrum Master is the USA, even though this role will
be present for both Brno and USA part of the team. Scrum Master will have to adapt to
the time-zone difference on both parts of the team and adjust meetings and
communication accordingly. The reason for choosing the Scrum Master in USA is

because the majority of the team is located there.
3.2.1 The Role of the Scrum Master in Treatment of Problematic Situations

With the addition of a new role in team, the Scrum Master, team members will have
to learn about his or her responsibilities and daily activities, so that they can ask Scrum
Master for help in suitable situations and use his or her presence in team effectively. In
case of missing information or uncertainty about next steps, team members will inform
their Lead, Scrum Master and altogether with Product Owner they will work on solving
these problems.

The role of QA and DEV Lead in team will not change, except for the communication
aspect. Any issue will be solved with the help of Scrum Master and with participation of
all team members in a meeting, where they will discuss these matters and come to a
suitable solution. Whereas Leads will represent leaders in development and quality
assurance, Scrum Master will be considered a leader as well, but mainly in
communication, problem-solving support, guidance in using Scrum artifacts and core
principles. Team members will seek advice from Scrum Master anytime they run into
communication clash or anytime they are unsure about their next progress in the
workflow. Instead of solving the issues for them, he or she will guide them while they
solve it on their own. Typical example of this form of help is when QA Lead or DEV
Lead are putting development and testing against each other in terms of priority, creating
pressure on team members and causing misunderstandings across the team. Scrum Master

can help solve this by helping team members discuss the matter and come to solution.
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3.2.2 Core Responsibilities of the Scrum Master

Among other spheres of work, or other areas where Scrum Master might be asked to

help, he or she will be mainly responsible for the following activities:

e pursuing the understanding of Scrum principles and core values,

¢ helping other team members use the Scrum principles and core values effectively
and with the accordance to the project’s specific environment,

e organization and running of team meetings, enforcing focusing on the purpose of
the meeting,

e communication and problem-solving guidance for team members,

e interpreting team members’ ideas or needs to Leads, Product Owner and
managers,

¢ helping Product Owner manage the product and Sprint backlogs,

¢ enforcing the continuous improvement in the software development process,

¢ helping team members embrace and adapt to changes or improvements,

e removal of impediments and barriers that block team members from work.
3.2.3 Scrum Master Adaptation

As a Scrum Master will be a new addition to the team, he or she will have to observe
the current project environment at first, to grasp all the project specific aspects and
problems. This observation will be held for 2 weeks, when a team will continue with the
previous course of work with the passive attendance from Scrum Master. After mapping

of the environment, Scrum Master will become an official part of the team Force.
3.3 Scrum Training

To ensure that all team members have the basic knowledge of Scrum core principles
and artifacts, all team members will attend a Scrum training. Brno part of the team has
already undergone a Scrum training, as all employees of the SDE Software Solutions s.r.o
are encouraged to attend this training as one of the benefits provided by the company.

8 members of the USA part of the team will attend a training under the guidance of
the new Scrum Master. Training will be held for two days. During the first day, team
members will learn about the basics of Scrum and the second day will follow with a

practical workshop Lego for Scrum. This activity is a lightweight way to adopt Scrum
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practices and learn about artifacts, as well as the way that a Scrum team operates. The
whole training will take 8 hours, but as already mentioned, will be split up to 2 days. The
cost of holding this session is included in the overall cost analysis at the end of this part

of the master’s thesis.
3.4 Responsibilities and Roles Redefinition

In order to incorporate the changes into the project ABC, several changes in

responsibilities of the existing roles are required.
3.4.1 Product Owner

Lack of time puts pressure on Product Owner and leaves less time for breakdown of
requirements for a product. Poor requirements management is currently reflected in
backlog items not being described and organized completely and broadly. Other team
members struggle with incomplete requirements and are unable to fully implement and

test required features.

Responsibility of Product Owner in terms of requirements management will be
divided between both Product Owner and Scrum Master, who will help with entering and
refining these requirements in the Zen IS. This form of cooperation will be present daily
between both Product Owner and Scrum Master, who will meet before the Daily Meeting
to write down, edit and prioritize all necessary changes in items from Backlogs. This way,
Product Owner will be focused on communication and relations with customers, while
Scrum Master will help him with the task of transforming these requirements into items

descriptions in the Zen 1S for other team members to work with.
New Core Responsibilities of the Product Owner
The following activities are to be performed by Product Owner:

e communication with customers,

e collecting requirements, ideas from customers,

¢ collaboration with Scrum Master in prioritizing, editing and keeping requirements
up-to-date,

e interpreting requirements to team members and technical aspects to customers,

o definition of acceptance criteria and their revision,
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e presentation of new products and versions to customers,
e collaboration with stakeholders,

e economics management.
3.4.2 Team Members

Other team members, such as testers, developers, and other engineers are not going
to go through many changes in their core responsibilities and tasks, however, there is need

to refine a few of present rules and principles used in the project ABC.
Items Creation

The first modification is in the way they report new items to the system. It will be
obligatory to fill in some of the information while reporting a bug, new feature,
modification, refactoring proposal and other items. For team to effectively use the Zen IS

to track progress, team members will be obliged to always fill in these information:

e scenario steps to reproduce,

e expected and actual result of these steps,
e all environment versions,

e requirements for a new functionality,

e relevant files, such as mockups, screenshots, log files, etc.

Any other significant information necessary for other team members to fully
understand or debug the item, will be included as well. Product Owner and Scrum Master
will be responsible for keeping the track of these items and the state they are in. If any
necessary information is omitted, they will ask the creator of this item to add more details.
In case this item is still too vague, or someone does not understand e. g. the description
of the item, additional modifications and explanations will occur during the Grooming

meeting. The purpose of the Grooming meeting is outlined in the following chapters.
Documentation

One of the biggest opportunities for improvement in the project ABC is the way that
team Force handles the documentation creation and usage. With no enforcement of
creating documentation, team members currently always put away this task, until the topic

is no longer relevant, and it becomes forgotten.
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To improve this common issue, team members will be encouraged to create
documentation using the Documentation Portal. Since this system already exists, and
contains outdated or incomplete data, there will be a new branch of Documentation Portal
created and used for the purpose of documentation creation, sharing and revision. Team
members responsible of reminding and occasional review of the documentation state and
progress will be the DEV and QA Leads.

3.4.3 Work Progress Definition

Throughout the development process, many team members experienced problems
with the precise state of an item they worked on, leaving them clueless about the next
progress. This lead to lengthy discussions during the Daily Meeting with no clear
responsibility for these issues. Proposed change lies in precise definition and dedication
of the state of one item to ensure every single team member knows exactly in what state
the item is a and what that means in terms of next steps in the process. The rules of setting
the state of an item and updating it accordingly will be enforced by DEV and QA Leads.
All these definitions and rules will be present on the Documentation Portal for all team

members to have a look in case they need it.
Workload Amount

Proposed changes in workload extent are related to the way team currently handles
the complexity and amount of work in one Sprint. In the past, vast number of tasks
included in one Sprint caused ineffective performance of team members,
misunderstandings and delays in delivery of the product. Hence, proposed changes in this
sphere are mainly:

e aprecise definition of a terminable Sprint,

e using meetings for items estimates and management of both Product and Sprint
Backlogs,

e focus on the planning phase to pinpoint an executable amount of workload,

e continuous improvement of the estimated workload that team can handle in one

Sprint using burndown charts.
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WIP

Only an item that is in the current Sprint Backlog and is at the same time assigned to
an engineer who is working on it can be set to the In Progress state. On the contrary to
previous situations, items from the Product Backlog cannot be in the In Progress state, as
they were not chosen to be executed in the current Sprint are waiting in the state New or
Ready in the Product Backlog.

Definition of Done

Definition of Done helps to estimate the state of items in Sprint in terms of developed
features or a product being shippable to customer. Set of items from the Sprint Backlog
is Done after all these criteria were met:

e items’ compliancy has been reviewed in terms of design requirements,

e documentation related to the functionality, user cases and test cases has been
reported to the Documentation Portal,

e system integration of new features has been executed,

e items passed the testing phase performed by QA part of team,

e developers created release notes for a customer,

e there are currently no issues related to the product,

e items as a whole passed the acceptance criteria on a testing environment.
Deadlines Handling

With the experience with previous massive releases, there is a proposal for a change
in the way that the Product Owner and Leads manage deadlines. This issue should be
partly solved with the help of planning meetings, grooming activity and daily meetings.
However, there is also need for more detailed planning further ahead. This is the domain
of the Product Owner who should allocate his time accordingly and focus on planning the

necessary minimum of project activities in advance for several products and releases.
3.5 Sprint Rework

Sprint as a Scrum element will be defined as one iteration of software development
in project ABC with the goal of delivery of a product, its version, or a part of the solution.
With more than one product being developed at the same time in this project, there is

need to divide the work of team members to logic groups of tasks related to a product, or
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product version. Normally, work in project ABC is planned with accordance to upcoming
product delivery for particular customers. Therefore, team Force is often split up to two
units, each developing a different product at the same time. In case of a massive release
for one of the customers, team unites and works together in one Sprint again. In the past,
this approach has been established as the best possible solution for development of
various products at the same time. To execute several different Sprints in one single team

has been possible thanks to the similarity of products and their versions.

Having more than one Sprint when needed will remain, but with much greater
emphasis on planning in advance, than before. This planning phase will be mainly about
assignment of team members to a particular Sprint and definition of the intended
workload and deadlines. The purpose of focusing on planning in advance is a result of
past hardships connected to working on several products at once with vaguely defined
priorities and deadlines, as well as assigned engineers. Product owner will be held
responsible for informing all team members about planned product-delivery, including
deadlines and the most pressing matters. All this essential information will be dispensed
at the planning meeting before the beginning of the Sprint(s). Planning meeting will also

be the right occasion for addressing all raised questions, worries or suggestions.
3.5.1 Sprint Duration

Duration of one Sprint will no longer remain without a defined duration. It will be
planned in advance based on the requirements and plans that Product Owner possesses as
a result of his communication with customers. Typically, one Sprint will take 3 weeks in
case of a common workload in the upcoming release. In case of a massive release
consisting of complex changes in the product, such as architecture changes, refactoring
or a completely new set of features, Sprint will be planned to last 3 weeks as well. One
than Sprint can precede the final release. In the past, massive releases required one long
Sprint without a defined deadline and that caused frustration of team members without a
clear vision of the goal. Having several specified iterations with the same durations
instead of one non-defined iteration will help in continuous improvement of the
development process. Strict definition of the workload in advance will allow finishing set

tasks on-time and in required quality. Changing workload in the middle of Sprint due to
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customers’ change in requirements will not be necessary, because of the suitable duration

of Sprints.
3.5.2 Sprint Course

The following timeline shows the planned course of 3 Sprints flow in the project
ABC, based on all proposed changes stated in this part of the master’s thesis (Figure 17).
After Sprint 1 (S1) starts, assigned team members execute work with the help of Zen IS
Scrum Board. Throughout Sprints’ course, developers create builds, chunks of features
to be tested by QA part of the team. Preparation of several small builds in one Sprint will
allow testers to prepare their environments in advance, without delaying the test process.
Every single workday, team members meet at the Daily Meeting to discuss briefly their
progress on items from the Sprint Backlog. In order to plan in advance, there is a meeting
held every Sprint to catch up with the latest requirements from customers and adapt to
changes. Between the end of S1 and the start of the Sprint 2 (S2), team members gather
during Grooming and Planning Meetings to prepare for the next Sprint. After they
estimate and select their workload for the next Sprint, they check whether all work
designated for the current Sprint has been finished. With all work complete or moved to
Backlog, team members end the S1 and hold a Retrospective Meeting to review their past
work and effort. After that, S2 can begin and meanwhile, team prepares for another Sprint,

and so on.
3.5.3 Product Backlog

Product Backlog is the origin of the items that are then selected and included in the
Sprint Backlog. The quality of Backlog management will be ensured by several changes
in this project. These changes will affect the way that items in the Backlog are created,
described, maintained, prioritized and ranked. The responsibility of maintenance in the
Product Backlog will be divided between the Scrum Master and Product Owner who will
collaborate on this task. Keeping track of existing items in the Product Backlog can save
time during meetings and allow team members to focus on important tasks and

discussions about the product.
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3.5.4 Sprint Backlog

This Backlog consists of the items selected from the Product Backlog by the Product
Owner with the assistance of the Scrum Master and team members. It is a list of items
chosen to be executed in the current Sprint. Assurance of the quality of the Sprint Backlog
will be performed by team members in terms of items creation and modifications

according to the latest requirements and investigation results.

// Grooming Meeting (S2)
I // Planning Meeting (S2)
// Sprint End (S1)
o // Retrospective Meeting (S1)
// Sprint Start (S2)
o // Sprint Execution (S2)
/ Requirements Revision (S1-S3)
o / Grooming Meeting (S3)
// Planning Meeting (S3)
o / Sprint End (S2)
// Retrospective Meeting (S2)
® // Sprint Start (S3)

Figure 17: Section of Several Sprints Flow

(Source: Own Creation)
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Another part of the team that will focus on sustainability of the Sprint Backlog will
be the Product Owner and Scrum Master in terms of accordance to the needs and of
customers and suggestions from engineers. Daily meetings will serve the purpose of quick
progress-check in the current Sprint with the use of a Scrum Board. A Scrum Board is

described in detail in a dedicated chapter.
3.5.5 Grooming Meeting

Grooming meeting will be an addition to the planning and daily meeting already used
by the team Force. In the development process, a grooming meeting will take place once
in the Sprint and must take place right before the Planning meeting. Backlog grooming is
an activity performed by all team members. The main purpose lies in writing down,
editing, refining and estimating the Product Backlog items. Adding the Grooming
Meeting to each iteration of the development is a result of previous communication flows
caused by incomplete, non-estimated, and poorly described items in the Backlog. What
has previously been an occasional or emergency meeting with the same purpose will now
become a regular activity performed by the whole team each Sprint. The duration of this
new activity is yet to be decided by Scrum Master after a few Sprints will have been

executed in the project.
Items Estimates Using Story Points

Estimating items is different from prioritizing them (critical, high, normal and low
priority). Ranking items in terms of difficulty will allow team members better understand
the amount of work connected to them and estimate the overall workload they will be
able to perform in the upcoming Sprint. Among many methods used to estimate the
workload of one item in the Product Backlog, team Force will adopt the method using
Story Points. This method allows team members to define a workload of one typical task
from the perspective of both developer engineer and QA engineer and then use this
unified estimate as a referral used for ranking all the other items.
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Create or join a session

Create session

Session name:

Cards: ?
1,2,3,5,8,13,20,40,100 ~
is private

Create

Join session

Session id:

Your name:

Join

Figure 18: Scrum Poker
(Source: [16])

From the experience from other projects in SDE Software Solutions s.r.o using
Scrum, one Story Point will represent a development of one simple form in the application

with the implementation of the back-end, front-end and creating a unit test for this form.

From the QA point of view, one Story Point will represent a functional test of several
simple forms including pre-defined scenarios and user cases. The definition of one Story
Point will be confirmed at the first Grooming Meeting and entered to the Documentation

Portal for every team member to access the definition whenever they need it.

Assigning Story Points is an activity performed by team members, namely
developers, testers, system integration engineer, architecture engineer, DEV and QA
Leads. Since team members are located in both Brno and USA, there is a need for using
online version of Scrum Poker, a Scrum activity used for ranking items in the Backlog.

Team members will join a session created by Scrum Master and select their best estimate
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of the difficulty of the item given in the poll. An example is shown in the following figure
(Figure 18). Scrum Poker is an online open source application. The session is typically
initialized and shared by a Scrum Master on his or her screen and other team members
access the session via their mobile devices using QR Code. Thanks to this system, team

members can vote anonymously and without the impact of others’ opinions [16].
Definition of Ready Checklist

Grooming requires a clear Definition of Ready for items in the Product backlog. In
terms of the result of a grooming activity, an item is in the Ready state under these

circumstances:

o all the requirements from customer related to the item are clear,

engineers fully understand all the details about the item, such as technical criteria,

user cases and processes related to the item,

o all these requirements and criteria are defined in the item description,

o all relations and dependencies to other items are clearly determined for the item,

e team members possess the abilities and resources execute the workload to
complete the item,

e team members understand the purpose of the item and can demonstrate in a demo

meeting.

Items in the Product Backlog with the Ready state are ready to be included in the
Sprint Backlog and they are all sorted by priority. If they do not meet the criteria stated
in the checklist, team members need to go through all the information again and include
more details or explanations and repeat the process until every item from the Product
Backlog is in the Ready state. Definition of Ready will help team members commit to
performing workload effectively, with a clear vision of item definition, its purpose and

problematic spots.
3.5.6 Planning Meeting

The planning meeting has already been adopted by team Force, but with only the
USA part of the team participating in it. With the knowledge of problematic dealing with
deadlines and plans for next steps throughout the duration of the Sprint, team Force should

unite during the Planning Meeting with the participation of all team members. This simple
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change will remove the information barrier between Brno and USA part of the team and

help in understanding the course of development processes.

The goal of the Planning Meeting is to determine a suitable portion of workload for
team members to execute during one Sprint. Preceding activity required for an effective
Planning Meeting will be a quick revision of the items in the Product Backlog that are in
the Ready state. Planning Meeting will always take place right after the Grooming
Meeting and the main activities performed with the guidance of the Scrum Master will
be:

e moving unfinished items from the previous Sprint to the current Sprint Backlog,

e asserting a new value of story points to items if needed,

e addition of Ready items from the Product Backlog to the Sprint Backlog one after
another,

e quick revision of all items to ensure every team member knows what the purpose
of every item is,

e continuous assignment of items to team members based on their choice,

e assignment of items with accordance to everyone’s ability to undergo a specific
amount of workload,

e repeating assignment of items with the highest priority from the Product Backlog
until every team member is content with the amount of workload,

e revision of selected items and reassurance that all team members are committed
to handle the workload,

e reminder of the next Sprint’s start and end date.

As these Planning Meetings will be sometimes organized for more than one Sprint,
there is need to allocate a suitable amount of time between the planning activities of each
Sprint. Either Scrum Master choses two different days for Planning Meetings or gives
team members sufficient break in between planning activities for two Sprints during one
meeting session. Planning activity will be refined as the team will gain experience with
estimates of their workload execution ability. To help team members will more accurate
estimates, team Force will be using Burndown Charts to track the amount of workload

successfully executed in each Sprint.
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3.5.7 Daily Meeting

In contrary with the previous usage of the Daily Meeting, the main purpose of the
daily meeting will be to catch up with team members, define current blockers and
questions and review the overall progress in current Sprint. Participants of the Daily
Meeting will remain the same, i. e. engineers, Leads, Product Owner and the addition to

the team Scrum Master, as well as any other interested party.

Daily Meeting will be held once a day and will be moderated by the Scrum Master
who will ask every team member to inform others about their current and planned
activities, and if necessary, their blockers and questions. In case there are any pressing
matters blocking a team member from working, these issues are to be discussed in a

separate session with the participation of interested team members.

The presence of the Scrum Master during this meeting will prevent team members
from discussions about matters that are not related to Daily Meeting. If any unrelated
topic is brought up, he or she should remind team members the purpose of the Daily
Meeting and help them move the discussion to a suitable meeting, call or simply an email

conversation.
3.5.8 Build Delivery and Releases

Build delivery will be defined as a separate item, since creation and testing of one
build is done by several team members. It will no longer have a vague deadline, but a
defined date, or date range so that team members can plan their next activities
accordingly. Build delivery does not necessary mean the end of the Sprint but can be done
in any part of the ongoing Sprint. Build is a set of features, bugs, or changes implemented
or fixed in current Sprint and are ready for the testing. It is necessary to plan a portion of
items that will be implemented by developers and the portion of items to be tested by
testers in the Sprint, so that all team members have their work distributed throughout the

whole Sprint duration.

Release, on the other hand, will be defined as a set of builds chosen for delivery to
the customer. Each release has its release notes with the list of the newest and modified
features or fixes and also their descriptions. Release notes will be created by the
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developers with the supervision of the Product Owner and all of them will be stored in

the Documentation Portal to ensure all team members can access them in one place.
3.5.9 Continuous Improvement

Continuous improvement is one the most typical traits of agile form of delivery and
it is one of the key aspects missing in the project ABC. With a denial of poorly defined
processes and with the aversion towards any change, project ABC cannot benefit from a
well-established and continuously improvement. One of the proposals of this thesis is to
accept the necessary level of changes required to head towards improvement and establish
the process of improvement as an advantage and not a nuisance. The sphere of software
development known for ever-changing requirements and new ideas, hence, project ABC
should be able to adapt as well. In addition to Sprints and artifacts, following elements
from Scrum are supposed to help team evolve proactively and not only when it the

situation is critical.
Retrospective

With the same situation as in the Grooming Meetings, distributed team Force will

benefit from plenty online solutions to Retrospective, such as IdeaBoardz [17].

Retrospective is a special meeting dedicated to learning from the past decisions. Once
a Sprint is at the end, team members gather to ask themselves these questions:

e What went wrong?
e What went well?

e What action items can solve the issues?

Team members fill in the information anonymously and all stated items are then
discussed with others, with the guidance from Scrum Master. Team rates the quality of
teamwork, pinpoints all improvement opportunities and creates the list of actions that

should be established in order to solve the issues or improve processes.
Demo Meeting

This is the only meeting where team as a whole is appraised or criticized in terms of
its performance, reached goals and expertise. Team gathers to demonstrate its newest

product, implemented features or innovations to other colleagues or a customer. Gathered
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opinions and feedback are great for team’s motivation to succeed, do things better, or just

keep up with at least the same quality of work.
3.5.10 Usage of Support Elements

Team Force will now focus on using more support elements provided by the Zen IS.
These are mainly a Scrum Board that will replace the old list of items used previously.
Secondly, team Force will use a burndown chart to measure the workload executed in the
Sprint. The main advantage of this change is that team will have better control of the

workload progress and will keep track of the state of the tasks.
Scrum Board

Scrum Board is a tool that will serve the purpose of previously-used Zen IS list of
items forming a Sprint Backlog. Having Sprint items divided into several categories with
the accordance to the state they are in will eliminate the issue of progress flow in the
Sprint. The currently used list will be changed to a different view, hence, it will require
one developer to make changes in the Zen IS view. The estimate of the workload is 16

hours. Scrum Board layout in Zen IS is outlined in the following image (Figure 19).

Zen IS Scrum Board

New

Active

Ready for Test

QA Passed

Completed

Item1
Item2

Item3

Itemd

Item6

Item5

Item7
Item8
Item©

TTT

Figure 19: Scrum Board Layout in Zen IS

(Source: Own Creation)
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Burndown Chart

The purpose of the burndown chart is to help team evaluate the workload they are
able to execute in the course of Sprint. As team Force will progress in using Scrum,
planning the workload and estimating the team’s ability to execute committed work will
get better. To improve the estimates over the time as well as keep track of planned
workload state, team will use the burndown chart. It is a plugin already present in the Zen
IS, however, team has never used it before. Example of a burndown chart created for the

first Sprint is included in the following figure (Figure 20).

Burndown Chart S1

=—e=]deal Workload Execution

\ ——Remaining Workload

Figure 20: Sprint 1 Burndown Chart

(Source: Zen IS Plugins)
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3.6 Costs Analysis

There will not be any costs for the company SDE Software Solutions s.r.o while
implementing this solution. Following analysis is a summary of costs required to fulfil
the proposed solution in team Force in the first month. It consists of all costs related to
changes made in the project ABC (Table 6). The most expensive change will be hiring a
Scrum Master. The planned salary of the Scrum Master in the USA who has at least 3
years of experience is 6500$ per month. It is assumed, that the Scrum Master will not
need any soft skills trainings and already be experienced in this area. The salary of a
senior developer who will implement the Scrum Board in Zen IS is calculated to 630%
per two man-days. The information has been provided by the USA company. Training of
the team will be done by newly-hired Scrum Master, so there will be costs for the training
of each team member in the USA. This cost has been calculated to 2600$ for 8 hours of
training for 8 engineers. Overall costs for the first month of implementation of changes is
7630%. Integration of Scrum Master role to the project will be present in the following
months of development, however, cost-wise only as his or her salary. Implementation and
introduction of new responsibilities and artifacts cannot be precisely calculated, since
these changes will be gradual. As well as that, most of these changes are aimed at the
communication skills and team-related aspects of the project. Revision of the situation of
the project by an external Scrum specialist that will take place 6 months after the
implementation is not included in the table but is calculated to approximately 975$ based
on the salaries of Scrum Masters on the market. The duration of the revision should be at

least 3 days.

Table 6: Costs Analysis in Team Force

(Source: Own Creation)

Activity Costs for the 15t Month

Integration of Scrum Master into the project ABC 4400%
Scrum training for all team members 2600%
Scrum Board Implementation 630%
Sum 7630%
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3.7 Summary of Proposed Changes

This chapter contains a summary of specific changes proposed in the project and their

unique way of implementation. The changes proposed for the project ABC based on best

practices from Scrum are:

new role of Scrum Master,

Scrum training for American team members in order to teach them the
artifacts and principles of Scrum,

Scrum Master’s focus on meeting organization,

setting a strict duration of one Sprint and focus on a leaner structure of
workload in one Sprint,

creation of a Product and Sprint Backlog,

introduction of the Grooming Meeting and estimation of every work item
based on a mutual version of one Story Point,

Product Owner’s cooperation with Scrum Master while managing
requirements,

turning a list of Sprint items into a Scrum Board,

implementation of Burndown Charts into every Sprint,

Daily Meeting in a form of a daily catch-up with team,

introduction of a Retrospective Meeting to execute a revision of every Sprint,
definition of Done, WIP and Ready,

planning meeting for all team members and planning activity organized in

advance.

The changes proposed based on the specifics of the project are:

several ongoing Sprints allowed in the team Force at the same time,

greater emphasis on the documentation,

several builds created in one Sprint,

thorough planning process on contrary to typical Scrum’s scarce planning
(such as for the upcoming 3 months, etc.),

strict team roles with defined responsibilities, because of very specific
technologies used in product development.
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3.8 Summary of Proposed Solution Benefits

The following benefits are the results of the successful implementation of changes in

the team Force:

e Communication - Implementation of proposed changes will result in
improvement of effective communication in team, thanks to redefined
meetings, the presence of Scrum Master and workflow redefinition. New and
redefined meetings will result in better process control and execution.
Grooming and Planning Meeting will remove the misunderstandings and
arguments in the team Force. Priorities will be clear, and tasks will be planned
in advance.

e Process Workflow - Testers in team Force will have regular releases
throughout Sprints, so they will not be left without any task. Sprints will have
a set duration, and all activities will be planned advance. Clear definition of
Sprint activities order will remove the confusion about the next planned steps.

e Definition of Progress - Redefinition of items state, as well as regular Daily
Meetings will result in effective work execution and estimate of current
progress. Definition of Done and WIP will remove delays caused by
uncertainty about the current progress.

e Planning and Execution of the Plan - Planning will be handled by Scrum
Master and Product Owner, making it easier to be executed. Planning meeting
will be held for all members, so information will be spread across all team.
Incorporating the Grooming Meeting into the Sprint will result in more
efficient planning of the workload.

e Deadlines and Priorities - Deadlines set by Product Owner and enforced by
Leads will be regularly controlled and will remove delays in the product
delivery.

e Documentation — Huge delays in work execution will be removed by
enforcing documentation creation by Leads in the team Force.

e Supporting Tools and Applications — The introduction of 2 new open source
applications for the grooming activity and retrospective, will support the flow

of Sprint course, with a greater emphasis on the cooperation of both parts of
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the team. Transformation of the current list of items into the Scrum Board
will bring better vision of the progress of workload and help team adapt to
changes in requirements. Burndown chart will help team set the estimated
workload correctly.

Handling Massive Workloads - The workload will be chosen by team
members and evenly distributed during the Sprint, so the pressure towards the
end of the Sprint will be removed. QA and DEV parts of the team will not
have to fight for their place in the team.

Costs Reduction— Prolonged Sprints, late delivery and unfinished products
will be removed from the project ABC thanks to planned and gradual iterative

development.
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CONCLUSION

Effective communication of team members is a fundamental element in every
project. Software development project is no different from that, and with increasing
number of customers, every company should focus on continuous improvement of
processes, communication flow and techniques they use to deliver the product. Proactive
improvement is a must in the software development sphere and every project that
discovers a weak spot in the development process should react and find an effective way
to prevent it from appearing again. Whether a project discovers a weakness in the
communication or a delivery process, team members and management should create a
solution that takes into consideration all the specific characteristics of the environment
they operate in. Forcing a project to adopt a framework without bearing this in mind might

result in more costs than improvements in the future.

This is the case in the project ABC, as they attempted to bend the project unique
characteristics to fit into a methodology for the sake of using it. As a result, project not
only did not improve the workflow, it continued to deliver products past deadlines and
without required features. This knowledge has been obtained by analyzing the concurrent
situation of the project, with the aim of locating the main source of all weaknesses found

in the project.

The proposed solution of this thesis was created to remove the inefficient way of
using the Scrum methodology and instead, adopt and modify the core elements of the
Scrum to fit the uniqueness of this project, as it is not a typical software development
project. A lot of changes that have been proposed in this thesis are a combination of
several models of the software development management with the goal of eliminating all

issues connected to the planning, processes execution and the communication workflow.
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