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Abstrakt 

Badó, B. Automatizácia regresného testovania webovej aplikácie. Bakalárska práca. 
Brno: Mendelova univerzita v Brně, 2016. 
Cieľom tejto práce je naštudovať problematiku automatizácie regresného 
testovania a prostriedkov, ktoré sú k automatizácií využívané. Práca obsahuje 
popis webovej aplikácie, na ktorej bude automatizované testovanie 
demonštrované.  V práci je ďalej predstavená sada automatizovaných testov, 
vyvíjaná spoločnosťou Blackboard Czech s.r.o v rámci projektu Engage QA 
automation, ktorá overuje funkčnosť spomínanej webovej aplikácie. 

Kľúčové slová 
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Abstract 

Badó, B. Automation of regression testing of web application. Bachelor thesis. 
Brno: Mendel University, 2016. 
The aim of this thesis is to study automation of regression testing and its technolo-
gies, which are used for automation. It contains description of the web application, 
which is used to demonstrate automated tests. The work also contains examples of 
test suite developed by Blackboard Czech s.r.o within the Engage QA automation 
project, which validate functionality of the mentioned web application. 
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1 Introduction and aim of this thesis 

1.1 Introduction 

Quality assurance is inseparable part of the product development cycle. There can 
be arguments about the necessity of the execution of automated test with every 
small change in the product. Some people could say, that the check of software 
functionality should be done only in crucial parts of the product development cy-
cle. That would surely cause saving of time at the expense of quality. And in the 
modern dynamic society time is really the source, we are looking for. But product 
quality and stability are the attributes, which can never be reduced, neither in or-
der to save the time. However, it would be really time consuming and ineffective to 
perform tests on software manually every time something has been changed. So 
what could be possible solution to execute continuous testing and save the time 
too? The answer is automation of testing. 

Automation in general, not just in the connection with testing, is really crucial 
part of all the business processes. Automation is able to provide more stable, more 
efficient and more consistent results, like the results retrieved from doing the 
same activity over and over again. Additionally, it is better to develop system, 
which will do the same thing once, as the opposite of doing the same thing multiple 
times. Automation is very popular and every established company is trying to inte-
grate it into its business processes.  

The aim of this work is to take a closer look on test automation. In the thesis, 
there will be presented and analyzed tools and technologies, which can be used to 
automate software testing. The thesis will describe purpose and functionality of 
software product, which will be tested, as the part of this work. There will be pre-
sented a test suite, developed by Blackboard Czech s.r.o within the schoolwires 
quality assurance automation project. 

1.2 Aim of this thesis 

The aim of this thesis is to evaluate advantages of test automation and to compare 
test results depending on the used internet browser, depending on the time con-
sumption and depending on the code changes. Output of this thesis should speed 
up product development process. It should contribute to providing new version of 
product to customers in the shortest possible time and should also increase the 
product quality.  
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2 Literature search 

Software testing and test automation are very common terms in the field of prod-
uct development process. There exists plenty of sources to obtain information 
from. One of the book which was used as the source of information for this thesis 
was written by Bill Laboon and it is pretty new. 

A long time ago, in a company far, far away, I was a test lead. One of my re-
sponsibilities was to interview potential test engineers for our team, and I found 
that many candidates did not have a background in testing. Those who did well in 
their career often picked things up as they went. Even those who had degrees in 
computer science (or a related field) had often not learned about software testing. 
Developers had to learn how to properly test their own code, often following the 
old "apprentice" model by asking more senior developers what needed to be test-
ed. (Laboon, 2016).  

The book contains a lot of good information and it is very balanced between 
theory and practical examples. It is aimed at software testing in general but also 
describes test automation.  

Another searched book is more focused on automated testing and contains 
advanced approaches which can be used to test a software. It is written by Frank 
Cohen and it is oriented on JAVA developers. The book provide information about 
both testing and development of JAVA based applications and based on this fact, it 
can be useful for developers also. It also has author’s practical experiences and 
stories about testing and designing applications. (Cohen, 2004). 

Software testing is nowadays popular topic and was also described in bache-
lor or diploma thesis. One of the bachelor theses written by Martin Bryndza con-
tains good fundamentals about software testing and test automation. It also de-
scribes practical example of how can be test automation performed. It is very well 
written and can figure as good source of information for starting with automation 
of testing. (Bryndza, 2012).  

There are also web articles which also provides some value and can be used as 
sources of knowledge about testing. The article written by Adam Kolawa is about 
regression testing and why is regression testing so important. Software develop-
ment organizations with effective regression testing policies significantly improve 
the effectiveness of their software development staff and the success of their pro-
jects. Early identification of problems introduced by code modifications can save 
countless hours of development time spent chasing and resolving software errors, 
and allows the team to maintain and modify the application without fear of break-
ing previously-correct functionality. (Kolawa, 2016). 

Another good book about testing software is written by Lee Copeland and can 
provide good knowledge for testers, test designers, software engineers etc. 
(Copeland, 2004). 

Literature mentioned above and its containing information were used as the 
fundamentals for next chapter of this thesis.  
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3 Software testing 

As Bill Laboon mentioned, testing software is a big part of the software develop-
ment process, and useful not just for those looking specifically for a career in QA. A 
developer who doesn't care about software quality is not a good developer.  

Quality of the software is very important aspect, especially before release of 
the product. This quality is supported by software testing. But what exactly is 
software testing? Is it finding every single bug or defect in the program? Is it the 
activity which is done after all the implementation is completed? Is it the process 
you will start after first complaints from unsatisfied customer? The answer is, it is 
none of those mentioned things. Before revealing of the definition of software test-
ing, it would be appropriate to describe why software testing is so necessary.  

It is very hard and some people would say it is impossible to measure the 
quality of software. It cannot be described by numbers, it cannot be given some 
value. But customers have to decide which product they will prefer the most. They 
can decide by functionality and complexity of the system, but these aspects are not 
the only ones that matters. There is also safety and stability. We can say that cus-
tomers go through certain risk within the purchase of software. This risk can in-
volve loss of data, failures of system or increased costs. It is the amount of risk 
which will be taken with the purchase of software, what is important. And finally, it 
is the software testing that provides estimates of how high is the risk customers 
will have to take on by purchasing software product. (Laboon, 2016). 

3.1 Testing methods 

Difference between static and dynamic testing is determined by the fact, whether 
the tested software has to be run or not. Static testing does not require program to 
run and it can be done before the very first release. There is also possibility to per-
form static testing even before start of writing the code. This can lead to better cal-
culation of estimates for the future development. On the other hand, dynamic test-
ing requires for its accomplishment existence of executable build and its behavior 
is measured by providing different entries and reviewing the outcomes. (Bryndza, 
2012).  

Software testing methods are traditionally divided into black-box testing and 
white-box testing. These approaches describes how the test cases will be de-
signed. Between these two categories started up the third one, which is called 
grey-box testing.  

In white box testing tester have full access to the source code of software and 
the test cases are designed according to it. Using this type of box testing tester not 
only sees what is happening outside of the application, but he also sees internal 
processes within the system interface. This scenario can lead into the lack of user 
experience testing, but it can be easier to determine which parts of code caused 
errors in the system. In many cases, white box testing can easily lead to testing im-
plementation details instead of software use cases.  
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Within the black box testing, program is considered as a black box with de-
scribed functionality. There is documentation of software functions, but internal 
codes are hidden from testers. In other words, it is very well known what the pro-
gram should do, but the description how he achieves is not available. 

Grey box testing uses principles of both mentioned types and combines them. 
In this type of testing tester does not have full access to the source codes of tested 
software, but he has information about basic principles of program’s behavior. 
This description is based on thesis by Martin Bryndza. (Bryndza, 2012). 

3.2 Testing levels 

Unit testing is process of execution and validation of the system component in 
order to check its functionality. In the object oriented programming one unit rep-
resents most likely one class and minimum test case covers validation of construc-
tor and destructor. Unit tests are usually written by developers during software 
development. Unit testing is designed to assess the units produced by the imple-
mentation phase and is the “lowest” level of testing. In some cases, such as when 
building general-purpose library modules, unit testing is done without knowledge 
of the encapsulating software application. As with module testing, most software 
development organizations make unit testing the responsibility of the program-
mer. (Ammann, 2008). 

Integration testing covers verification of contract between single modules 
which already passed unit testing phase. These modules could be validated itera-
tively or all at the same time. The most important part of this testing is to validate 
communication between modules. There is a possibility that all of the modules 
would successfully pass unit tests and everything would seem to work right, but 
after connecting all of the modules into one system, there could be serious defects 
which could lead into whole system failure. In general integration testing’s main 
task is to prevent such horrible scenario. Integration testing is described in book 
written by Bill Laboon. (Laboon, 2016). 

System testing tests all of the modules which passed integration testing and 
the whole system itself integrated with any applicable hardware. By applicable 
hardware, it could mean desktop computer for testing desktop application or serv-
er for web application. System testing is designed to determine whether the as-
sembled system meets its specifications. It assumes that the pieces work individu-
ally, and asks if the system works as a whole. This level of testing usually looks for 
design and specification problems. It is a very expensive place to find lower-level 
faults and is usually not done by the programmers, but by a separate testing team. 
(Ammann, 2008).  
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As the basic illustration of system testing example can be used this scenario:  

1. Log in to the system 

2. Create content 

3. Validate content is created 

4. Edit content 

5. Delete content 

6. Sign out from the system 

 
The main function of operational acceptance testing is to determine whether 
product is ready to be deployed on production or not. This type of testing is usually 
performed by customers, which are able to use application in order to test its func-
tionality. Acceptance testing is the final method of testing process and after its suc-
cessful execution, there are no obstacles to release the system into production. 
(Laboon, 2016).  

3.3 Types of testing 

During a testing process, there exists a huge scales of types of tests which can be 
executed and every single one of them has its own purpose. In this subsection, all 
of the considerable types of test will be generally described. This section is in-
spired mostly by Bill Laboon’s book. (Laboon, 2016).  

Alpha testing is the very first stage of testing and it is performed in the early 
stage of testing. It is highly recommended only to test software by developers. Af-
ter detecting and fixing basic software defects, testing process can go forward to 
beta testing. (Copeland, 2004). 

Beta testing is preceded by alpha testing and is often called as the second 
phase of testing. It is possible to consider this type of testing as a form of user ac-
ceptance testing. It basically involves release of the beta version into external envi-
ronment of the software development team. The software is available to the small 
group of people, usually future customers. Big contribution of beta testing is the 
amount of feedback which is possible to get. It is necessary to mention, that beta 
testing is mostly performed after the end of internal testing, which means testing 
by developers and quality assurance team is done. But this is not the rule. 
(Copeland, 2004).  

Concurrent testing monitors the performance and provides outcome of the 
software under test during its normal activity. Concurrent testing is executed sim-
ultaneously with the functional testing and its goal is to determine stability and 
performance under expected circumstances. 

Sometimes also called negative testing. Stress testing tries to make software 
fall. It tries to do so by providing dangerous test resources, such as very long texts, 



16 Software testing 

unknown characters or scripts. The main purpose of stress testing is to test system 
recoverability which is very important aspect of robust software. 

The purpose of installation testing is to determine whether software is in-
stalled correctly and it is fully functional on actual customer’s hardware. This type 
of testing has its own opposite, which is uninstallation testing and its purpose is to 
check if the software was uninstalled correctly.  

A common cause of failure of software is because it was tested only in one tar-
get environment. In this case, environment can be represented by web browser, 
operating system, maybe mobile platform. It is impossible that from all of the cus-
tomers which are buying certain product, every single one of them is the same. 
They can have one thing in common which is the use of the same software product, 
but not all of them are using it on the same environment. And so as the every cus-
tomer feels need to find the match with his desired environment, it is necessary to 
anticipate all of the customer’s needs. This is supported by compatibility testing. 
(Copeland, 2004). 

Regression testing identifies when code modifications cause previously-
working functionality to regress, or fail, ultimately allowing you to catch regression 
errors as soon as they are introduced. Most organizations verify critical functional-
ity once, and then assume it continues to work unless they intentionally modify it. 
However, even routine and minor code changes can have unexpected side effects 
that might break previously-verified functionality. (Kolawa, 2016). 

This quote point out on big demand for integration of regression tests into 
testing process. Although, these tests are very complex, large scale and have to be 
executed continuously. Because of these factors, regression tests seems to be a best 
candidate to being automated. It may seem as an easy task, but for the purpose of 
future consistency and stability of regression tests, there have to be established a 
strong policy for writing the automated test cases. Otherwise, technical debt of the 
code would grow larger and larger until the whole project could fall apart. 

A smoke test involves a minimal amount of testing that can be done to ensure 
that the system under test is ready for further testing. It can be thought of as a 
guard to further testing, unless the system can perform some minimal operations, 
you don't move on to running a full test suite. This is usually a small number of 
tests, checking that the software can be installed, that major functionality seems to 
work, and that no obvious problems appear. (Laboon, 2016). 

There exists various types of tests, which can be used and every type provides 
information about another aspect of software. It is very important to take care of 
execution of as many tests, as it can be done in available time capacity. 

3.4 Testing process 

There exists a huge variety of methodologies which are available to use. The usage 
of right approach is basic concept within the software development. There exists 
possibility, that previously chosen approach does not fit for the software develop-
ment in the future and that another methodology could lead into more efficient 
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work. Substitution between different methodologies can be solution for this case, 
but this substitution can lead to additional costs in form of time, money etc.  

Methodology represents model of policies and responsibilities of every mem-
ber of the software development group. Every member should be familiarized with 
his responsibilities and should be adjusting his or her working behavior to them. 
Some of the basic methodologies will be described below. 

3.4.1 Waterfall development model 

The oldest model of development cycle. Its name comes from comparison of se-
quence of particular phases and waterfall water flow. The basic concept of this 
model is based on sequence approach to each of the phases. Based on the model, 
prerequisite to start a new phase is that previous phase have to be completed suc-
cessfully. The early phases of development have to be executed very carefully and 
closely, because revealing of a program defect in early phase have less impact on 
time consumption, than it would have in the future phases.  

 

Figure 1 Waterfall development model       
 Source: Railshorde, 2016 

During development of huge projects, there will always be need to return to the 
previously completed phases. It can be caused by change of customer require-
ments. The biggest disadvantage of waterfall model is that return to the previously 
completed phases is impossible, so adjusting to the customer changing require-
ments can be difficult, using this development model.  

Rational unified process (RUP) is based on waterfall model and has better 
ability to adapt to changing customer requirements. RUP consists of iterations and 
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every single iteration consists of all phases mentioned in waterfall development 
model. Basic concept of rational unified process will be described below. 

In each single iteration, sequence of individual tasks and its time estimate is 
set. The best possible situation happens when all tasks of iteration are completed. 
Most of the time in early iterations is spent by meeting and analyzing customer’s 
requirements. After analyze, function specification is created. This specification 
consists of new and existing functionality. Based on function specification, devel-
opment process which includes also testing process, can start. When all the itera-
tions are completed successfully, one additional test of all iterations is performed. 
After test of all iterations, software is ready to go through acceptance testing, 
which is necessary before deploying new release to production. This section was 
based on book written by Ivana Rábová. All detailed information about waterfall 
development model or RUP methodology is described in the book. (Rábová, 2008). 

 

3.4.2 Agile development model 

Agile development is popular. All the cool kids are doing it: Google, Yahoo, 
Symantec, Microsoft, and the list goes on. I know of one company that has already 
changed its name to Agili-something in order to ride the bandwagon. This quote is 
taken from book written by James Shore and Shane Warden. Content of this section 
is based on the book as well. (Warden and Shore, 2008). Nowadays, plenty of com-
panies integrating agile methodologies into their business model. However, it is 
necessary to specify how it will be done. For the best performance of this method-
ology, client have to cooperate during all development process. 

Agile methodology is the process of planning and verifying work. The aim of 
methodology is to improve organization of work. The whole development process 
can be distinguished to this phases: 

1. First iteration – First analysis and implementation of basic functionality.  

2. Analysis of change – Select what will be implemented 

3. Implementation 

4. Presentation to the client 

5. If the product is not finished back to step 2 

6. If the product is finished, maintenance and improvements takes place 

 
Scrum is one of the most known agile methodologies and can be applied on the 
team of four to fifteen people. There are two groups of people performing in scrum. 
Group which is committed and group which is involved. Committed group consists 
of product owner and scrum master. Product owner is responsible for what will be 
implemented in the upcoming sprint and specifies implementation details. Aim of 
the scrum master is to manage developers. He should satisfy their needs, solve 
their problems etc. The other group consists of stakeholders and managers.  
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Development phase in sprint is called sprint. Sprint has its time duration and 
it is often 14 days. Before start of new sprint, there is always sprint planning. In 
sprint planning, all of the user stories are listed and then moved to product back-
log. Within the sprint planning, user stories are created, they are associated with 
estimates and it should be discussed which of the stories will be implemented in 
the upcoming sprint. After the end of each sprint, whole team has retrospective 
meeting, where anybody can bring their suggestions or complains.  

With start of sprint comes also start of development, which covers implemen-
tation of user stories. After story is implemented, it goes to code review. If other 
developers approve the review, user story can be marked as done and implemen-
tation of another story can begin. Each day, whole team attends stand up, where 
each member of the team describes scope of his work. 

Scrum is based on good communication within the whole team, which leads to 
better work efficiency. All member of the team should cooperate and help each 
other to reach the goal faster. 
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4 Test automation tools 

Tests can be marked as automated, if it is possible to run test cases without an in-
teraction from the side of tester. Automated tests should meet these conditions 
(based on Michal Gajdošík): 
  Ability to execute set or subset of test cases 
 No need for interference after the start of tests 
 Important test parameters are set automatically 
 Test results are registered automatically 
 Ability to compare actual test results with expected results 
 Capability to analyze test results and provide outcome 

4.1 Advantages of test automation 

Not all of the contributions of automated testing are visible from the beginning of 
project. Some of them can be unexpected. The other can be seen not as a result of 
automation. The benefits of test automation can be discovered in future stages of 
project or just after development of tests is done and project is in maintenance 
phase. The main benefits of test automation are listed below. Douglas Hoffman in 
his document mentioned cost and benefits of test automation. Some of the benefits 
are mentioned below. Content is inspired by Douglas Hoffman. (Hoffman, 2016).  

Price is the factor that every company should consider. Automated tests can 
run independently, which leads to saving of human resources. It also provides sav-
ing of hardware resources, because all of the tests can run on one single machine. 
In the development phase, implementing tests can seems like a waste of time, but 
in the future, costs invested to development of tests will make huge impact to sav-
ings of time, people and hardware.  

Reusability is one of the main advantages of automated testing. Do one thing 
repeatedly can be ineffective and in most cases, it can become boring which leads 
into loss of focus. The idea of complete a task once and never do it again, seems like 
a best option. This sounds nice, but to write stable test, there are more things to do 
just a stable code. Firstly, software analyze have to be done. The person who are 
writing test should be very familiar with the tested software. Then, all the expected 
outcomes should be analyzed and test codes should be adjusted to them. In-depth 
analyze provides good fundamentals for implementing stable test cases.  

Speed of the test execution is also important. After integration of test automa-
tion, regression testing will take less time as the manual regression testing. How-
ever, not all the test cases can be automated, but on the other hand, manual testing 
can be executed at the same time as automated test, which will lead to save of time.  

Correctness is one of the important factors too. Each test will do same steps 
every time. Manual testing can’t provide this accuracy because it is performed by 
humans and as we know, every human is fallible. With the huge amount of tests to 
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execute and combined with exhaustion, it is possible that some steps of test will be 
overlooked and test will not be executed properly.  

Test automation comes with many advantages. Some of them are smaller, 
some of them are more obvious. But it also needs sacrifice in early stages of pro-
ject. And if these sacrifices come through, there is deserved reward in the end.   

4.2 Unit testing frameworks 

Unit testing frameworks are usually not part of the compiler suite. These can be 
understand as a third party products which contributes to testing process. Some 
examples of testing frameworks available on the market will be described below. 

NUnit is open source framework supporting all .NET languages. This frame-
work allows users to create and run automated unit tests. In order to develop au-
tomated tests using NUnit, framework and text editor are required. Although, text 
editor can be replaced by integrated development environment, for more conven-
ient work. To demonstrate basic principles of NUnit, simple test case will be writ-
ten and described in Figure 2, using NUnit framework and Monodevelop IDE.  
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Figure 2  NUnit test case example 

Each class that contains test methods have to be annotated with statement 
TestFixture. This tells framework where to find testing methods. Each one of 
test methods is annotated with “Test” statement, which indicates that framework 
will execute this method. Test annotation can be filled with additional properties, 
like it is described on the picture above. For example, ExpectedException tells 
to catch exception of given type. It is worth mentioning that in other cases, excep-
tions cause failures of the test. Ignore statement can be used to ignore the test 
method and don’t execute it at all. This feature can be used, when test procedure is 
not implemented yet, or is not implemented at all. It is just defined to describe 
structure of the test class. In the picture, there are also very simple examples of 
positive and negative testing.  

Execution of tests, using this framework can be done by NUnit agent which is 
available within the framework directory. Framework’s compressed package can 
be downloaded at link: www.nunit.org. In agent, user is able to simply choose clas-
ses which he want to test and run the tests. Nevertheless, this is not only option. 
Monodevelop provides more simplified and convenient method to run tests, within 
the IDE. There is NUnit test plugin available for free, which can run and provide 
test results directly from development environment. Output from the test cases 

http://www.nunit.org/
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written in Figure 2 is available in Figure 3. From the picture, it is obvious that ig-
nored test was not executed.  

After review and analyze of NUnit framework, it seems to be a very good solu-
tion to use for testing .NET based projects. With combination with Monodevelop 
plugin, it can act like reliable tool for writing and executing unit test, but also as a 
stable testing tool for continuous development. 

 

Figure 3 NUnit test result example 

RSpec is the most popular ruby based testing framework and has a huge commu-
nity of developers behind it. As was mentioned, RSpec runs on ruby, but frame-
work has plenty of its own add-ons on the top of ruby programming language. You 
could say that RSpec is what is traditionally known as a unit testing framework, 
but we prefer to describe it as a Domain Specific Language for describing the ex-
pected behavior of a system with executable examples. (Chelimsky, 2016). 

Before start writing tests with RSpec, Ruby 1.8.4 or later have to be installed 
and of course, RSpec gem have to be installed. These prerequisites can be done by 
typing following commands to terminal (These commands were tested on Linux 
based operating system). Apt-get install ruby and Gem install 

rspec.  After these two commands are executed succesfully, prerequisities for 
starting test automation with RSpec are done. 

In RSpec, there are some little naming changes, compared to another test 
frameworks. Statements like test case and test method are not used at all. 
Instead of them, RSpec uses terms behavior and example. It could be little bit 
confusing, because on the image image below, there are non of these terms used. 
To describe behaviour of tested class, there have to be used keyword describe. 
Remaining examples will be instantiated using  command it. It is required to 
mention, that during development of any kind of an application, using RSpec, 
developers should first implement behavior and after that implement remaining 
functionallity. Examples of behaviour and its output is presented in Figure 4.  

RSpec performs very well and for ruby developers, it should be friendly tool. 
Installaton of Rspec is simple, even writing simple test cases. Test results are 
readable and finding of an error should not be a problem in this case. A little 
disadvantage of Rspec is the lack of complex available IDEs in the market. A lot of 
free IDEs are old and the new ones are always commercial.  
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Figure 4 RSpec behaviour and result example       
 Source: Chelimsky, 2016 

PHPUnit provides framework to write and execute unit automated tests in PHP 
programming language. Framework is available for free and it is very popular 
within the PHP developers. However, framework seems to have use only as a unit 
testing tool for PHP based projects. To implement test case using this framework, 
user have to have it downloaded. If so, with simple extension of framework class, 
test case can be implemented. Example of unit test is displayed in Figure 5. This 
test just validates correct functionality of the constructor class.  
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Figure 5 PHPUnit test case example 

TestNG is a testing framework inspired from JUnit and NUnit but introducing 
some new functionalities that make it more powerful and easier to use. TestNG is 
designed to cover all categories of tests: unit, functional, end-to-end, integration, 
etc. (TestNG). Requirements for this framework is java development kit 7 or high-
er. TestNG comes with plugins for IDEs such as Eclipse, NetBeans or IDEA IntelliJ. 
In this particular case, TestNG framework with integration for IntelliJ IDEA will be 
demonstrated. 

There are plenty of annotations which can be used to develop large scale test 
cases. The most common are Test, BeforeClass, AfterClass, 
BeforeMethod and AfterMethod. Test annotation simply tells that this is a test 
case. Before and after methods are executed before and after each test case. These 
methods can be used as some king of setup, or clean up for the test method. 
BeforeClass method is executed before the very first command of the test class. 

On the other hand, AfterClass method is called when all of the other lines of the 
code from the test class are finished.  

Test execution within the framework consists of implementation of test cases, 
annotating them and executing the xml configuration file. Class containing tests 
can be annotated by Test annotation and all the public methods will be handled 
as test methods. Simple example of test is described on images below. On the left 
side of image, there is example of test class written in pseudocode. Groups pa-
rameter tells that test belongs to group. Using this feature, tests can be separated 
into the groups, based on type of testing, subject of testing etc. On the right side, 
there is a XML configuration file which specifies test run configuration. Between 
classes tags, there are all test classes which will be executed and between run 
tags using include tag, it can be specified which groups to run. Execution can be 
done within the mentioned IDEs.  
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TestNG provides a lot of advantages to improve test development and execu-
tion. Based on that, this framework will be used and demonstrated in practical part 
of this thesis.  

 

Figure 6 TestNG example 

4.3 Automated web testing tools 

With the growing number of web-based applications, there is growing need for 
automation of web applications. There are plenty tools which can be used for au-
tomation. Some of them comes as web browser extensions, some of them are 
commercial desktop applications. Automation of web application can be challeng-
ing in some cases, because changes in user interface can be significant. These 
changes are mostly caused by usage of different browser that was used for devel-
oping the tests. However, using good approach and right tools, these obstacles can 
be solved. Some examples of automated web testing tools will be described below. 

Selenium comes with two solutions for test automation. As first will be men-
tioned Selenium IDE. Selenium IDE is a free Mozilla Firefox extension. It enables 
users to record, debug and edit simple automated tests for web-based applications. 
On the left side of IDE, there is the list of all test cases. These test cases can be run 
one by one or as a whole suite. Also, there is a possibility to set up tests to run pe-
riodically. Test cases can be recorded, or wrote manually. Previously recorded cas-
es can be edited within the IDE, by changing steps of the test case. Test steps are 
displayed in the middle of IDE and are executed from top to bottom. User can also 
switch view between test steps from normal to source. This source code is gener-
ated as html code.  
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Advantage of Selenium IDE is its simplicity of creating tests. On the other 
hand, it is not convenient for writing robust test cases. Also, test generated by this 
IDE could be very hard to maintain in the future. 

Selenium also comes with its web driver form. It provides set of frameworks 
for different programming languages. It also supports various internet browsers, 
but behavior of the test based on chosen browser can be different. Web driver also 
provides HtmlUnitDriver which executes tests without rendering browser 
window. Before every test, web driver starts browser, creates user profile and in-
stalls driver. Within the web driver, tester can go directly to given URL, click on 
elements, waiting for elements, send text to input fields etc. It also can call JavaS-
cript functions and switching between more browser windows.  

Selenium web driver is very strong tool for writing automated tests and with 
its large functionality, it can handle a lot of challenges which can appear during test 
development. This tool will be used and demonstrated on practical examples, later 
in the thesis. Test example available in Figure 7 demonstrate Selenium IDE work-
space. 

 

Figure 7 Test example in Selenium IDE 

SoapUI is a free and open source cross-platform Functional Testing solution. With 
an easy-to-use graphical interface, and enterprise-class features, SoapUI allows 
you to easily and rapidly create and execute automated functional, regression, 
compliance, and load tests. In a single test environment, SoapUI provides complete 
test coverage and supports all the standard protocols and technologies. (Smart-
bear, 2016).  

Test structure in SoapUI is similar like in another mentioned tools. Test suite 
contains test classes and these classes contain test steps. Basic test step is repre-
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sented by sending request to web service. Another test steps can be database re-
quests. Database provides data which can be used as the source of next test step. 
Test steps within the test case are executed from top to bottom. Tool supports As-
sertions to verify correct execution of test steps. 

 SoapUI seems like comfortable tool for executing functional and load tests, 
but its usability within the regression testing could have more disadvantages than 
advantages. Tools does not have to be used as standalone program, there are also 
plugins available for various IDEs like NetBeans or Eclipse.  

 

Figure 8 SoapUI plugin for NetBeans IDE 

As another testing tools will be mentioned Tellurium. The biggest advantages of 
tellurium is that for automation, all the tester need is internet connection and in-
ternet browser. Tellurium is web-based application providing ability to write, gen-
erate, execute and maintain tests for web applications. All created tests are availa-
ble within the application. Tests can be formed to groups and executed separately. 
Another positive thing about tellurium is that for writing automation tests, there is 
no need for knowledge of any programming language. Test cases in this tool are 
described by structured English, which leads to better readability of test cases.  
 

For the url http://www.xe.com/currencyconverter/ 

Then the "The World's Trusted Currency Authority" link is present 
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For imagination, example code above opens given URL and validate that the link 
The World's Trusted Currency Authority is visible on the given page. 
Tellurium provides examples of commands, available for usage within the test 
case. Tellurium also provides ability to generate test case for the given webpage. It 
is able to generate test case just for one web page, not the whole web content. It is 
important to mention that these generated tests only validate structure of page. In 
order to create more complex test cases, tester have to start from scratch and 
write tests using structured English. 

Example of tellurium application can be seen in Figure 9Error! Reference 
source not found.. Within the top panel, there are options for managing tests, exe-
cuting tests, seeing test results and another additional configurations. In the center 
of application, there are all saved test cases. These test cases can be search and 
filtered by name, group, type etc. Below list of all the tests, there is button for exe-
cution of tests. After execution is done, results can be seen in tab with the corre-
sponding name.  

Writing automated tests in Tellurium seems such an easy task. Tester don’t 
need a lot of knowledge, all available commands are available within the applica-
tion helper. Each command contains example of its usage. It all can seem, tellurium 
is ideal choice for test automation. But this tool is convenient just for simple use 
cases and does not contain functionality which is needed to write more stable and 
more robust tests. Another important thing to mention is that tellurium only exe-
cute tests in its built-in web driver, so it’s impossible to compare test results, using 
different web-browser. However, tellurium can be good tool to start with and get 
some experience with testing of web applications. 

 

Figure 9 Tellurium application 

Watir is an open-source family of Ruby libraries for automating web-browser 
tests. This tools uses Ruby syntax with combination of its own features to create 
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complex test cases. Watir provides a lot of utilities for handling web browser inter-
actions e.g. JavaScript dialogs, browser downloads, cookies etc. List of all support-
ed interactions is available at Watir web driver site: http://watirwebdriver.com/# 
in Browser Elements and Advanced Interactions section.  

Watir runs on Ruby, so it is probably obvious that Ruby have to be installed in 
order to use Watir. There are plenty of tools which can be combined with Watir, 
but in this particular example, only plain usage of Watir will be described. Ruby 
installing packages can be downloaded at: https://www.ruby-
lang.org/en/downloads/. Users using Unix-like operating systems can download 
ruby with sudo apt-get install ruby-full command. With following 
command gem install watir-webdriver is everything ready for start of 
test development using Watir. It is important to mention that this tool is very simi-
lar to already mentioned Selenium web driver and it is not just based on likeness 
in names. Fact is that within the installation of Watir, Selenium web driver is in-
stalled also. It doesn’t mean it have to be use, it is just part of the Watir package. 

In Figure 10, there is very simple example of test using Watir we driver. This 
test initiate new Firefox web driver, opens URL on site http://google.com, set input 
of text search to Webdriver rocks, clicks on search button, get the output URL 
and close the driver. This example is very simple and should only demonstrate 
syntax of Watir. The syntax is clear and its readability is also convenient.  

Watir seems like a very good choice for automation of web-based applications 
for Ruby based developers. It supports page object pattern and has a whole docu-
mentation about it available at: https://github.com/watir/watir-
webdriver/wiki/Page-Objects. Page object pattern based on selenium will be de-
scribed later in the thesis, within the practical part.  

 

Figure 10 Example Watir test 

4.4 Automated GUI testing tools 

Testing of desktop applications is not very different from testing of web based ap-
plications. Desktop application have its own user interface like web application. 
Major difference is that these application don’t run in web browsers, but within the 
operating system. Based on that, we could say, that automated tests for desktop 

http://watirwebdriver.com/
https://www.ruby-lang.org/en/downloads/
https://www.ruby-lang.org/en/downloads/
http://google.com/
https://github.com/watir/watir-webdriver/wiki/Page-Objects
https://github.com/watir/watir-webdriver/wiki/Page-Objects
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applications should cover huge variety of operating system. Of course, it only can 
be done if the tested application is supported by operating system. There are many 
tools available on the market and the more popular ones are for commercial use. 
Some examples of automated GUI testing tools will be described below. It is im-
portant to mention that tools which will be described can support automation of 
web applications too. 

Test Complete is commercial software which provides support for creating 
automated tests for mobile, web and desktop applications. Within this framework, 
tester can create automated tests using script languages, using record of user in-
teraction or with combination of the two. Test Complete supports script languages 
like C++Script, CScript, Jscript etc. There is also possibility to integrate Test Com-
plete with Selenium or SoapUI. It also can be integrated with bug reporting tools so 
the process of finding possible bugs or defects can be minimalized, using this fea-
ture. Test Complete is commercial, however it is provided for 30 days free trial. 

Within the creation of automated tests, there is Test Visualizer which 
translate one line of test code into its graphical representation. Say that in test 
code, there is command to click on button Done, visualizer will display it like but-
ton Done being clicked. Whole documentation, distinguished by operating systems 
is available at: https://support.smartbear.com/viewarticle/75299/?st=0.  

 

Figure 11 TestComplete workspace example 

Ranorex Studio offers easy-to-use test automation tools for creating reliable au-
tomated testing projects. (Ranorex, 2016). Ranorex is easy to install, everything 
what is necessary for starting with test automation using this tool is contained in 

https://support.smartbear.com/viewarticle/75299/?st=0
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one installation package. Installation package is available at Ranorex official web-
site: http://www.ranorex.com/. Ranorex is commercial product and can be tested 
in free trial. 

Test cases in Ranorex can be created by recording. When recording is finished, 
tests steps are saved within the test case. Tool also automatically process test steps 
and generate code from it. Code can be written in programming languages such as 
C# or languages based on .NET framework. Ranorex can be used for testing of 
desktop, mobile and also web applications. It basically can test all applications with 
graphical user interface. Ranorex can be also used as an IDE for writing automated 
tests without use of recording feature. Tool provides code completion which 
makes coding better and faster. But it would be good-for-nothing to use this tool 
just for coding. Test execution can be scheduled within the tool and test report is 
generated and updated simultaneously with execution. 

Ranorex provides plenty of features and it is obvious that application is de-
signed to support large scale projects. It has a lot of advantages that will make the 
automation easier, but as it is with the test recorders, it is hard to maintain the 
project as it grows. 

 

Figure 12 Ranorex studio layout        
 Source: Ranorex, 2016 

http://www.ranorex.com/
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Figure 13  

4.5 Conclusion 

In this chapter, tools available for test automation were described. Now we can see 
that there exists plenty of tools available. Some of them requires more program-
ming knowledge, some of them are made for less experienced users. We can tell 
everyone can meet his requirements.  

In this thesis, aim is to develop test suite of regression tests which can be exe-
cuted on daily basis. As it was mentioned, regression tests usually simulate user 
interactions with the tested software. This simulation will be performed by seleni-
um web driver. For test management, TestNG was chosen as the best alternative. 
Test cases and whole test project will be written in JAVA language. With combina-
tion of these tools, we can proceed to test automation.  
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5 Tested web application 

In every case, there is a need to study and analyze tested application. Each soft-
ware can offer different functionality and expected behavior. Based on lack of un-
derstanding how tested application work, it can happen that test development will 
consume much more time. It can be sometimes difficult task to explore whole 
software functionality. In some cases, it’s not even required. Sometimes, maybe 
key features needs to be known and other not that important ones can be explored 
later.  

Name of the software which will be tested is Centricity2. In this section, key 
concept and purpose of Centricity2 will be described. Purpose of the application is 
to help schools to create and maintain content management system in order to 
increase the actualities about the school itself. In other words, it helps school to 
create online presentation of the school. All content which will be rendered on end 
user page is created within the site manager page. Site manager has limited access 
and only trusted users can get rights to do changes in it. Site manager provides a 
lot of options to do, but main focus will be given on creating page content.  

Page content consist of functional modules called apps. Each app has its own 
features and purpose of each app is different. Basic concept consists of creating a 
page by client’s need by building it with provided apps. It is possible to choose 
from different page layouts. By choosing specific layout, placements of the apps 
can change and will change on the page. Example of managing apps and layout in 
site manager can be seen on Figure 14.  

 

Figure 14 Management of apps and layout within the Centricity2 

It is the right functionality of each app which is important to work. Based on this 
fact, tests can be differenced by apps and structure of test repository can reflect it 
as well. It is obvious from Figure 14 that this page contains one app with name 
Content App. Detail view of Content App in site manager page can be seen on Fig-
ure 15. This specific app is basically WYSIWYG editor with various options provid-
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ed for content creators. In picture below, one heading and one picture were added 
to the content.  

 

Figure 15 Detail of Content App in site manager page 

Representing content from page on Figure 14 rendered on end user page can be 
seen on Figure 16.  
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Figure 16 Rendered content on end user page 
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6 Test automation 

In this chapter, whole process of test automation will be described on practical 
example. As the main resource will be in service test automation project, devel-
oped within Blackboard Czech s.r.o. Project is developed and maintain by quality 
assurance team which also author of this thesis belongs to. In this chapter, some of 
already mentioned tools will be described more specifically so readers of this the-
sis could have better illustration of how the whole automation process goes. 

6.1 Test case repository 

It is always better to store important information which can be needed at more 
places at once somewhere where it can actually be at more places at once. For this 
purpose, cloud services may seem as a good solution. It can be true, but there are 
many tools for managing test cases available on the market. And these tools have 
bigger functionality like just storing some information. They comes with features 
like providing test run reports, given structure of test cases, managing structure of 
repository by given order etc. In this particular case, TestRail will be described. 

TestRail helps you manage and track your software testing efforts and organ-
ize your QA department. Its intuitive web-based user interface makes it easy to 
create test cases, manage test runs and coordinate your entire testing process. 
(Gurock, 2016). 

In the example of test automation process, following test case will be provided 
and process of its automation will be described as it goes. As the starting point, we 
will consider that test case is already written and its automation needs to be done. 
Example of test case in TestRail working directory is available on Figure 17.  

 

Figure 17 Example test case in TestRail 

TestRail provides more comfortable way to write test cases. When tester is doing 
so, he basically just filling the form. When test case is finished, automation engi-
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neer can be notified by TODO feature. It signalize that he has test case to auto-
mate1. At this moment, test analyst can start work on different subject and process 
continues to automation engineer. He has to make previously created test case au-
tomated.  

This means the process continues to next phase which is writing automated 
test. Before processing directly to next step, some useful technologies and patterns 
will be described. With use of these technologies writing single automated test is a 
very easy task. Technologies which can be used to do so were mentioned before. 
Reader should be at this point familiarized with technologies for automation, 
available at market. In our example, combination of several tools is used. For writ-
ing the code, it is the best option to use integrated development environment, be-
cause it provides nice features to make the work of programmer easier. In next 
subsection, attention will be given to IDE used within the Blackboard’s project.  

6.2 IntelliJ IDEA 

IntelliJ IDEA (for future only IntelliJ) is product developed and maintained by com-
pany Jet Brains. Jet Brains comes with plenty of IDEs for various programming lan-
guages. The list of all available products is available at: 
https://www.jetbrains.com/. Licenses for the products are for each one different. 
About IntelliJ, it comes with two variants. The first one is community and the sec-
ond one is called Ultimate. Community edition contains a lot of features and for the 
purpose of this thesis, it is adequate one. It is good to know that Jet Brains provides 
student partners program for students of universities. Each student can apply and 
if the school has license with the company, student gets the license which is valid 
for the time of the student’s study2.  

Every aspect of IntelliJ IDEA is specifically designed to maximize developer 
productivity. Together, powerful static code analysis and ergonomic design make 
development not only productive but also an enjoyable experience. (Jet Brains, 
2016). One of the strong aspect of IntelliJ is its code completion. During the writing 
of code, suggestions are showed automatically and are always refreshed based on 
what is the most convenient suggestion. The good thing about code completion is 
that it provides only expected types.  

Another good thing is TODO management which is done by adding TODO 
phrase into Java comments. Using this feature, programmer can simply comment 
lines of code for future reference. IntelliJ manages these TODOs and provides the 
list of all of them with the line of code where they are placed. Example can be seen 
on Figure 18. 

                                                 
1 This process can be convenient when more teams in different countries are working on same 

project. 
2 For more information about student licenses visit the page at link: 

https://www.jetbrains.com/student/ 

https://www.jetbrains.com/
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Figure 18 TODO management within the IntelliJ 

IntelliJ provides more good features, but it would not be beneficial to list them all. 
Nevertheless, some of them will be described in the next subsections where anoth-
er tools will be described and those features will be about the integration of anoth-
er used tools with IntelliJ. 

6.3 Maven 

Maven is primarily a build tool for Java projects. Java projects can generate differ-
ent types of binaries. Typically, the output of a Java project is a JAR file. For web 
applications, Java classes combined with other type of files result in a WAR or EAR 
file as well. Maven provides plugins and lifecycle phases to generate various types 
of binary artifacts for Java projects. The default type of artifact generated by Maven 
is JAR. If the packaging element is absent, or specified as jar, Maven considers it a 
JAR project. A JAR project combines all the source classes along with the necessary 
project resources to a single file. This JAR file can be distributed for it to be used 
elsewhere. (Bharathan, 2015).  

Citation above can sound complicated but the opposite is true. Maven was not 
made to make work harder. It truly makes the work easier. Very nice feature which 
Maven provides are project dependencies. Dependencies are all external JARs 
used within the project. Just for simple illustration, with using maven user don’t 
have to download JAR in order to use it in project. What needs to be done is only 
add dependency to project pom.xml file. This file is generated by Maven and con-
tains project build properties.  

For better understanding of dependency injection, on Figure 19 there is ex-
ample of selenium adding to project. All maven dependencies available can be 
listed at link: http://mvnrepository.com/. When dependency injection is added to 
pom.xml file, project need to be updated and within the project update, maven 

checks changes in pom.xml file and download all added dependencies. This can 
work also the other way3. 

                                                 
3 When dependency is removed, maven removes JARs that belongs to it 

http://mvnrepository.com/
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Dependencies can have huge impact on team development. Within the adding 
of new dependency, all that needs to be done is change pom.xml file, which is very 
small step and each member of team can do so very fast. But there is no need to do 
so thanks to version control system. For information of version control system go 
to 6.6.  

 

Figure 19 Maven dependency example 

6.4 Page object pattern 

Page Object is a Design Pattern which has become popular in test automation for 
enhancing test maintenance and reducing code duplication. A page object is an ob-
ject-oriented class that serves as an interface to a page of your automated unit test. 
The tests then use the methods of this page object class whenever they need to 
interact with the UI of that page. The benefit is that if the UI changes for the page, 
the tests themselves don’t need to change, only the code within the page object 
needs to change. Subsequently all changes to support that new UI are located in 
one place. (Selenium, 2016). 

Selenium also comes with solution how to perform page object pattern. It is 
done by defining functional class and creating web element variables. After it is 
done, each variable needs to be annotated with @FindBy annotation. This tells 

selenium how to find element on the page. Annotation @FindBy takes argument 
which tells how the element should be found on page. This can be done with ele-
ment ID, xpath, css or link text. When page object should be used in test, it 
only takes to create new instance of the class representing page object. Example of 
google home page is defined by page object pattern can be seen at Figure 20. 
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Figure 20 Google home page by page object pattern 

Within example project, solution provided by Selenium is not used but APORT 
framework is used instead. This abbreviation stands for advance page object re-
solver toolkit. It is a little bit different from Selenium. For starter, it uses different 
annotations. Annotation @FindBy is replaced with @Resolve. This annotation 
takes value parameter which tells how to find element on page and groups pa-
rameter which tells to which group the web element belongs. Page objects are not 
initialized while instantiating, using this framework. Whole page object initializa-
tion handle method resolve() which is implemented in Resolvable interface. 
Method takes as parameter list of groups. When resolve method is called, it 
searches for elements belonging to groups given as parameters of the method. Ex-
ample of reflection of page object and its represented class is possible at Figure 21.  
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Figure 21 Page object representation using APORT 

Another important interface which framework defines is Page. Page can be 
instantiated and has to contain specific url. Url figures as unique parameter in this 
case. It is possible to compose a page using already defined page objects, which can 
be common thing considering how the web pages works nowadays.  

APORT provides good way of resolving page objects but it is possible to cus-
tomize it specifically in order to meet the wanted goal. In our particular case, there 
is abstract class BaseWidget which represents every single page object. This 
class containing abstract method init(). Each defined page object is extended 
from BaseWidget. This means each defined page object have to override init() 
method. Ideology is that in init() method, resolve() is called. Using this ap-

proach, resolve() method is hidden inside the class and only initialization is 
called in test methods or in places where the page object is needed. Example of 
page object extended from BaseWidget can look like at Figure 22.  
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Figure 22 Google page described by APORT 

By using page object pattern, all page objects can be encapsulated into functional 
classes. These classes will contains all elements and functions which the page 
object is providing. It was mentioned before that selenium handles finding of 
elements. What was not tell, that it lets us to do actions with founded elements. 
Web element is interface provided by selenium and it contains plenty of functions 
which can be used. The most useful one is function click. It simply clicks on 
element. Web element interface provide nearly every actions that user can do with 
elements. Web element is very general unit and it can represent any element of 
DOM. Selenium also provides another interfaces for special html elements, like 
selectors, inputs etc. It is important to know that role of selenium web driver in 
functional testing is to perform the most user like interaction with tested 
application.  

All these interactions with web elements that selenium provides should be 
used within the page object’s methods. Considering Figure 21, we have button 
which says Save and exit. This should be represented by method which could 
be called same as the button. This function would take web element representing 
the button and clicks on it. Later in automated test, only the method would be 
called and all the selenium functionality would be hidden from test classes. And 
this mentioned example is the ouput of using page object pattern.  
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6.5 Writing automated test 

When test case for automation is provided, it is required to check all the page ob-
jects which will be used in the given case. It could happen that already defined 
page objects are needed. In this scenario, reusability of page object will come as a 
very good advantage of page object pattern. If object does not exist, it should be 
created and its functionality should be described properly. If all page objects are 
implemented, writing the automated test should not be a difficult task. Using pro-
vided test case at Figure 17, reflecting test case will look like example at Figure 23.  

It is now very clear that all the logic that page objects are providing is encap-
sulated within the page object itself. The test case itself should represent user in-
teraction with tested application. Only confusing aspects of the code provided at 
Figure 23 can be assertions. There are a lot of framework which are providing as-
sertions. In this particular case, the one from Google Truth is used. For more doc-
umentation about Google Truth reader can visit link: 
https://github.com/google/truth. Purpose of the assertions is to compare two val-
ues. One value is value provided as test input and the other one is the actual value. 
Assertions verify that test in current state contains data that it should contains. If 
not so, there have to be some problem with tested application.  

If all test cases that should be automated are done, there is one thing to left 
and it is to apply code changes into the main test repository. The process continues 
to next stage of automation and in most cases, it is handled by version control sys-
tem.  

https://github.com/google/truth
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Figure 23 Automated test case from Figure 17 

6.6 Version control 

Version control is the management of changes in document, computer program or 
another source with data value. On the market, there are plenty of solutions avail-
able. Each one contains different sets of features and each one can be adequate for 
each situation. In this example, focus will be given on Git. But first, it is important 
to describe why version control is so helpful and what advantages it brings to the 
table.  

Version control has huge impact on work in team or group of people. It stores 
information about changes that were made, so it is not a big problem to search 
who did some specific change, when he did it and what the change was. IntelliJ 
provides very friendly feature called annotate. User of IntelliJ can annotate all 
lines of code and then see all information described above.  

Changes within the version control system have to be grouped somehow into 
some entity. This entity is usually called commit. Commit contains message, de-
scription and changes itself. All the commits are ordered by date. There is always 
possibility to checkout some of the listed commits. If do so, all the code changes 
from the commit which was checkout will be reverted. This can be very useful if 
someone commit some dangerous code. 
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To prevent committing dangerous code or pieces of code, there is code review. 
Purpose of code review is to review the changes that were made. If the member of 
team is not satisfied with code changes or have some advices, complaints etc. he 
can raise a request or comment to change it. On the other hand, if he is satisfied he 
can approve it giving permission to project maintainer to merge the changes into 
the upstream. In this scenario, changes were successfully made and changes were 
successfully merged into the upstream. Then it is responsibility of each team 
member to update latest version of the code. 

As it was mentioned before, our focus will be to bring closer look at Git work-
flow and how the Git works with IntelliJ integration. Scheme of Git workflow is il-
lustrated on Figure 24. In the earlier provided example, automation engineer fin-
ished his automated tests and wanted to apply his changes to the code. Using Intel-
liJ, all that is required to do is raise a commit request. After that, all changes are 
committed into the engineer’s local repository. To push it to remote repository, 
there is push request. From this point, all that is left to do is to create code review 
and when it is done, all the changes can be merged. New automated tests was add-
ed to the project and process can repeat again.  

 

Figure 24 Git workflow in test automation 

6.7 Test execution and reporting 

If the whole process should be automated, it would be appropriate if the test exe-
cution can be done independently and without interference from outside sources. 
This can be done by build agents. As it says in the name, these agents are able to 
build code files. As it is illustrated at Figure 24, there is test repository which con-
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tains build of test project. Above that is some box called test execution. And that is 
exactly build agent which takes last build from test repository and execute it.  

It provides much more than just building application. It is possible to set when 
the build should be done, it is possible to provide parameters of the build, see 
changes that were made since last build, create report, etc. It also provides build 
log information which in case of tests can be test output from logging. In this case, 
as build agent figures TeamCity from Jet Brains. For more information about 
TeamCity itself, visit the link: https://www.jetbrains.com/teamcity/.  

When test run is complete, information about build is possible within 
TeamCity. Now would be a good time to check if the previously created test passed 
and if everything is okay. At Figure 25, we can see that our highlighted test was 
completed successfully.  

 

Figure 25 Test report provided by TeamCity 

Failures in tests can be caused by bugs in tested applications or by errors in auto-
mated test. It can happen that test which worked before can fail in slower envi-
ronment. Failures can be also caused by timeouts in tested application. However, 
these failures and causes of failures can be provided also. It is done by reporting 
service. It is possibility of choice which service to use. It was mentioned before that 
TestNG is used as test unit framework and it contains plugin called ReportNG. See: 
http://reportng.uncommons.org/. Work of ReportNG is to provide test output, so 
it exists some feedback. In test output, causes of failures can be found and, failures 
can be analyzed and possible fixes can be introduced. 

Report example generated by ReportNG is illustrated at Figure 25. Test cases 
are grouped into functional wholes and this whole is represented by JAVA class in 
this scenario. At the figure, it is possible to see what information ReportNG pro-
vides. Now is the time to determine what the cause of failure was. If it was not bug, 
some fixes in the code needs to be made. On the other hand, if the test found bug, 
information about the bug have to be provided to developers so possible bug fixes 
can be made. With the exception of analyzing test failures and refactoring of the 
code, test development process will start again from the beginning and all its phas-
es will be repeated again. 

 

https://www.jetbrains.com/teamcity/
http://reportng.uncommons.org/
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Figure 26 Example of reported test failure 
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7 Discussion 

Test suite containing automated test cases covers certain part of whole tested 
software functionality but it can be and also will be continuously expanded with 
more automated tests. In this chapter, solution proposed in the thesis will be eval-
uated from economic point of view. Whole economic evaluation is based on docu-
ment written by Douglas Hoffman. (Hoffman, 2016). 

7.1 Economic evaluation 

When considering test automation, it is important to determine whether automa-
tion will lead into savings of money. But before we can proceed to calculations, it is 
important to describe the costs related to test automation. Hoffman distinguishes 
between fixed and variable automation costs. Examples of fixed automation costs 
can be hardware, software licenses, scripting tools, tools training, etc. Variable 
costs are test case implementation, test maintenance, test execution, analysis of 
test results, reporting, etc.  

To calculate how the test automation will contribute, following equation can 
be used. 
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ROI = return of investment 
Ba = the benefits from automated testing 
Ca = the costs of automated testing 
Ba = benefits from automated over manual testing 
Ca = costs of automated over manual testing 
 

Equation (1) shows how the ROI can be computed in a general form. It is the ratio 
of the benefits from automation over their costs. A value greater than one indicates 
that the benefits are greater than the costs. It shows that for every dollar invested 
in automation we get ROI dollars, worth of benefits. (Hoffman, 2016). 

Equation (2) shows a relative ROI for comparing the added benefits from au-
tomation with the added costs from automating. Although the equation is very 
general, it more reasonably represents the value of automation in relation to man-
ual testing. (Hoffman, 2016). 
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For purpose of this evaluation, equation (2) will be used. Benefits from auto-
mated testing over manual testing are calculated as improvement in fixed costs of 
automated testing times + variable costs of running manual tests during time - var-
iable costs of running automated tests during time. Costs of automated over manu-
al testing are calculated as increased fixed costs of automated testing times + vari-
able costs of creating automated tests - variable costs of creating manual tests + 
variable costs of maintaining automated tests during time.  

Using this knowledge, we can calculate benefits from automation using follow-
ing assumptions: 
 A product with new tests 
 5 people developing manual tests 
 10 people running manual tests 
 5 people developing automated tests(include also maintenance) 
 Automated tests run automatically 
 1 people environment maintenance  
 Periods of time selected: 24 months 
 People cost 320 000 CZK per year = 170 CZK per hour 
 Fixed costs for automated tests 110 000 CZK 

 
000,400,6)000,640*0()000,640*10(0)24(  aB  

000,273,3)000,640*5()000,640*5()000,640*5())3/2(*000,110()24(  aC  

 
From this example, we can assume that ROI factor will have value of 1.95. This 
means that 1 CZK invested to automation will return 1.95 CZK which is nearly 
100% economic return. In this particular example, test automation will be effec-
tive. However, in some cases automation is not appropriate and can lead into more 
financial costs. 
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8 Conclusion 

In introduction, software testing was introduced, different testing levels and test-
ing approaches were described. There was a lot of theoretical information which 
are needed and without it, it would be hard to understand following chapters of 
this thesis. 

Next chapter and its focus was given to tools used for test automation. These 
tools were differenced by theirs purpose. It was obvious that there are plenty of 
tools available and it can be very hard task to choose one of them. Sometimes it can 
be bad choice and customers can regret their choice. To prevent this situation, best 
solution is to analyze the tools properly. A lot of commercial tools were provided 
as trials so it should not be a problem to test first and choose after.  

As next was described tested application. It is always better to understand 
what will be tested so reader can have better understating of what is going on. On-
ly key concepts of the tested applications were described and this was on purpose, 
because these functionalities were only tested as well. 

As the next step, whole process of writing automated tests was described. This 
process is also applied at Blackboard Czech s.r.o which is owner of the test project. 
Whole test project is contained at additional CD with its execution report. Execu-
tion was done using two different browsers (Firefox and Chrome). It was discov-
ered that browser has only time affection to test execution and it was obvious that 
Chrome is much faster than Firefox.  

Personal benefits are better understanding of how is software testing so im-
portant and perspective about which tools are available to perform automation. 
Another benefit was better understanding of object-oriented programming and 
how to use it. Analytical skills were improved as well.  

With described test execution management, test suite can be execute properly 
and it is controlled by TeamCity. Execution is scheduled on each day and test re-
sults are always analyzed. Biggest advantage of scheduled test execution is that it 
is performed every day and it is independent on other factors. 

Future plan of quality assurance team is to provide more and more automated 
tests. Number of apps within the Centricity2 is big and all of them needs to be cov-
ered. If all the apps will be covered, possible apps interactions with each other can 
be tested as well.  
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A Additional CD 

Content of the additional CD: 
Whole project containing automated tests – schoolwires-systemtests 
Reports from test runs on Chrome and Mozilla Firefox – test-report 
Recorded run of example automated test example-test-run 
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