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Abstract 

 

The terminology "Microservice Architecture" has jumped over the decade a particular way 

of designing/architecting software applications as a bundle of independently deployable 

service. Microservice is not a new term, but it is an evolutionary term/architecture to find 

out a pathway to do revolutionary things that already took place in cloud, web, server 

virtualization, mobile, containerization. This is an explicit responsive architecture to this 

amazing technology landscape that currently we live in. Alongside the term "Serverless 

Architecture" comes with a side by side to maximize and hassle-free automation in all life 

cycle of the application product. The Serverless architecture or computing offers the 

potential of application software in the cloud in the manner of auto-scaling, pay-as-you-go. 

This is a new trend in cloud computing, which enabled the business to get rid of underlying 

infrastructure issues. 

 

My thesis aims to provide a more conclusive answer of how the Microservices and 

Serverless architecture reshape the current web application world. 

 

In this study, we find out the difference between the classic monolithic and Microservices 

approach, Serverless architecture and standard backend approach, Single page and 

contemporary front-end approach, containers, and server hosting as well as FaaS and SaaS 

overview and some other third party services. We also conducted a single page application 

based on proposed architecture.  

 

Keywords: Microservice, Serverless Architecture, Cloud, Docker, Virtualization, 

scalability, Single page application, Web Application, SPA. 
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Objectives and Methodology 

Objectives 

 Explain the difference between the monolithic approach and Microservices in web 

applications. 

 Which reference architecture can best serve as the base for scalable web services? 

 The principal research question, we derived the following specific questions: 

1. What aspects are influencing the adoption of Microservice Architecture? 

2. To what extend can containerization enhance the design and implementation 

of Microservice Architecture? 

3. To what extend can Microservice architecture improve the scalability of 

web services? 

4. To what extend can Microservice testing be automated? 

 Develop and test a scalable Microservice Architecture for web services 

 Describe the benefits of Serverless architecture in web applications. 

 Describe single-page applications in Front-end development. 

 Describe the benefits and uses of the Containers. 

 Describe the various virtualization technologies. 

 Prepare an overview and the model of the proposed application in Microservices 

and Serverless architecture. 

 Implement the proposed application 

Methodology 

In the study, we employ two types of methods that are conducted concurrently. The 

research methodology will, however, inform the system development methodology. 

 

Research Methodology 

In these studies, a research methodology called Design Science Research Methodology 

(DSRM) is employed.  The object that we propose is a scalable Microservice Architecture 

for Web Service. Research phases that have to be carried out in DSRM are (Peffers, 

Tuunanen, Rothenberger, & Chatterjee, 2007): 
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1) Problem denotation & study(evaluation of current practice) 

2) Determine the objectives of a solution (what would a better artifact accomplish?) 

3) Prototype design & development 

4) Prototype demonstration (finding a suitable context then use the artifact to solve 

problems) 

5) Prototype evaluation (observing how effective it is in solving the problem) 

6) Communication. 

Problem Definition and Analysis 

After this point, usually, the process iterates back to step (2) or (3). Following this 

DSRM method, we first investigate the market to gain insight into state of the art relating 

to Microservice Architecture (step 1 in DSRM). Based on the findings of this market 

analysis, we will identify issues associated with the platforms concerning scalability, 

which motivates the need for a new platform. Current technology used, architecture 

components, and functionality gaps will be acknowledged as well. Step (1) will be covered 

in chapter 1 and 2 in this report. 

Defining objectives of a solution 

In the next step (2), we will propose requirements and architecture components that 

need to be incorporated into the platform design based on the literature study. This phase is 

necessary to illustrate the inadequacy of solutions in the market in achieving our project 

goals. We will carry out a literature study on the topics of web application architecture, 

system-level virtualization, and scalability. In the practical portion, describe our 

implementation and steps needed to achieve the final working application. 

Summary 

The terminology "Microservice Architecture" has jumped over the decade a certain way of 

designing/architecting software applications as a bundle of independently deployable 

service. Microservice is not a new term but it is an evolutionary term/architecture to find 

out a pathway to do revolutionary things that already took place in cloud, web, server 

virtualization, mobile, containerization. This is an explicit responsive architecture to this 

amazing technology landscape that currently we live in. Alongside the term "Serverless 

Architecture" comes with a side by side to maximize and hassle-free automation in all life 

cycle of the application product. The Serverless architecture or computing offers the 
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potential of application software in the cloud in the manner of autoscaling, pay-as-you-go. 

This is a new trend in cloud computing which enabled the business to get rid of underlying 

infrastructure issues. 

 

My thesis aims to provide a more conclusive answer of how the Microservices and 

Serverless architecture reshape the current web application world. 

 

In this study, we find out the difference between the classic monolithic and Microservices 

approach, Serverless architecture and standard backend approach, Single page and 

contemporary front-end approach, containers, and server hosting as well as FAAS 

overview and some other third party services. We also conducted a single page application 

based on proposed architecture. 

 

 

Conclusion 

The introduction of Microservice Architecture has reinforced the resolve for 

agility in the software industry. Containerization is promising to transform 

IT in a more profound way than full virtualization. The scalability and the 

associated cost reduction and energy saving that can be achieved when the 

two technologies are applied concurrently is enormous. 

 

The most crucial resource in IT is Humanware. However, it was discovered that for large 

project teams working on monolithic software, the man-month law works in reverse as you 

increase the number of developers. This means that the performance of the team is not 

proportional to the increased man-hours. Microservice Architecture enables scalable 

development of software since small manageable cross-functional teams can handle each 

Microservice. 

 

Similarly, a monolithic application will scale horizontally by consuming more virtual 

machines or servers. Given that the monolith comprises software components whose 

functionality has varying demand from the users, it becomes wasteful to assign more 

resources to all software components equally. The Microservice Architecture addresses 

this problem by enabling scalability on a functional dimension. By splitting the application 
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into smaller units, the workforce per unit can be resized accordingly to enhance 

productivity. The number of technologies supported may be scaled accordingly as the need 

arises. 

By employing distributed data stores in Microservice Architecture, scalability is enhanced 

by eliminating coherency delay that is prevalent in relational databases. The developer has 

the flexibility to choose the right database technology. Factors influencing the adoption of 

Microservice Architecture include virtualization, containerization, and the Internet of 

things. 

To What Extent Can Containerization Enhance Design and Implementation of 

Microservice Architecture? 

Containerization abstracts the complexity that is introduced by Microservice Architecture. 

Most functions that arise due to splitting a monolith into microservices such load 

balancing, health checks, etc. are handled at the orchestration layer. Similarly, the features 

such as service discovery, scheduling, inter-container communication are hidden from the 

developer and managed at the orchestration layer. The Docker Architecture is extensible 

through the use of plugins. Volume plugins allow third-party container data management 

solutions to provide data volumes for containers that operate on data, such as databases, 

queues, and key-value stores and other stateful applications that use the file system. 

Network plugins allow third-party container networking solutions to connect containers to 

container networks, making it easier for containers to talk to each other even if they are 

running on different machines. Docker Swarm is a powerful cluster management tool that 

is capable of handling over 1000 hosts and scheduling up to 30000 containers. 

 

To What Extent Can Microservice Architecture Improve the Scalability of Web 

Services? 

Scalability of web applications can be achieved through vertical scaling, horizontal scaling 

and functional scaling. By using Microservice Architecture it becomes possible to split a 

web application into smaller units that can be packaged as containers for efficient 

utilization of the hardware and software resources. With containerized microservices you 

can achieve a high software density in a data centre than using a virtual machine. This 
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means that scaling up and down a given function in a web application is easier, faster and 

less costly. 

Scalability is multi-dimensional. Containerized Microservices makes functional scalability 

possible. Using Docker Compose, we managed to demonstrate how you can scale up 

service by specifying the number of containers using Command Line Interface. By varying 

the number of containers for a given microservice, we were able to achieve the desired 

scalability. 

 

Microservice Architecture reduces friction amongst developer teams, operations team and 

quality assurance teams. As you scale up by adding developers to monolithic system the 

man-months increases. The coordination effort for a team of n members is proportional to 

n(n-1). By splitting the monolith into microservices you are able to assign 3-5 people to 

one microservice and this reduces friction though reduced coordination effort. 
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